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Introduction

Hacking games requires a unique combination of reversing, memory management,
networking, and security skills. Even as ethical hacking has exploded in popularity,
game hacking still occupies a very small niche in the wider security community. While it
may not have the same headline appeal as a Chrome Oday or a massive data leak, the
unique feeling of creating a working aimbot for a game and then destroying a server
with it is hard to replicate in any other medium.

When | first started learning game hacking years ago, resources were spread out across
several sites and were very sparse. Typically, you would find a section of code that
linked to a broken site. You would then search around for some forum that would have
some part of the broken site in a post and piece together the information. While this
rewarded thorough searching, it was a massive time-sink. These days, there are several
places where you can find a variety of information regarding game hacking. You can
find boilerplate code for almost any engine, along with the memory offsets for any
structure you may care about.

However, one area still underserved by all the information out today is the concepts
and fundamentals behind the offsets. My hope is that this book helps fill those gaps.

- attilathedud



External Resources

This is a list of all the external resources, such as tools and games, used in this book.
They are ordered by their appearance. This is intended to help if you plan to read this
book in a location without access to the Internet.

e VirtualBox (https://www.virtualbox.org/wiki/Downloads)

e Windows 10 Evaluation Virtual Machine (https://developer.microsoft.com/en-us/
microsoft-edge/tools/vms/)

e Cheat Engine (https://cheatengine.org/)

e xb64dbg (https://x64dbg.com/)

. The Battle of Wesnoth 1.14.9 (https://www.wesnoth.org/)

e Visual Studio 2019 Community Edition (https://visualstudio.microsoft.com/vs/
community/)

. Wyrmsun (https://store.steampowered.com/app/370070/Wyrmsun)

e Urban Terror 4.3.4. (https://www.urbanterror.info/)

e Assault Cube 1.2.0.2 (https://assault.cubers.net/)

e Wireshark (https://www.wireshark.org/)

e cmder (https://cmder.net/)

. ZLib (https://zlib.net/)

. The Battle of Wesnoth 1.14.12 (https://www.wesnoth.org/)
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Basics



1.1 Computer
Fundamentals

1.1.1 Computer Components

A typical computer has several connected components. Among the most important
are:

. Hard-drive

e RAM

e Video card

e Motherboard
« CPU

If you were to remove the side of a desktop computer, the parts might be placed in a
configuration like so:

. Hard drive
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For our purposes, we will only briefly address the first four components, and then we
will focus on the CPU in the next section:

. Hard-drives are responsible for storing large files, such as photos, executables,
or system files.

*  RAM holds data that needs to be accessed quickly. Data is loaded into RAM
from the hard-drive.

e Video cards are responsible for displaying graphics to the monitor.

*  Motherboards tie all these components together and allow them to
communicate.

1.1.2 The CPU

The CPU is the brain of the computer. It is responsible for executing instructions. These

instructions are simplistic and vary depending on the architecture. For example, an

instruction might add two numbers together. To speed up execution time, the CPU has

several special areas where it can store and modify data. These are called registers.

Registers

The current instruction eax
being executed ebx

ecx
edx
edi
esi
ebp
esp

add eax, 2
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1.1.3 Instructions

All computer programs are made up of a series of instructions. As we discussed above,
an instruction is simplistic and typically only does one thing. For example, the following
are some of the instructions found in most architectures:

e Add two numbers.

e Subtract two numbers.

»  Compare two numbers.

. Move a number into a section of memory (RAM).
 Go to another section of code.

Computer programs are developed from these simple instructions combined together.
For example, a simple calculator might look like:

mov eax, 5
mov ebx, 4
add eax, ebx

The first instruction (mov) moves the value of 5 into the register eax. The second
moves the value of 4 into the register ebx. The add instruction then adds eax and ebx
and places the result back into eax.

1.1.4 Computer Programs

Computer programs are collections of instructions. Programs are responsible for
receiving a value (the input) and then producing a value (the output) based on the
received value.

For example, one simple program could take a number as the input, increase the
number by 1, and then move it into an output. It might look like:

mov eax, input
add eax, 1
mov output, eax
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A more complex program would have many of these simple programs "inside" of it. In
this context, these simple internal programs are called functions. Functions, just like
programs, take an input and produce an output. For example, we could make our
previous program a function that does the same thing. It might look like:

function add(input):
mov eax, input
add eax, 1
mov output, eax

We could also make another function that does a similar operation. For example, we
could write a function to decrease a number by 1:

function subtract(input):
mov eax, input
sub eax, 1
mov output, eax

These two functions (add and subtract) can then be used to create a more complex
program. This new program will take a number and either increment or decrement it. It
will take two inputs:

1. A number
2. A mathematical operation, in this case, add (+) or subtract (-)

This new program will be longer and have two different ways it can execute. These will
be explained after the code:

function add(input):
mov eax, input
add eax, 1
mov output, eax

function subtract(input):
mov eax, 1lnput
sub eax, 1
mov output, eax

cmp operation, '-

13




je subtract_number
add(number)
exit

subtract_number:
subtract(number)
exit

This code has two functions at the top. Like we discussed, these take an input and then
either add or subtract 1 from the input to produce the output. The emp instruction
compares two values. In this case, it is comparing the operation type received as input
and a value coded into the program, -. If these values are equal, we go to (or jump to)
another section of code (je = jump if equal).

If the operation is equal to -, we go to code that subtracts 1 from the number.
Otherwise, we continue the program and add 1 to the number before exiting.

Comparing numbers and then jumping to different code depending on their value is
known as branching. Branching is a key component of designing complex programs
that can react to different input. For example, a game will often have a branch for each
direction a player can move in.

1.1.5 Binary, Decimal, and Hexadecimal

Fundamentally, CPU’s are circuits. Circuits either have electricity flowing through them
(on) or they do not (off). These two states can be represented by a binary (or base-2)
numeral system. In a base-2 system, you have two possible values: 0 and 1. An
example binary number is 1101.

We are familiar with a decimal (or base-10) numeral system, which has 10 possible
values: 0, 1, 2, 3,4, 5, 6,7, 8, and 9. An example decimal number is 126. This number
can be represented in a more explicit format as:

(1*10%) + (2* 10" + (6% 10%)

We can represent the binary number above (1101) in the same format. However, we will
replace the 10's with 2's, as we are switching from a base-10 to base-2 system:

(1%23) + (1%2%) + (0*21) + (1 *2%)

14




Binary numbers can quickly become unwieldy when they need to represent larger
values. For example, the binary representation for the decimal number 250 is
11111010.

To represent these larger binary numbers, hexadecimal (base-16) numbers are
commonly used in computing. Hexadecimal numbers are usually prefixed with the
identifier @x and have sixteen possible values: 0, 1, 2, 3,4, 5,6,7,8,9,A,B,C, D, E,
and F. An example hexadecimal number is @xA1D.

1.1.6 Programming Languages

Instructions are represented as numbers, like all other data on a computer. These
numbers are known as operation codes, often shortened to opcodes. Opcodes vary by
architecture. The CPU knows each opcode and what it needs to do when encountering
each one. Opcodes are commonly represented in hexadecimal format. For example, if
an Intel CPU encounters a @xE9, it knows that it needs to execute a jmp (jump)
instruction.

Early computers required programs to be written in opcodes. This is obviously hard to
do, especially for more complex programs. Variants of an assembly language were then
adopted, which allowed writing of instructions. They look similar to the examples we
wrote above. Assembly language is easier to read than just opcodes, but it is still hard
to develop complex programs in.

To improve the development experience, several higher-level languages were
developed, such as FORTRAN, C, and C++. These languages are easy to read and
introduced flow-control operations like if and else conditionals. For example, the
following is our increment/decrement program in C. In C, an int refers to an integer, or
a whole number (-1, 0, 1, or 2 are examples).

int add(int input) {
return input + 1;

}

int subtract(int input) {
return input - 1;

}

if(operation == '-') {
subtract(number);
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}

else {
add(number);

}

All these higher-level languages are compiled down to assembly. A traditional
assembler then turns that assembly into opcodes that the CPU can understand.

1.1.7 Operating Systems

Writing programs to communicate with hardware is a time-consuming and difficult
process. To execute our increment/decrement program, we would also have to write
code to handle keystrokes from a keyboard, display graphics to the monitor, build out
character sets so we could represent letters and numbers, and communicate with the
RAM and the hard-drive. To make it easier to develop programs, operating systems
were created. These contain code that already can handle these hardware functions.
They also have several standard functions that are commonly used, such as copying
data from one location to another.

The three main operating systems still in use today consist of Windows, Linux, and
MacOS. All of these have different libraries and methods to communicate with the
hardware. This is why programs written for Windows do not work on Linux.

1.1.8 Applications

Operating systems need a way to determine how to handle data when a user selects it.
If the data is a photo, the operating system wants to bring up a specific application
(like Paint) to view the photo. Likewise, if the data is an application itself, the operating
system needs to pass it to the CPU to execute.

Each operating system handles executing uniquely. In Linux, a special executable
permission is set on a normal file. In Windows, applications are formatted in a special
way that Windows knows how to parse. This is referred to as the PE, or Portable
Executable, format. The PE format has several sections, such as the .text section for
holding program code, and the .data section for holding variables.
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1.1.9 Games

With all of that out of the way, we can finally discuss games. Games are simply
applications. On Windows, they are formatted in a PE format, identical to any other
application. They contain a .text section that holds program code, made up of
opcodes. These opcodes are then executed by the CPU, and the operating system
displays the resulting graphics and handles input, like key presses.

17



1.2 Game
Fundamentals

1.2.1 Parts of a Game

While games are applications, they are complex and made up of several parts. Some of
these include:

»  Graphics
e Sounds
* Input

e Physics

Game logic

Due to each part's complexity, most games use external functions for these parts.
These external functions are combined into what is called a library. Libraries are then
used by other programs to reduce the amount of code written. For example, to draw
images and shapes to a screen, most games use either the DirectX or OpenGL library.

For some types of hacks, it is important to identify the libraries being used. A wallhack
is a type of hack that allows the hacker to see other players through solid walls. One
method of programming a wallhack is modifying the game’s graphics library. Both
OpenGL and DirectX are vulnerable to this type of hack, but each requires a different
approach.

For most hacks, we will be modifying the game logic. This is the section of instructions
responsible for how the game plays. For example, the game logic will control how high
a character jumps or how much money the player receives. By changing this code, we
can potentially jump as high as we want or gain an infinite amount of money.

18



1.2.2 Game Structure

Game logic is made up of instructions, like all computer code. Due to the complexity of
games, they are often written in a high-level language and compiled. Understanding
the general structure of the original code is often required for more complex hacks.

Most games have two major functions:

*  Setup
*  Main Loop

The setup function is executed when the game is first started. It is responsible for
loading images, sounds, and other large files from the hard-drive and placing them in
RAM. The main loop is a special type of function that runs forever until the player quits.
It is responsible for handling input, playing sounds, and updating the screen, among
other things. An example main loop might look like:

function main_loop() {
handle_input();
update_score();
play_sound_effects();
draw_screen();

All of these functions in turn call other functions. For example, the handle_input
function might look like:

function handle_input() {
if( keydown == LEFT ) {
update_player_position(GO_LEFT);
ks
else if( keydown == RIGHT ) {
update_player_position(GO_RIGHT);
ks

Every game is programmed differently. Some games might prioritize updating graphics
before handling input. However, all games have a main loop of some sort.
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1.2.3 Data and Classes

Any data that can be updated in a game is stored in a variable. This includes things like
a player's score, position, or money. These variables are declared in the code. An
example variable definition in C might look like:

int money = 0;

This code would declare the money variable as an integer. Like we learned in the last
chapter, integer values in C are whole numbers (like 1, 2, or 3). Imagine if we had to
track the money for several players. One way to do this would be to have several
declarations, like so:

int moneyl
int money?2
int money3
int money4

Il
e e e

I
(SRR OS]

- e

One downside to this approach is that it is hard to maintain as the game gets larger
and more complex. For example, to write code that increases every player's money by
1, we would have to manually update each variable:

function increase_money() {
moneyl = moneyl + 1;
moneyZ2 = money2 + 1;

If we added another player, we would have to go and update every section of code
that altered the players' money. A better approach is to declare these values in a list.
We can then use an instruction known as a loop to go through every item in the list.
This is known as iteration. In C, lists are commonly implemented using what is known as
an array. For our purposes, you can assume lists and arrays are synonymous. One type
of loop in C is known as a for loop. For loops are divided into three segments: the
starting value, the ending value, and how to update the value after each iteration. An
example of the previous code might be written like:

20




int money[10] = { @ };
int current_players = 4;

function increase_money() {
for(int 1 = 0; 1 < current_players; i++) {
money[i] = money[i] + 1;

}

We now would only have to update the current_players variable to add support for
another player.

To make it easier to develop complex applications, developers often use a
programming model known as object oriented programming, or OOP. In OOP,
variables and functions are grouped together into collections called classes. Classes are
usually self-contained. For example, many games will have a Player class. This class will
contain several variables like the player's position, name, or money. These variables
inside the class are known as members. Classes will also contain functions to modify
these members. One example of a Player class might look like:

class Player {
int money;
string name;

function increase_money() {
money = money + 1;

}

Games will often contain lists of classes. For example, the game Quake 3 has an array
of all the players currently connected to a server. Each player has their own Player class
in the game. To calculate the score screen, the game will go over every player in the list
and look at the amount of kills they have.

1.2.4 Memory

Games have a lot of large resources, like images and sounds. These must be loaded
from the hard-drive, usually in the game's setup phase. Once loaded, they are placed
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in RAM, along with the game's code and data. Because games are so large, they must
constantly load different data from the RAM into registers to operate on. This loading is
typically done by a mov command. This command will move a section of memory into
a register. Our increase_money example function executed by the CPU might look like:

function increase_money:
mov eax, 0x12345678
add eax, 1
mov ©0x12345678, eax

In this example, we use @x12345678 as the location in RAM of the player's money.
Most games will have this structure but a different location. For more complex games,
these locations will be based on other locations. If our game had a Player class, the
increase_money code executed by the CPU would need to use the Player’s class
location to retrieve the money.

function increase_money:
mov ebx, 0x12345670
mov eax, ebx + 8
add eax, 1
mov ebx+8, eax

In this case, the CPU had to offset the money's location based on the location of the
Player class.

1.2.5 Multiplayer Clients

Multiplayer games allow multiple players to interact with each other. To allow this,
multiplayer games make use of clients and servers. An example of the client-server
model is shown below:

Client +— Client

—

\
-t

—-

Client Server -— Client

Client — - | Client 22




Clients represent each player’s copy of the game and contain all the information
regarding the local game. For example, each client will contain that player’s money.
When a player causes an action to change their money, the client is responsible for
sending this update to the server.

Information can also be sent in both directions. An example of this is player movement.
One client will tell the server that the player has moved their position. The server will
then tell all other clients to update their associated positions for the moved client.

1.2.6 Multiplayer Servers

While the client represents each player's copy of the game, the server ensures that all
the connected clients are playing the same copy of the game. Servers will often restrict
what changes they accept from clients. For example, imagine we wrote a hack to
change our money in a game. If it is a multiplayer game, the server will reject our
changes. This is why single-player hacks will often not work in multiplayer.

We will discuss multiplayer fundamentals further in a future chapter.
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1.3 Hacking

Fundamentals
1.3.1 Hacking Steps

All hacking consists of modifying memory in a game. Writing any hack involves four
main steps:

Identify what you want to change.
Understand what memory you need to locate.
Locate that memory in the game.

Change that memory.

AW N =

These steps apply for any hack, regardless of the complexity.

1.3.2 ldentify

The first step for any hack is to identify what you want to do. Different hacks will require
different approaches. For example, modifying a player's money will require a memory
modification of a variable, whereas seeing other players through walls will require a
memory modification of the game's code.

1.3.3 Understand

To modify memory, we need to locate it. Before we attempt to locate it, we need to
understand what memory we need to locate. In some cases, the memory you want to
modify will be a variable. In other cases, you will want to modify large sections of code.
There are three main types of modifications:

e Variables, like modifying the value of a player's money
e Code, like modifying how walls are drawn
«  Files, like modifying the saved items in your inventory
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1.3.4 Locate

Once you know what you want to change and understand where to look, you can start
looking for it. For some hacks, this may involve searching memory with a tool called a
memory scanner. For others, it may involve looking through the game's code using a
tool called a debugger. Depending on the game and approach, this can be a time-
consuming process.

1.3.5 Change

After you have located the memory, the last step is to change it. Initially, this will mean
using a memory scanner or debugger to manually modify the memory. Once you have
verified that this works, you can write a program to automatically change it for you.

25



1.4 Setting Up a Lab
VM

1.4.1 Overview

When doing any sort of hacking, it's best practice to separate your personal and
hacking machines. One easy way to achieve this is using a virtual machine, or VM. In
this chapter, we will set up a game hacking VM running Windows 10. This will be the
environment we use for all the other chapters as well.

Due to the hardware requirements of games, you will often find that it will be
impossible to run a certain game in a VM. In these cases, one option is to create
another section on your hard-drive known as a partition. You can then install Windows
on this separate partition and reserve it for game hacking.

1.4.2 VirtualBox

For this book, we will be using a virtual machine hypervisor known as VirtualBox. This
software allows you to run and manage virtual machines. You can download it here.

1.4.3 Virtual Machine

Next, we need a virtual machine. Since most games are released for Windows, we will
be using a Windows 10 VM. Microsoft releases free Windows 10 VMs for testing old
versions of Internet Explorer. These are completely legal but have a 90-day limit for
activation. For our purposes, we will download a VirtualBox image. You can download
the image here. Be aware, these VMs are about 7GB in size. Once the image is
downloaded, extract the OVF file from the archive. VirtualBox uses extensions of OVA
and OVF for images. These images contain a saved copy of a pre-configured machine.

Once we set up our machine, we will create a snapshot of it. This will allow us to throw
out the old machine and create a new copy when it expires. Never keep notes or
anything personal on your VM.
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Open VirtualBox and import the downloaded OVF. Keep all the options as the default.

AV s ™ [
H * H Tools gE LR} ibwlf l—L_l
: Bport ;. New AQl

Once the VM is imported, start it up. Windows 10 will start and send you to a login
screen. The password for the user is “PasswOrd!”, without the quotes.

1.4.4 Tools

We will use a Boxstarter script to install some game hacking tools. Boxstarter is a set of
utilities that allows you to script and recreate installations. In this case, we will use it to

install a memory searcher and debugger. Within your VM, open up Powershell and run
the following two commands:

. { iwr -useb https://boxstarter.org/bootstrapper.psl } | 1iex;
Get-Boxstarter -Force

Install-BoxstarterPackage -PackageName https://
raw.githubusercontent.com/GameHackingAcademy/vmsetup/master/
vmsetup.txt -DisableReboots

The vmsetup.txt file is also available in Appendix A. If using the local version, run the
following second command instead of the version above:

Install-BoxstarterPackage -PackageName C:
\location\of\vmsetup.txt -DisableReboots

The first command installs BoxStarter and is taken from their website. The second
command is a setup script that enables some folder options and installs three
programs:

1. Cheat Engine, a memory scanner
2. x64dbg, a debugger
3. Chocolatey, a package manager

As you discover more tools, you should create your own script and add them.
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1.4.5 Cloning VMs

Now that we have our environment set up, we will create a clone. This will allow us to
recreate our VM with all the tools already installed. Power off the VM completely and
then choose Export to OCI. Keep all the defaults and begin the export.

§ Export to OCI...
Jf wm
roup tin
% Dev Start p al
i @ S Pause
Reset S
! @I S
Discard Saved State... m
rl IE11  Show Log... L
M BS Refresh so:|
€3] blac Show in Finder ;:r
A \ (1S Create Alias on Desktop
m’. MSE Sort Yy
W s S—
0] @) powered Off 0= Video Memc
Graphics Co
Remote Des

This will create an OVA, similar to the OVF we initially downloaded. If we ever corrupt
our environment, we can simply delete it and import this new OVA. It will already have

all of our tools installed, so we don't need to waste time reinstalling them.
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1.5 Memory Hack

1.5.1 Target

For our first hack, we will be targeting a game called "The Battle for Wesnoth”,
shortened to Wesnoth. This is a free, open-source game that has no anti-cheating
mechanisms in place. Most of the chapters in this book will specifically target version
1.14.9. To install it on our VM, open up Powershell as an administrator and run the
following command:

choco install wesnoth --version=1.14.9 -y

This will use Chocolatey to install The Battle for Wesnoth. Once the installation finishes,
open the game and verify that it works. Then, go into the Preferences menu and
change the game's video mode to Windowed. Finally, play the tutorial mission to learn
about how the game works.
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1.5.2 ldentify

Our goal for this hack is to change our gold. Players use gold to buy troops in the
game, so the more gold we have, the more troops we can buy. We will accomplish this
by using a tool called Cheat Engine, which allows us to scan and modify game memory.
To do that, we will use the steps we learned in Chapter 1.3.

Players only receive gold while playing a scenario. To create a scenario, select
Multiplayer and then Local Game.
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Keep the defaults for the rest of the settings and start the game.
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1.5.3 Understand

In this game, a player's gold is stored in a variable. This variable is referenced by the
code of the game.

O 1y2e hére 10 e

To successfully complete our hack, we will need to find where this variable is stored in
memory and change its value. Since we are dealing with a variable, we will use a
memory scanner to find it.

1.5.4 Locate

Our next step is to locate the memory holding our gold value. We will start by opening
Cheat Engine and attaching it to Wesnoth. In this tool, click on the icon in the top-left
that looks like a computer with a magnifying glass.
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Memory scanners allow you to scan for a value in the game's memory. In the example
game, the player has 75 gold, so that is what we will search for. Place your gold value
in the Value box and select New Scan. Several thousand results will come back.
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Initial scans in any memory scanner will return thousands of results. This is because
games are complex and thousands of section of memory have the same value as our
gold. These other sections could be variables like timers, the opponent's gold, or
character health. Our goal when using a memory scanner is to filter these results down
to one or two values that we can then manually test. To do this, we will modify our gold
value in the game and then perform another scan using the Next Scan button. The next
scan operation will only bring back results that were previously our initial value, in this
case, /5.

Recruit a unit of troops in the game and look at your new gold value. Place this new

value in the Value box and select Next Scan. In the example below, we recruited a unit
for 17 gold, leaving us with 58 gold.
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1.5.5 Change

In Cheat Engine, you double-click on a memory location to move it to the bottom box
on the screen. This bottom block allows you to edit the value stored in the memory
location. Double-click on your result to bring it to the bottom box. Next, double-click
on the value to bring up a box that will ask you for the new value. Type something
large in there, like 200.
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With the value changed, go back to the game. You should see your gold refresh to
200. Recruit a ton of units to confirm that your change was successful.
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Part 2
Debugging &
Reversing



2.1 Debugging
Fundamentals

2.1.1 Goals

In our previous chapter, we hacked our gold by modifying a variable in memory.
Memory modification like this is powerful, but it also has limitations. More complex
hacks will often require you to modify the game's code. For example, imagine if we
wanted to create a hack that would allow us to recruit units for no gold. One way to do
this would be to constantly monitor our gold and manually increase it whenever we
recruited a unit. This would also require you to constantly look for any new units added
to the game and that unit's cost. An easier approach would be to modify the game's
code to never decrease a player's money when recruiting.

Viewing a game's code as it is running is known as debugging. Understanding and
modifying that code to do what you want is known as reversing. You do not have to
debug a game to reverse it, but it is very helpful if you can.

2.1.2 Tools Involved

To debug a game, you use a tool known as a debugger. The first step in debugging is
"attaching" the debugger to the game you want to debug. Once it's attached, you are
able to view the game's code in memory. You are also able to pause execution of the
game, change the game's code, and modify registers. We will see examples of these
actions in future chapters.

Debuggers can cause unintended side-effects. For example, if you change the game's
code incorrectly, the game can crash. Depending on the game, this can freeze your
computer's display. This is another reason to always separate your hacking machine
from your personal machine.

There are many debuggers, but some well-known ones include IDA and gdb. Other
debuggers, like WinDbg and OllyDbg, are often mentioned but no longer maintained.
In this series, we will be using an open-source debugger named x64dbg. Like any other
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tool, it's more important to know the fundamentals than the tool. The same approach
we will learn while using x64dbg can be applied to any debugger.

2.1.3 Disassembly and Debugging

After attaching a debugger to a game, the debugger will display the game's code.
However, this is not the original game's code. Like we discussed in the first chapter,
games are usually programmed in a high-level language, like C++. However, the
executable running on our computer only contains the opcodes for the CPU to
execute. This lack of the original code is what makes reversing difficult. Often games
will contain thousands of these opcodes.

When assembling a program, each line of assembly code is converted to an opcode.
Disassembly is the process in which opcodes are converted back to assembly. Normally
disassembly and debugging are used interchangeably, especially when reversing a
game. However, they can be done separately. It is possible to disassemble a program
without debugging it. This is known as static analysis and is commonly done when
reversing malware. It is also possible to debug a program without disassembling it. A
common example of this would be debugging a program that you have written. In this
case, you have the original code and the disassembly is unneeded.

It is possible to partially recreate the original high-level code from the disassembly. This
is known as decompiling. However, disassembly is always representative of the code
executing, while decompiling is not. Decompilers are often forced to guess at the
original structure of the code. While these tools can be helpful, they can also lead you
down false paths. In this book, we will not cover decompiling.

2.1.4 Assembly

When debugging and reversing a game, you will mainly be dealing with assembly.
Assembly is similar to the first language we covered in Chapter 1.1. Each instruction in
assembly does one thing, such as add or subtract. It is not necessary to know every
assembly instruction to reverse a game.

While it may appear daunting, any assembly code can be understood by going
through it one instruction at a time. When debugging, this is known as stepping
through the disassembly. Often there are many instructions in a game that are not
critical to understand while reversing. For example, the CPU has to do several
instructions when adding numbers that have decimal values. If we are only interested in
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the result of this addition, we can skip over many of these instructions. Understanding
which instructions can be skipped comes with experience.
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2.2 Reversing
Fundamentals

2.2.1 Context

The process of reversing a game can seem overwhelming the first time you attach a
debugger to a game. The best way to start reversing a game is to figure out what you
want to look at and then find where it is. Once you establish this context, you can step
through only those instructions that actually matter to you.

There are many ways to establish a context. In some cases, you may want to search for
text that is displayed when the game does a certain action. Any locations that load this
text must eventually be related to the action that you are interested in. In other cases,
you can use memory addresses found in the memory editor to find the code that you
are interested in. Regardless of which approach you take, you will use a breakpoint.

2.2.2 Breakpoints

Breakpoints allow the debugger to pause execution of the game at a specific
instruction. With the game paused, you can then step through individual instructions
and view the game's memory. You can set breakpoints on any type of memory. This
includes memory found using a memory scanner.

Breakpoints can be set to trigger both non-conditionally and conditionally. Conditional
breakpoints will only trigger if their conditions are met. These conditions can be things
like registers having a certain value or the memory (that the breakpoint is set on)
changing. When a breakpoint is triggered, it's also known as popping.

2.2.3 Memory Breakpoints

The best way to illustrate the use of breakpoints is through an example. In this section,
we will examine how a memory breakpoint can be used to establish a context.
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Back in Chapter 1.5, we found the memory location of our gold. We can use this
memory location to find the game logic responsible for lowering our gold. We do this
by setting a conditional breakpoint on the memory location of our gold and then going
into the game to recruit a unit. When we recruit the unit, the breakpoint will pop and
execution will be paused at the function responsible for lowering the player's gold. This
function may look something like below, with the line in blue representing our paused
location.

mov eax, dword ptr ds:[0x05500ABC]
mov ebx, dword ptr ds:[0x12345678]
sub eax, ebx
mov dword ptr ds:[@x05500ABC], eax
mov esi, ebx

The first instruction moves the value stored at @x@5500ABC into the register eax. This
value was the location we found in our previous chapter for gold. The next instruction
moves a hypothetical value for the unit's cost into the register ebx. The game then
subtracts the unit's cost from our gold value. Our paused location is responsible for
moving the new value of gold back into the memory location that stores our gold
value.

You may notice that the game did not pause on the subtraction operation. This is
because this operation only modifies the value in the register and not the actual value
of the memory we set the breakpoint on. Breakpoints will always pause on the
instruction immediately after the affected memory.

2.2.4 Code Breakpoints

Sometimes it may be difficult or impossible to find a memory value to set a breakpoint
on. In these cases, you can set a breakpoint on a section of code. A common example
of this is setting a breakpoint on a text reference and then using that to find the top-
level function we are interested in.

Consider a game for which we want to write a wallhack. The game's main loop may
look something like:

void main_loop(){
draw_playersQ);
draw_walls(Q);
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And the game's draw_wall function may look something like:

void draw_wall(){
bool succeeded = load_texture("wall_texture");
if(succeeded == false){
print_error(Q);

}

Finally, the print_error function may look something like:

void print_error(){
print_to_log("Couldn't find wall texture");
}

One method of writing a wallhack is to remove this game's draw_wall function. Since
there is no variable to use as a memory breakpoint, we will instead use a code
breakpoint.

Debuggers allow you to view all the text in a game and all the locations that use that
text. For example, with a debugger, we could find the Couldn't find wall texture text
and where it is referenced. It may look something like:

mov eax, dword ptr ds:[0x23456789]
push eax
call print_to_log

This section of code is responsible for loading the string into a register and then calling
the print_to_log function. By setting a breakpoint on this code and then finding a
missing texture in the game, our breakpoint would pop. We could then continue to
step through the code until it returned us to the function that called this code. This is
known as stepping out of a function. After we have stepped out, we would be in the
draw_wall function and could then remove the function.
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2.2.5 The nop Instruction

A nop (opcode 0x90) stands for no operation. When encountering this instruction, a

CPU will do nothing and continue on to the next instruction. This behavior can be used

to modify game logic.

For example, in Section 2.3.3 above, we found the portion of code responsible for
subtracting our gold. The code looked like:

mov eax, dword ptr ds:[0x05500ABC]
mov ebx, dword ptr ds:[0x12345678]
sub eax, ebx

mov dword ptr ds:[@x@5500ABC], eax

By replacing the sub operation with a nop, the game will no longer subtract our gold.
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2.3 Changing Game
Code

2.3.1 Target

Our target in this chapter will be Wesnoth 1.14.9.

2.3.2 |dentify

Our goal in this chapter is to change Wesnoth's code so that recruiting units does not
decrease our gold.

2.3.3 Understand

To modify the game's code, we will need to use a debugger. To locate the game code
to modify, we will set a breakpoint on our gold address and then recruit a unit. Our
debugger will pop at the code responsible for decreasing our gold. We can then nop
out the sub instruction.

2.3.4 Locating Gold

Our first step is opening up Wesnoth and creating a local game. Then you can follow
the steps in Chapter 1.5 to find your gold address. Due to a process called Dynamic
Memory Allocation (or DMA), it will be at a different address than before. We will cover
DMA in a future chapter. Once you have found your new gold address, close down
Cheat Engine but keep Wesnoth open. In this chapter, we will use the value of
0x051D875C as our gold address.
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2.3.5 Attaching the Debugger

Next, start the 32-bit version of x64dbg. It can be found at C:\ProgramData\chocolatey
\lib\x64dbg.portable\tools\release\x32\x32dbg.exe. Once started, open the File menu

and choose Attach.
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In the attach dialog that opens up, choose the Wesnoth process and hit Attach. This
will attach our debugger to the Wesnoth process.

W A=ses

7

~n | W

J Tl as

LT

IATTECADT memanti
ATTCARER Nnab s sws

Tam Zas<is ter asnscth - 1.94.97
AT : 733R337E

CIAFraacen Frlse (5251530t For pans
Ciulmare, TElmar fapfiata,  ecal s Marranat

. LR Rl 3 T

Vg poera Tra camer Betes =3 el ek, [

46



Upon attaching, x64dbg will pop in a module called ntdll.dll and display a lot of
information.
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Before we dive into reversing, let's quickly cover the major components in any
debugger. The highlighted section contains the code being executed. The dump
section directly below displays the memory of the application in its hexadecimal (hex)
and ASCII representation. To the right of the code section is a list of all registers and
their values. Below the registers is the application's stack.

In this chapter, we will only be using the code section and the dump section. For more
complex hacks, understanding all these sections will be necessary. Different debuggers
will always contain all of this information, but they will often arrange them in different
ways.
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We are currently viewing the ntdll.dll module. This is not our target, but it's a common
module loaded into all Windows executables. To view the game's code, we need to
navigate to the Symbols tab and double-click on wesnoth.exe.
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This will switch our view to the game's code and memory space.

2.3.6 Setting Up the Debugger

Certain default settings in x64dbg will make it pop when we do not want it to. To make
reversing in this chapter and future chapters easier, we will disable these settings.

In the top menu, choose Options -> Preferences.
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In the modal that opens, uncheck the TLS Callbacks option and select Save. This will
disable x64dbg from automatically popping when receiving a TLS callback.

o Settings X

Events Engine Exceptions Disasm GUI Misc

Break on:

e Breakpoint™ [] DLL Load

[] DLL Unload
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2.3.7 Setting a Breakpoint

Next, we will set a breakpoint on our gold location. After we set this breakpoint, we will
go into Wesnoth and recruit a unit. Doing so will cause the breakpoint to pop and
pause execution at the location responsible for subtracting gold.

Right-click in the dump section and choose Go to -> Expression:
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In the dialog that opens, type in our gold address and hit OK.

€D Lrter exoression to follow in Dump... X

US1WE /¢

Correct expression! -> C51D375C

OK Cancel

The dump will then show the address we just typed in. The data displayed is in
hexadecimal format. In the target game, the player had 100 gold. 100 in hexadecimal
format is @x64. This is the value displayed in the dump.
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Right-click on the value and choose Breakpoint -> Hardware, Write -> DWORD. This
will set a conditional breakpoint on this memory address. The condition for popping is
any modification of the memory address.
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¥oump1 [E  Address e  dWouws B wad 1t xluxds  F
& Usascemdly | Asc1z |
. . D200 ug 00 o [.--.~\b .........
T [CESF VR TV TN S SR TR S () i 3 Y boolboocoo comoc
1DE77C(00 D20 00 OC (0D CO 02 00|20 00 OC 0J|CL 00 00 IO|.ueusrsnnnss -

With our breakpoint set, we will now resume execution of the program. This can be
done by pressing the Play button until the Paused status disappears and the game
resumes. You will have to do this several times due to the several breakpoints that
x64dbg automatically creates.
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+  View Debug Trace

D E (= ¥

iccu ®eaph [

2.3.8 Locating Code

Once the game resumes, go back into Wesnoth and recruit a unit. You will notice that
Wesnoth will freeze due to our breakpoint popping and pausing execution. Navigate
back to x64dbg to see where it popped.

LU YH T WE THEH MO REN AR EBY

S o sopt A
: ] Al w
- ED8S O&FOFFFF ea st 2F8 £
B 8A 01000000 mov edx,l €8
. 894424 04 mov dword ptr ss [c-n 4], cax fespeda):a”p £C
. BD85 1BFOFFFF lea ecax,dword Dtr $S leuc 2689
B 890424 nov dword ptr o r-,:- .ea\ ©
B 8995 BEFCFFFF dword ptr ss:febp-373),edx ££
B E8 936AFIFF “ msnoth.sub 763“0: Es
. > BBSS TCFCFFFF mov eax,dword ptr ss:febp-384) ES
. 89 01000000 MOV ecx,l {34]
. 890424 mov dword ptr ss le;:s].ca-
. 898D BEFCFFFF mov dword ptr ss:febp-37a), ecx £1
. EDED FOFCFFFF Tea ecx,dword otr ss:fjedp-3109
B E8 A4F58900 ANl <wesnoth, suo.xoec;oc» £F
. BBSD FOFCFFFF MOV ecx,0word ptr ss:fedp-310) ZE
. S3EC 04 Sub esp,4
. 85C9 TeST <X, ecx e
. OF84 90180000 j¢ wesnoth, 7CEGSD &£
B > 88 08000000 mOV eax,d 8:"\v'
. C70424 00000000 mov dword ptr s i esp), Le
. 5985 GSFCFFEF mov Oword ptr ss:febp- 37 8], eax Le
. €8 FCO2F9FF ANl <wesnoth, sub.’uum
. £14 S085 FOFCFPFFF ®mOV ¢ax,0word ptr sfedp-3109 Gs
. LA $38C 04 Sub esp,4 ES
. 85Co TEST cax,eax cs
. 74 10 je wesnoth, 7CCESL
. 21 890424 mov dword ptr ss:fesp),eax [
. £24 31C0 NOP eax,eax . Def
< >
Dyte ptr [eDp~385 )=[017ED2DT =1 2:
3:

The highlighted EIP represents the current location of execution within the program.
EIP stands for Extended Instruction Pointer and is a special register used by programs
to understand the current execution location.
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From our last chapter, we know that conditional breakpoints are triggered after the
operation that affected the memory in question. Scroll up in the code window to see
the previous instructions.

Bou ®cwh g Notes  ® Breskponts W MemoryMap () CalStack % SBM Sorpt
- > 6985 SOFCFEFF 700200¢ 1mul eax,oword ptr : feby 2 B
o 8890 4CFCFFFF mov ebx,dword ptr ss:febp 3
o 01D8 add ecax,ebx
- 89C2 MmOV edx,eax
- B985 _JBECFFFF oy alied
© 8845 18 mov eax,dword ptr :febp+l
. 2942 04 sub Mrd ptr ds:f[edx:4]),ecax
T - ¢ ECEE e Rohn
° 74 23 j¢ wesnoth. 7CCeCD
. 8085 OBFOFFFF lea cax,oword ptr ss:febp-2F5)
- Aa A2 DA - .

The highlighted sub instruction was responsible for modifying our gold value. As we
remember from previous chapters, sub stands for subtract and is responsible for
subtracting two numbers. In this case, it is subtracting the value held in the memory
location stored in edx + 4 and eax. The exact specifics of these values are not
necessary to know now. All we need to know is that this operation is affecting our gold
in some way.

2.3.9 Change

Finally, we will change this code and finish our hack. To do this, we will replace the sub
instruction with the nop instruction. This will replace the subtraction with an operation
that does nothing. As a result, our gold will no longer decrease. Luckily, x64dbg
contains a built-in way to automatically nop out an instruction. Right-click on the line
with the subtract instruction and choose Binary -> Fill with NOPs.
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x64dbg will populate the next values for you automatically. Just select OK on the next
screen.

ED Size X
Expression: 00000003
Bytes: 03000000
Signed: 3
Unsigned: 3
ASCII: o
OK Cancel

If done correctly, the code should now look like the image below. You will notice there
are three nop instructions. We will cover why in a future chapter.

SIOD sOoF.rrrr TIWUY URw o M S BEUNTOSCS Ol EEN
5845 18 nov cax,dnord pulr ssc|feop-15])
an nop
an nop
20 nop
BUBL 4BFLFFFF UL o bvte ptr zcifecp-zesf.v
---=» | D0TCCODAS v T4 23 i= wesrwolh. TCCOCD
el "nTrrnaa RNAT NAENEEEE Tt mwar mned e co- P cl

Before we can verify that our change has worked, we need to disable our breakpoint so
that it doesn't pop again. To do this, first go to the Breakpoints tab. This tab contains a
list of all the breakpoints we have set in the application.

« =m | "V s @ oW | W W s - - I~ TT a: = O3
rpll @ Graph | P1ng [ Nates * Breacpoints MemoryMan | ) CallSt
YFe Address | Module/Label /Sxc a State Disassemb11
Hardware
0S1D87EC Enanslec |push edx
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Right-click on the breakpoint you have set and choose Remove.

Ioush €
Del

Space
®; Edit Ctrl+E

@ Reset hit count

*0, Enable all (Hardware)
®, Disable all (Hardware)

®_  Remove all (Hardware)

§ Add DLL breakpoint
f Add exception breakpoint

.1 Copy »

With the breakpoint removed and the code changed, we can now go back into
Wesnoth and observe our changes. Recruit a few units and observe that your gold no
longer goes down.
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2.4 Reversing Code

2.4.1 Target

Our target in this chapter will be Wesnoth 1.14.9.

2.4.2 |dentify

To recruit units in Wesnoth, you right-click on a tile and choose Recruit. In Wesnoth,
you can only recruit units on specific tiles. Our goal for this chapter is to change this
behavior so that we can recruit units anywhere on the map.

U NeRalefie s ah- 113 - 1 >

~ - .
\
\ Y ’
\ nad
vl

Reeniit

sCription
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2.4.3 Understand

This hack will require us to modify the game's code using a debugger. To conduct this
hack, we will first need to find the code executed when right-clicking on a tile and
choosing an option. The original game code probably looks something like:

switch( option_selected ) {

case "Terrain Description”:
show_terrain_description(location);
break;

case "Recruit":
recruit_unit(location);
break;

case ...

A switch statement allows you to execute different branches depending on the state of
a variable. We want to modify this statement so that clicking on Terrain Description
instead calls the code for recruiting a unit.

2.4.4 Bubbling

In the previous chapter, we found the code responsible for subtracting gold when we
recruited a unit. We will use this code to bubble up to the right-click menu code
location. To illustrate the concept of bubbling up, imagine that the code in Wesnoth for
recruiting units looks like:

function handle_context_menu() {
case "Recruit":

recruit_unit(location);
break;

3
function recruit_unit(location) {

check_location(location);
find_unit_in_unit_listQ);
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}

function find_unit_in_unit_list() {
get_unit();
get_unit_cost();
subtract_unit_cost();

}

function subtract_unit_cost() {

check_player_gold(Q);
subtract_goldQ);

}

function subtract_gold() {
player_money = player_money - cost_of_unit;

¥

A good way to visualize the interactions between all these functions is through the use
of a function chain. The function chain for this example would look like

handle_context_menu() -> recruit_unit() -> find_unit_in_unit_list() ->
subtract_unit_cost() -> subtract_gold()

The code we found in the previous chapter was in the subtract_gold function. By
bubbling up from this code, we will eventually locate the handle_context_menu
function.

To bubble up in our debugger, we will make use of two features: Execute till return and
Step Over. The execute till return feature executes instructions until reaching a return
statement. The step over feature executes a line of code. Unlike the Step Into feature,
step over does not enter a function if the instruction being executed is a call. We will
elaborate on this later, but first we need to cover how functions are translated into
assembly.
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2.4.5 Calls and Returns

The call instruction is used to invoke a function in assembly. At the end of the called
function, the retn (return) instruction is used to go back to the code that called the
function. For example, the code below uses a call to increase the register eax by 1:

main:
mov eax, 0
call increase_eax
mov ebx, eax

increase_eax:

add eax, 1
mov ecx, eax
retn

Imagine we set a breakpoint on the add eax, 1 instruction. Once it pops, using the
execute till return feature would cause the debugger to continue executing code until
the first retn instruction is reached. Once on the retn instruction, the step over feature
would then execute the retn instruction and arrive at the mov ebx, eax instruction.
This is a good illustration of bubbling up to a higher function.

To understand stepping in versus stepping over, imagine we set a breakpoint on the
call increase_eax instruction. Stepping into this instruction would cause our debugger
to go to the first line of the function (add eax, 1) and wait there. Stepping over this
function would cause our debugger to continue execution until reaching the mov ebx,
eax instruction. When dealing with lots of low-level code, it is often convenient to step
over functions to not waste time.

2.4.6 Locating the Menu

Unlike variables, code locations within a game will usually not change. Because of this,
we can use the same location we found in the previous chapter to begin reversing.
After attaching x64dbg to Wesnoth, navigate to the location we found in the last
chapter (0x007ccd9e) and click on the dot to the instruction's left to set a breakpoint.
The address will turn red to indicate that a breakpoint has been set. This breakpoint will
pop whenever this instruction is executed.
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Next, go back into Wesnoth and recruit a unit. Upon doing so, the debugger will pop
at the same location we saw in the last chapter.
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Click the Execute till return button once to execute until the first retn instruction.
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Once on it, click the Step over button to go to the calling code.
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The call instruction above the highlighted line is the call we were just inside of. The
code we are currently at was responsible for calling this function. We can use this
technique to keep bubbling up to the function we care about.

We know that the function for handling the right-click menu will have many branches
and calls. We can guess that when translated into assembly, the game's switch
statement will most likely look something like:

call some_address
jmp to_end
call some_address
jmp to_end
call some_address
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jmp to_end

There will most likely be other instructions, but this is the format we are looking for.
Keep following the cycle of executing until a return statement and then stepping out.
After several times, you should land in the following code:
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This pattern looks similar to what we were expecting. We can verify that this is the

correct code by nop’ing out the call we just stepped

out of, like so:
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If you go back into the game and try to recruit a unit, nothing will happen. This is good
verification that we found the function responsible for handling the right-click menu
event of recruiting. Go back into x64dbg and right-click on the code we just changed
and choose Restore selection. This will restore the original instruction.
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2.4.7 Locating Other Events

Now that we have found the call for the recruit event, we can use its structure to figure
out how the other events in the game are called. The call looks like:

call dword ptr ds:[eax+0x54]

This call is not calling a static location. Instead, it is calling the location held in memory

at eax+0x54. If we look at the other calls in the function, we see that they all have a
similar form, with only the last number changing.

Jat«ra+
IICCAFAS
JCCAFAB
2ICCAFEBL
JCCAFEBS
DICCAFES
JCCAFBA
AICCAFCO
JCCAFCZ
PICCAFCT
JCCAFCY
FICCANFCF
JCCAFD L
FICCANFDE
JCCAFDS
2ICCAFDE
JCCAFED
JDICCAFES
JCCAFE,
DICCAFEA
QDCCBOLC

JCCBOZO

3.9
20
3.9
3
J
J
J
J
J
J
J
D
J
J
J
J
J
J
J
J
J
J
J
D
.
J
a8

JICCBO35
QDCCBO2T
JICCBO3A
2DCCBO2C
JICCBO40
DDCCBO4S
JICCBO4T
DDCCBO4A
JICCBO4C
2DCCBOED
JICCBO5S

EY ©3FYFFHF
SEC1

FESU 2LULU0D)
BC C1

EY SAFYFFHF
SEC1

FESU SUULU0DD
BC C1

EY 45FYFFHF
SEC1

FESU 4CULUUDD
BC C1

EY Z6FYFFFF
SEC1

FESU 48ULUVD)
BC C1

EY Z/FYFFHF
SEC1

FESU 43010000
BC C1

EY 18FYFFFF
SECI

FESU 243

BC €1

s07426 00

ES DSFSFFFF
SEC1

FF5C 18

BO 01

807426 00

ES CSFSFFFF
SEC1

FFSO OC

BC C1

SD7426 00

ES ESFSFFFF
SEC1

FF5C 08

BO 01

807426 00

ES ASFSFFFF
31C0

np wesncth.CLASD

nov eax,cword ptr dc:[ecx]
€all dword pur ds:[eax-12¢]
nov al,l

np wesncth.CLAS-D

nov eax,cword ptr dc:[ecx]
€all dwcrd ptr ds:[eax-1s0]
nov al,l

np wesncth.CLASD

nov eax,cword ptr dc:[ecx]
€@ dwcrd ptr ds:[eax-14C]
nov al,l

np wesncth.CLASD

nov eax,cword ptr dc:[ecx]
€a1 dwcrd ptr ds:[eax-143]
nov al,l

np wesncth.CLASD

nov eax,cword ptr dc:[ecx]
€all dwcrd pur ds:[eax-144]
nov al,l

np wesncth.CLASD

nov eax,cword ptr dc:[ecx]
€all dwcrd pur ds:[eax-:24]
nov al,l

Tea esi,cmord ptr ds:[esi]
jnp wesricLh.CCASED

nov eax,cword ptr ds:[ecx]
€all uword pLr ds: [eax-18]
nov al,1

Tea esi,onurd pLr dsi[esi]
jnp wesncth.CCASFD

nmov eax,onurd pLr dsi [ecx]
€all dwerd ptr ds:[eax-C]
nov al,l

Tea esi ;,omord ptr ds:[es-]
jnp wesricLh.CCASED

nov eax,cword ptr ds:[ecx]
tall QWer pur ds: [eax—8§]
nov al,l

Tea esi,onurd pLr
jnp wesncth.CCASFD
AUP €dX,cdX

dsi[esi]
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Due to this structure, we have to revise our original code model that had a switch
statement. In the screenshot above, we can see that the last number is always a
multiple of 4. Therefore, we can assume that these functions are most likely stored in
some type of list or array. The original's game code probably looks something like:

void* context_menu_functions[MAX_FUNCTIONS] = {
terrain_description,
recruit_unit,

}

context_menu_functions[option_selected]();

This code stores a pointer to each function in an array. The option_selected variable
can then be used to retrieve the correct function from the array and execute it. We will
cover pointers in a future chapter. It's important to note that even though we had the
wrong original code in mind, the overall structure of branching will always be obvious
in a game's code.

We know that the offset for recruiting is @x54. To determine other offsets, we can
change the recruiting call to other values and note the result when we use the Recruit
entry on the context menu. Starting at eax, we can try each multiple of 4 and log their
result (eax + 4, eax + 8, eax + Oxc, eax + 0x10, and so forth). For example, by
changing the value to @x28, a terrain description will show up when we try to recruit a
unit.

Balait | OV =AY, TnOra OTr gl ST ]
T

LA - -—' -
Call dword ptr doifeax+.4) recruitc unt

E9 D3IFOFFFF
ARM
MTA70 NN

Jip wesnoLlh. CCASFD
mov =ax,“ward ptr Z5: [erx]
Iea r31.mmard ntr ~stie=
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Far more interesting is when we change the value to @x68. In this case, a Debug menu

to spawn units will appear.
U Ihckatt ztce werach "4 - (m] 4

Cread Ga
Vampire Ba.

)

Blood Bat Irakeos Armageddan |rake

Lvii © A% nal i Drokes Drzke Arbiter

MP: 3 Irzk Drzke Blad=mas.sr
Trails sk Bornwr
fax 1 rakn Clasker
e Drzke Crforcer
Drzke TMNighes
1irzks Flamaheart
Urzke Flare

Droke Clicer

2.4.8 Change

We can use the two values we found above to create our hack. First, we will locate the
menu item code responsible for showing the terrain description. Then we will change
this value to call the debug menu instead.

We know that the value for the terrain description is @x28. By observing the area
around the recruit call, we will eventually find the code responsible for the terrain
description event.

66



DOCCAFES ~ E9 T3F9FFFF _inp wesnolh.CCASFD
0OCCAMCA fu]1 D mzy cax,dworz ptr ds:[ccx]
DL AR L Q4L DU O =
T AFSN FF30 7?8 crll dear-d ptr ds
DOLLARS S EU 01

N CAFSS ~ F9 RITIFFFF _inp wesnol h.CCARFD
O0OCCAM2A fu] 1 D moy cax,dworZ ptr ds:lccx|

Next, we will change this value to @x68. This will invoke the debug menu anytime we
select Terrain Description. Since the terrain description is available on any tile, this will
allow us to recruit units anywhere.

- =¥ CSEEFFESF IMP WeS IO L ASEY
® |l EBO1 eax dword pur yo: [=cx
eflc CD742G 00 : :

®flucinEyy =REL bR

e || NTCTAFIS 1) e |

@ || OZCTAFSS -+ 29 E3FSFF-F rp weznoth.CCABFD

B ZCAFSA EBO1 muv _=ax dword ple o [eex]
e Troc 20010000 €@l dword otr ds:lecax 12C1

Once this change is made, go back into Wesnoth, select a random tile, and choose
Terrain Description. Select a unit from the debug menu and verify that the hack works.

»
»

Terrain Description ctri+t
Sct Label alt! |

_lear Labels ctri+c

Melay Shrovc Updates
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2.5 Code Caves

2.5.1 Background

In the previous two chapters, we made changes to the game's code to alter its
functionality. For both of these changes, we replaced the original instruction with a new
instruction. But what if we want to keep the original instruction or replace it with
multiple instructions? In these cases, we will need to use a code cave.

A code cave is a section of the game's memory that we fill with instructions. We then
change the game's original code to call these instructions. The name comes from the
fact that we are creating a hidden "cave" of instructions. Most games will have large
sections of unused memory between functions or at the end of the executable. These
locations are perfect for creating a code cave in.

2.5.2 Redirection

In our last chapter, we changed the function for displaying a terrain description to
instead call a debug menu. By using a code cave, we can still invoke the debug menu,
but also call the terrain description function after. By doing this, we won't lose any
functionality in the game.

The original instruction for the terrain description call looked like:

Ox00CCAF9@ call dword ptr ds:[eax+28]

For this example, assume that there is an empty section of memory at @x@0D00000.
Our first goal is to recreate the original call at @x@@D@OOO@ and then redirect the

original code to this new code. First, we will copy the original instruction to
0x00D00000:

0x00D00000d call dword ptr ds:[eax+28]
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Next, we will redirect the original code to this call:

0x00CCAF9@ jmp 0x00DOVVOd

Finally, in our code cave, we need to go back to the original code. This can be
accomplished by jumping to the instruction that comes after the one we replaced. In
this case, the next instruction in the game is at @x@@CCAF93. Our completed code cave
would then look like:

0x00D00000 call dword ptr ds:[eax+28]
jmp @x@@CCAF93

2.5.3 Restoring Instructions

As of right now, this code cave only recreates the original instruction. This is an
important first step to ensure that our redirection isn't breaking anything. This is not
always the case, especially when dealing with game functions that modify the stack. We
will discuss how to deal with these in future chapters. For now, just be aware that
redirecting the game's code will not always be a smooth process.

When writing a code cave, it's critical to only modify what you require and nothing else.
Accidentally changing other registers, sections of memory, or the stack can cause the
game to crash. To illustrate this principle, imagine we had the following code that we
intended to redirect:

mov eax, 999
call OxDEADBEEF

Let's say we redirected the call to a code cave that looked like:

mov eax, 123

call some_other_function
call OxDEADBEEF

jmp back

If the function at @xDEADBEEF required eax to be 999, the game would throw an
exception and crash. While this is a trivial example, calling game functions will often
have many side-effects that you won't be aware of.
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To save and restore the game's register values (eax, ebx, ecx, and so forth), we will use
two instructions: pushad and popad. pushad pushes (or saves) all register values on
the stack. popad pops (or restores) all register values from the stack. In future chapters,
we will cover the stack itself and how to restore the game's stack. However, restoring
the register values will prevent most crashes.

2.5.4 Cave Skeleton

With these instructions, we now have a basic skeleton for a code cave. It looks like:

pushad

execute new functionality
popad

invoke original instruction
jmp back to game's code

Let's return to our Wesnoth example. In Section 2.5.2 above, we had the following
code cave:

0x00D00000 call dword ptr ds:[eax+28]
jmp @x@@CCAF93

With pushad/popad, we can now safely introduce new instructions. The code to invoke
the debug menu looked like:

call dword ptr ds:[eax+68]

Let's assume that this call doesn't modify the stack in any way. We can safely call this
function in our code cave by saving the registers, calling the function, and then
restoring the registers. We will then execute the original instruction and jump back to
the game's code after the original instruction. Our final code cave would look like:

0x00D00000d pushad
call dword ptr ds:[eax+68]
popad
call dword ptr ds:[eax+28]
jmp @x@QCCAF93
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By doing this, we have created a cave in the game's code that replaced one instruction
with multiple instructions. As long as everything is restored, there is no limit to the
amount of new code that can be called.
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2.6 Using Code
Caves

2.6.1 Target

Our target in this chapter will be Wesnoth 1.14.9.

2.6.2 |ldentify

Our goal in this chapter is to create a code cave inside Wesnoth. This code cave will be
executed whenever we select Terrain Description. The code cave will give us 999 gold
before bringing up the terrain description box.

2.6.3 Understand

To create a code cave, we will first need to find two locations: the location to redirect
and the location to place the cave skeleton. We will then create a cave skeleton at the
second location. With that created, we will redirect the first location to jump to the
skeleton.

2.6.4 Locating Gold

Since we will be modifying our gold with this hack, we need to find our gold address.
Our first step is opening up Wesnoth and creating a local game. Then we'll follow the
steps in Chapter 1.5 to find our gold address. Like we discussed in Chapter 2.3, our
gold address will be at a different address than in previous chapters. Once we have
found our new gold address, we will close down Cheat Engine but keep Wesnoth
open. In this chapter, we will use the value of @x@5F3B85C as our gold address.
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2.6.5 Locating Code Cave

First, we will locate where to place our code cave. While there are many places where
we can find empty sections of memory, the quickest and easiest approach is to scroll to
the end of the Wesnoth module. At the end of most executable modules, there is a
large section of empty data that can be modified. In our example, this memory is
around 0x0134360E.
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2.6.6 Hooking Location

Next, we need to identify the address to hook. In this chapter, we will be hooking the
method that displays the terrain description. To find this address, we can use the same
method and address we identified in Chapter 2.4. This call is at @xCCAF90.

OOCCAFES ~ E9 T3F9FFFF _np wesnolh.CC4ASFD
0OCCAMCA apoa mzy cax,dworz ptr ds:[ccx]
DXL AR L A/ 4l LU T -
MNCCAFSN FF30 7?8 cr1l dwar- ptr Jds
22 BU 01
~ F9 RITIFFFF _inp wesnol h.CCARFD
fu 1 Dotk moy ca,.dworZ ptr ds:lccx|
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2.6.7 Redirection

With our code cave and hooking locations identified, we can now create the code
cave. When modifying a game's code in a debugger, it's important that the game is in
a paused state. This prevents the game's normal execution from accidentally entering
our code cave before we have finished it. If it does, the game could jump to non-
existent code and crash. To pause the game, we can use the Pause button next to the
Continue button.

We can now redirect the hooking location to jump to our code cave. In Chapter 1.1, we
covered the idea of opcodes. Each instruction has a different opcode and also a
different opcode length. This is because certain instructions require additional pieces of
data to execute. For example, the pushad instruction is represented by the 1 byte
opcode 0x60. This is due to the instruction not requiring any additional data to
execute. As a contrast, the instruction mov al, 1 is represented by the 2 byte opcode
@xB@ @1. This is because the mov instruction requires the data to be moved (in this
case, the value 1) to be encoded somewhere inside the opcode.

The jmp instruction's opcode is 5 bytes long. This is because the opcode encodes the
address that will be jumped to. Because of this, we will need to find a location of at
least 5 bytes to place our jmp instruction. To do this, let's examine the method for
displaying the terrain description:

8B01 mov eax, dword ptr ds:[ecx]
8D7426 00 lea esi, dword ptr ds:[esi]
FF50 28 call dword ptr ds:[eax+28]
BO 01 mov al,l

Unfortunately, there is no instruction in this method that has a 5 byte opcode. In this
case, we will need to replace the first two instructions. When writing our code cave, we
will need to remember to replace both of these. However, the opcodes of these first
two instructions (@x8B@1 and 0x8D742600) combine to 6 bytes total. When we replace
the first 5 bytes with our jump, the last byte (0x00) will stay and potentially be
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executed. To ensure that our change does not cause the game to crash, we will replace
the last byte with a nop instruction. x64dbg will automatically do this when assembling

instructions.

With all of this out of the way, we can finally make our code change. Navigate to the
first mov instruction at @x@@CCAF8A and change the instruction to jmp 0x0134360E.
Make sure that the Fill with NOPs option is checked when assembling this instruction.

This jump will be responsible for jumping to our code cave.
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2.6.8 Cave Skeleton

o o, PUITTOEN] czcassis ret.

Next, we can write our cave skeleton. For now, our cave skeleton will just save and
restore the registers, replace the original instructions, and then jump back to the
original code. This will execute identically to the original code and will allow us to verify
that our redirection was successful. Navigate to @x@134360E and insert the following

code:

pushad
popad
mov eax,

dword ptr ds:[ecx]
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lea esi, dword ptr ds:[esi]
jmp @OxCCAF90
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To verify that this code cave is being called, place a breakpoint at @x01343610 and
then continue execution of the program. When you bring up the terrain description,
the breakpoint in our code cave should pop.
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2.6.9 Change

With a working skeleton, we can now change our gold. In between the pushad and
popad instructions, we will insert our instruction to modify our gold. To do this, we will
move the value of 999 into the address holding the gold value. This instruction will look
like:

mov dword ptr ds:[@x5F3B85C], Ox3E7

With this instruction, our final code cave will look like so:

B 1343608 200D adc Irste ptr ds: | =ax],al =
. 2J43ULLA JULd adc byte por 15: [cax),al

- 13436CC 200D adc byte ptr Jdz: | =ax],al

q & il pussac

¢| 21313607 CTC: SC38F305 7032004 nuy dword pLr Jo; [SF3385C) ,3:=7

q 343613 5 poapad

®| 2131361 BECL nuy eax,dword plr de; [eon)

- 1343610 323§ les e31 dwdrrd Dtr ds:jes es1:2%Y~
o Nissa PRI B PP LA JYQ wcosnATACC AL )

| 21343625 2002 adu byle pur Jo:T=ax],al

a J (SR ade yre pre A5 [rax],al

e| 21313637 2002 adu byle plr Jo; [eax],al

a 1343623 200D adc byte ptr Jds: | =ax],al

If we go back into Wesnoth and select Terrain Description on a tile, our gold will
change to 999 before the terrain description box appears.
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2.7 Dynamic Memory
Allocation

2.7.1 Overview

In previous chapters, we modified the player's gold in Wesnoth. Whenever we
restarted the game, we had to repeat the process of finding the player's gold memory
address, as it was different each time. This is because of Dynamic Memory Allocation,
or DMA. To write hacks that can be reused and distributed, we will need to somehow
convert these "random" addresses into consistent addresses. There are many methods
to accomplish this task, but first we need to discuss how DMA works and why it exists.

2.7.2 Background

As we discussed in Chapter 1.2, games are large programs with many resources. There
is no way to fit all of a game's data into RAM at one time, so it must be loaded when it
is needed. For example, a game will not load an enemy's model or image until the
player is about to encounter them. This process is known as dynamic loading of
resources.

These dynamically loaded resources must be placed in some section of memory so that
the game can access them again. The game is responsible for creating and destroying
these sections of memory. The creation is known as allocation, and the destruction is
known as deallocation. Dynamic Memory Allocation is therefore the process of creating
memory sections to hold resources when they are needed by the game. The game can
only ask the OS for memory and cannot control where this memory is located.

Let's consider the player's gold in Wesnoth and how it is created. When Wesnoth is
started, a player's profile is loaded into the game's Player class. The player can then
select from a variety of game modes and other options in the main menu. If the player
then starts a game, several items are allocated and placed in the Player class, such as
the player's race, their available units, and their gold. When the player quits the game,
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these values are then destroyed. This is why the player's gold address is always
different.

2.7.3 Programming

To program hacks, we need some way to consistently find the gold address without
searching in Cheat Engine. There are several ways to accomplish this:

e An automated scanner, such as Cheat Engine
¢ Code Caves
* Reversing

These methods can be used to find any dynamic address. We will discuss each of these
briefly in this chapter, but in future chapters we will use all of the methods.

When using Cheat Engine or reversing, our goal will be to find something known as the
base pointer. In general, the base pointer represents a memory address that is always
consistent and can be used to offset to the values we care about. This method works
because there are some addresses that must be constant for the game to find them.
For example, in Wesnoth, the game needs to know where the Player class is. If we find
the Player class, we can then use it as a base pointer to offset to our gold address.

2.7.4 Cheat Engine

One feature of Cheat Engine is the ability to conduct a pointer scan. This can be done
by finding an address (such as the player's gold) and then right-clicking on it to bring
up a context menu. This context menu contains all the pointer scanning functions.
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This feature returns all the memory locations that currently reference the selected
address. These addresses can then be saved to a scanfile. After that, the game can be
reloaded and the address can be found again. By then comparing the new memory
locations to the scanfile, only the consistent locations can be narrowed down, similar to
regular memory searching. Eventually, we will be left with only the pointers that always
point to our selected address.

2.7.5 Code Cave

Another method to defeat DMA is using a code cave. With this approach, a location is
found where the desired value is accessed. For our Wesnoth example, this can be

80



anywhere that gold is changed. Immediately after this location, the code is redirected
to our code cave. In our code cave, we can then save the current value to a piece of
memory we control. This memory can then be accessed consistently by our hack.

For example, the code in Wesnoth responsible for decreasing our gold when recruiting
a unit looks like:

sub dword ptr ds:[edx+4], ecx

When this instruction executes, edx + 4 contains a reference to the gold memory
address and ecx contains a reference to the cost of the unit just recruited. By
redirecting the code immediately following this address to a cave, we can then save
the address's value in the cave. An example cave is shown below that would
accomplish this:

pushad

mov dword ptr ds:[0x12345678], edx+4
popad

...original instruction replaced...
jmp O@xredirect_location

With this done, our hack could then reference @x12345678 to get the current value of
the gold address.

2.7.6 Reversing

The final method of dealing with DMA is reversing the target. This method uses a
combination of the previous two methods and is the most versatile. In this approach,
we first find an instruction that modifies the value we care about, such as the sub
instruction in the previous section. Then, we analyze the function before that instruction
and determine where the register we care about (in this case, edx) is assigned. Often,
this will be assigned the value of another register with an offset, such as eax+60.

We then repeat this process to find where this previous register is assigned. Eventually,
we will find the base value or pointer used to assign all these values. This base pointer
can then be combined with all the offsets we reversed to retrieve the address we care
about.
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2.8 Defeating DMA

2.8.1 Target

Our target in this chapter will be Wesnoth 1.14.9.

2.8.2 |dentify

Our goal in this chapter is to locate the base pointer for our Player class. After that, we
need to figure out how to offset our gold address from this base pointer.

2.8.3 Understand

When a player begins a game, Wesnoth uses DMA to allocate several values, including
the player's gold. This means that the player's gold address will be at a different
address for each game. By contrast, there are several values that remain constant
between games, like the player's profile name. These constant values must be stored in
some sort of Player class. Since these values persist for every game, there must be a
static address that Wesnoth uses to locate them. If we can find this static address, we
can then offset to our dynamic gold address while in game.

To visualize this, let's imagine that Wesnoth's Player class looks something like:

class Player {
string player_name = "IEUser";
int wins = 100;
Game game = null;

And the Game class looks something like:

class Game {
string side;
int gold;
int turn;
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When a player enters a game, the game's code will allocate memory for this game
object and all the values that it contains:

player.game = new Game("Human", 100, 1);

By finding the value of the gold address, we can reverse the game to find the value of
the Game address for the current game. We can then use that address to find the
address of the Player class. Since the Player class is always loaded, it will be a
consistent address. From the Player class, we can then use the addresses we found
while reversing to offset to the current gold address.

2.8.4 Locating Gold

For the last time in this book, we will need to find the address of our gold value. Our
first step is opening up Wesnoth and creating a local game. Unlike the previous
chapters, make sure that you give yourself Income to make the reversing process
easier. Also, make sure the second player is set to a Computer opponent.

Gamec Lobby — 2p — Fallenstar Lakc

Team: Woest

—_—

1 * { ? Faction: Rardo

: TRt
fn Genrder: |C.

Teamn: Casl

2 (] ® ors

Geraler: |20

Then follow the steps in Chapter 1.5 to find your gold address. Once you have found
your new gold address, close down Cheat Engine but keep Wesnoth open.
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2.8.5 Base Pointer

Next, attach x64dbg to Wesnoth and set a breakpoint on write on the gold address
that you found. Unlike previous chapters, do not recruit a unit. Instead, choose to end
your turn. Upon ending your turn, your breakpoint should pop as income is added to
your gold.
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Let's briefly examine the instruction that our breakpoint popped on:

009B4D0O add dword ptr ds:[eax+4],

When this instruction is executed, eax+4 holds the value of our gold address (in this
instance, @x@D7@B9AC). Our next step is to determine how eax is assigned. If we look
above the add instruction, we see several mov instructions that reference the value of
eax. Above these, we have a call instruction to an unknown function. To determine if
this function is responsible for setting eax, we can set a breakpoint on this call and
then resume Wesnoth. When we end our turn again, this breakpoint will be hit.
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Observing the registers, we see that eax is set at 0 entering this function, meaning this

function must be acquiring the correct value for eax. We can confirm this by stepping

over the function and noting the new value of eax.
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With this confirmed, resume Wesnoth and end your turn again to trigger the same
breakpoint. This time, step into the function. After stepping through a few lines, we see
that eax is being set based on the value of ecx + 60.
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For now, we will note that we need to determine the value of eex. However, eax is still
not close to the value of our gold address. Before we move on to determining the
value of ecx, we need to determine how eax is modified from the initial assignment to
reach the gold address. If we continue down the function, we see that the value of
0xA90 is being added to eax. After that, edx is loaded with the value of eax + 4. Let's
step to the address after that code to see what value is being loaded into edx.
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We can see here that edx's value is only 4 away from our gold address, identical to
how the initial add instruction referenced it. From this, we know so far that [[ecx + 60]
+ 0xA90] + 4 is our gold address. Our next step is determining ecx.

When locating base pointers, it's important to stop each time a new register or address
is introduced and ensure that it is actually random. To do this, first make a current note
of eex's value when it is loaded into eax. In this case, that value is @x@17EECB8. Next,
make a note of the address of the instruction that assigns the value so that you can
place another breakpoint here. In this case, it will be the mov instruction at
Ox0QQ9AE7F7.

Now, detach x64dbg and then close Wesnoth. Once it is closed, start Wesnoth again,
recreate a game with the same income settings, and reattach x64dbg. Place a
breakpoint at the address noted (0x@@9AE7F7) and then end your turn. When the
breakpoint pops, observe the new value of ecx. In this case, it's the exact same as the
last time (@x@17EECBS). Therefore, we know that this must represent a base pointer that
doesn't change. If it did change, we would have to continue with the reversing process.
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2.8.6 Change

With our base pointer found, we can now save its value for use in future projects. From
our reversing, we know that the value of the player's gold in Wesnoth is always at:
[[0x@17EECB8 + Ox60] + OxA9@] + 4. To simplify, we know that @x@17EECB8 +
0x60 will always be @x@17EED18, so the actual offset can be represented as:
[[@xQ17EED18] + 0xA9Q] + 4.

Cheat Engine allows us to manually add pointers with offsets as addresses. We can use
this to verify that our value is correct. First, open Cheat Engine and attach it to
Wesnoth. After attaching, select the Add Address Manually button.

SRR ——— o LMo
¥, Ndd addrzes X b
Azdress: [ Unrandomizer
| -7 I ¥ [C Enakle Spzednzce
Dzscription 0J023000000C0
Ner st opinn
lyoe |m Zvecutable
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(014 Cencel Dgts

_JPaus=the Zame wyAlescarn ng

A"

NMemory vicw @ Acd Addrcss Manua ly

ave Lescrpren Addrzss Iyp: \aluz

In the box that pops up, select the checkbox for Pointer. When doing this, Cheat
Engine will prompt you for a base address and one offset. Type in @x@17EED18 as the
base address and 0xA90 as the offset. Then add another offset and type in 4. This is all
the information we found while reversing.

88



a Add address
Address:
055BF424

Description

=256...

Gold

Type
4 Bytes

Pointer

< || 4 | > 055BF420+4 = 055BF424

< || a%0 || > |[03906310+A90] -> 055BF420
Ox17EED18 ->03906310
Add Offset Remove Offset
OK Cancel

In the Address box at the top, you should notice that Cheat Engine has correctly

resolved our offset to the current amount of gold that we have. If you close and restart
Wesnoth, this pointer will then change to the new value for gold.
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Part 3
Programming



3.1 Programming
Fundamentals

3.1.1 Overview

In the previous chapters, we explored techniques to hack Wesnoth, including changing
memory (such as gold) and changing code (such as recruiting units). However, all of
these changes only persisted until we closed Wesnoth. To regain these hacks upon
reopening the game, we would then have to repeat the initial process in a memory
scanner or debugger.

This is both tedious and impossible to distribute to a larger audience. However, since
we can now defeat DMA, we know that any memory we need to change is always in a
static location. Because of this, we can create a set of instructions that contains the
changes we wish to make. Creating this set of instructions in a way that a computer can
understand is known as programming. By programming hacks, we can create programs
that can be executed and will automatically change the memory we care about. We can
also distribute these programs to other people who want to experiment with our hacks.

Programming, as a whole, is too large of a topic to comprehensively cover in these
chapters. Instead, we will focus on the subset of programming that is relevant for
creating hacks.

3.1.2 Programming Languages

In Chapter 1.1, we briefly covered programming languages. Programming languages
allow code to be written in a human-readable form. This code is then translated down
to instructions that a CPU can understand. There are many programming languages,
and they can be broken down into roughly two categories: what they execute on, and
how they execute.

Programming languages can create code that either executes directly on a CPU or
executes through an interpreter. An interpreter works by dynamically translating the
initial code into a form that the CPU can understand. These two types are known as
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compiled languages and interpreted languages, respectively. Programming languages
can also either execute instructions in order (top to bottom), or through the declaration
and resolution of functions. These types are known as imperative and functional,
respectively.

A language can be classified by applying those two modifiers. For example, Cis a
compiled, imperative language. Java is an interpreted, imperative language. Haskell is
an example of a compiled, functional language. Interpreted languages can be
compiled as well, often by bundling the interpreter and the initial instructions together.

There is no correct or best language. Some languages are better suited for different
purposes, but all languages can achieve every purpose. However, when programming
game hacks, we have several restrictions that limit our choice of language. The
language we pick needs to support three main features:

. Direct access to the Windows API
¢ Modification of other applications' memory
. Loaded and executed on the CPU

All of these requirements will be explained later, but they basically exclude interpreted
languages. In addition, languages that don't allow direct memory access, such as Java,
are excluded.

3.1.3 C++

There are several languages that support the three criteria above. These include C and
C#, as well as compiled versions of python. However, C++ offers the best combination
of high-level language features (such as classes and strings) and low-level direct access
to memory. This makes C++ ideal for programming game hacks.

C++ is a compiled, imperative language. It is a relatively difficult language to learn, but
we will only need to understand a subset of its features to create game hacks. One of
its most important features, for us, is the ability to create pointers that can directly
modify memory addresses.
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3.1.4 Pointers

Pointers are another complex topic that we will only cover briefly. Pointers are a type of
variable that point to another section of memory. For example, take the following C++
code:

int x = 5;
int *y = &x;

In C++, a * represents a pointer declaration. The & returns the address of a variable.
So, after executing this code, the variable y points to the variable x. Consider the
following code:

This code will dereference (or get the address it points at) y and then assign that value
to 6. After this code executes, the variable x will also be 6, since this was the value that
y points to.

Applying this to game hacking, let’s say we find a gold value at @x12345678 and this
value is not dynamically allocated. If we were to load our C++ program into the game's
address space, we could use a pointer to modify the value of the gold:

int *gold = (int*)0x12345678;
*gold = 999;

After executing, the gold value at @x12345678 will now be set to 999. Pointers give us
a large amount of control over a game’s memory, but they can be hard to understand.
We will explore them more in following chapters.

3.1.5 Types of Hacks

There are three main types of game hacks that can be programmed. These are:

e  External executables
e Injected DLLs (dynamic-link libraries)
o Custom wrappers
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Each of these has its own use-case. External executables are stand-alone programs that
can be executed normally. These executables use functions built into Windows, known
as Application Programming Interfaces (API's), to read and modify memory of another
executable. By contrast, injected DLL's need to be loaded into the game's memory in
some way. Once loaded, they execute within the memory of the game and can directly
access the game's memory through pointers. Custom wrappers are used when creating
hacks that target the game's drawing libraries, such as DirectX and OpenGL. By
loading a custom version of these libraries that "wrap" the original functionality, we can
cause the game's drawing logic to be altered.
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3.2 External Memory
Hack

3.2.1 Target

Our target in this chapter will be Wesnoth 1.14.9.

3.2.2 [dentify

In this chapter, we will create a C++ program that will modify a player's gold in
Wesnoth.

3.2.3 Understand

In Chapter 2.8, we defeated DMA in Wesnoth and located the player's base pointer at
0x0@17EECB8. We then determined the offsets necessary to locate the player's gold
from the base pointer. This allowed us to start at a static address, add a series of static
offsets, and reach a dynamic address.

Since these addresses and offsets are static, we can create a program to perform this
operation. We covered several approaches to do this in Chapter 3.1. In this chapter, we
will create an external executable.

3.2.4 Visual Studio

To create C++ programs, we need a compiler and a linker. A compiler is used to turn
high-level language code into opcodes. A linker is used to then create an executable
that the OS understands from these opcodes. These two components are normally
bundled into an Integrated Development Environment, or IDE. IDE’s contain other
components as well, such as code-completion and interactive debugging. Visual Studio
is an IDE that Microsoft has released for Windows. The community edition is free to
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download and use in personal projects. It can be installed using Chocolatey, which we
installed when first setting up the VM. To do so, open up Command Prompt or
Powershell and run the following command:

choco install visualstudio2@19community

In Visual Studio, source code files are contained within projects. Several of these
projects can be contained within a solution. For example, the Visual Studio solution for
Wesnoth might look like:

Game - Solution
Engine - Project
Player.cpp - Source Code
main.cpp - Source Code
UI - Project

Network - Project

To create a C++ solution, we will first need to install some C++ components. This can
be done by selecting the Install more tools and features link, and then selecting
Desktop development with C++ in the wizard.

C+- All plattormrs

No exact matches found

Mot fird ng what you'rz lookirg for?

*. Desktop devzlopment with C++ v
I—_J.] Ruild modern C++ apps for Windows using taals of your

choice, Including MSVC, Clang, CMake or MS3uild,

96




With these components installed, we can now create C++ projects and compile them.

3.2.5 Creating Projects

Once these components are installed, create an empty C++ project and name it
ExternalMemoryHack.

All platforms All projzct types

LY Empty Pro.ect
N ]

StaLlrom sudaloh with C=+ Tur Wndows, Piovid=s nu sla:ling [Nes,

Comsue Ce+ Windowr:

EITI pty Project Curisule C+r Windows

Prajart name

kxternaMemonyHack
Lucalion

Ci\Jszrs\ EUser\source\repos
Solut.on name (j)

kxternaMemonyHack

: Place solution and project in the szme directory

With the new project created, we can now add our source code file that will contain all
of our code. To do this, right-click on Source Files and select Add -> New [tem:
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With the project and source file created, we can now begin programming.

3.2.6 C++ Basics

C++ has many features and is a versatile language. For our purposes, we will focus on
the most important ones for creating hacks. For this chapter, we need to know two
things about the language:

1. Programs start at a function called main. This function has to return a value.
2. Programs can call other functions built into Windows.

Any C++ executable needs to have a main function that returns an integer. This
function takes two parameters, which are not important to know at the moment. When
executed, the OS looks for and executes this function. When the function returns, it
signals to the OS that the program is finished executing.

In addition to functions we create, we can call other functions that are built into
Windows. Windows has many API’s to do things like displaying text, playing sounds,
and creating files. Windows also has API's that allow us to read and write values to an
address in a process. These are what we will use to create our hack.

To use these functions, we need to include certain header files. Header files contain
definitions for functions that are defined outside of our source file. To read and write
memory, we will need to include the header file Windows.h.

3.2.7 Reading Values

We need to read several values in Wesnoth to locate our gold value. The API to read
another process's memory is called ReadProcessMemory. If you google this name, the
first result will be documentation by Microsoft. This documentation describes how the
APl works, including what parameters it takes and what values it returns.

By examining this documentation, we can determine what values we need to provide.
For any values we still need, we can then determine how to get them.
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ReadProcessMemory's function definition is:

BOOL ReadProcessMemory(
HANDLE hProcess,
LPCVOID 1pBaseAddress,
LPVOID T1pBuffer,
SIZE_T nSize,
SIZE_T *1pNumberOfBytesRead

);

Looking at the code block above, we can start at the first parameter and work our way
down to determine what values we need. First, we do not have a handle to a process,
so we will need to find that. We will discuss how to do this in the next section. We have
the base address (in this case, our base pointer). The buffer needs to be provided by
us, so we will need to create that. The size parameter will be the size of the data to
read. In this case, the size will be 4 bytes, due to the size of the registers we saw while
reversing. Finally, we will need to create another variable to hold the number of bytes
actually read when the function is executed.

While this might seem overwhelming, this gives us a starting point to program from.
First, we know that we need to include Windows.h so that we can use
ReadProcessMemory:

#include <Windows.h>

Next, since this is a C++ executable, we will create our main function:

int main(int argc, char** argv) {

return 0;

¥

Finally, in the main function, above the return statement, we can insert our call to
ReadProcessMemory. For values we don't have yet, we will put in a variable name. As
we figure out how to retrieve these values, we can then assign these variables.

ReadProcessMemory(wesnoth_process, @Ox@17EECB8, gold_value, 4, bytes_read);
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Both the gold_value and bytes_read values are provided by us and populated by the
API. Therefore, we need to initialize two variables to hold these values. Since we are
reading 4 bytes, these variables need to be large enough to hold amounts of this size.
One option to accomplish this is to use a DWORD, which is 32 bits (or 4 bytes) long.
We need to place these declarations above the call to ReadProcessMemory:

DWORD gold_value
DWORD bytes_read

o
(SIS

Since both of these parameters are expected to be pointers, we need to also change
our ReadProcessMemory call. Instead of passing the variable's value, we need to pass
the address of these variables using &:

ReadProcessMemory(wesnoth_process, Ox@17EECB8, &gold_value, 4, &bytes_read);

3.2.8 Opening Processes

Our next step is retrieving a process handle. To do this, we can use an API called
OpenProcess. The definition for this APl is:

HANDLE OpenProcess(
DWORD dwDesiredAccess,
BOOL bInheritHandle,
DWORD dwProcessId

);

From this definition, we see that OpenProcess returns a handle to a process. This
handle can be used as the first parameter for ReadProcessMemory. Looking at the
documentation, we want our desired access to be PROCESS_ALL_ACCESS, so that we
can both read and write to the process. The second parameter does not matter for
what we are doing, so we will set it to the value of true. We will need to find the last
parameter, so for now, we will create a variable. Since we need the result of this
function to call ReadProcessMemory, we will place the call to it above
ReadProcessMemory. Our code should now look like:

HANDLE wesnoth_process = OpenProcess(PROCESS_ALL_ACCESS, true, process_id);

DWORD gold_value = 0;
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DWORD bytes_read = 0;
ReadProcessMemory(wesnoth_process, 0x@17EECB8, &gold_value, 4, &bytes_read);

Next, we will retrieve a process_id for the OpenProcess call. Similar to the previous two
API's, we will use another API and then fill in any information we need. In this case, the
AP| will be GetWindowThreadProcessld. This API retrieves a process ID when provided
with a window handle, which is different than a process handle. The definition for this
APl is

DWORD GetWindowThreadProcessId(
HWND hWnd,
LPDWORD 1pdwProcessId

);

This function requires a handle to a window and a variable to hold the process ID. Just
like before, we will add this code above our call to OpenProcess:

DWORD process_id = 0;
GetWindowThreadProcessId(wesnoth_window, &process_id);

To get a window handle, we can use the APl FindWindow. This function takes the name
of a window title and returns a handle to the window. The definition is:

HWND FindWindowA(
LPCSTR 1pClassName,
LPCSTR 1pWindowName

);

Since we want to search all windows, we will set the first parameter to NULL. For the
second parameter, we know the name of the Wesnoth window, as it is displayed in the
game's title bar. We can insert this final call at the top of our main function. Right now,
our code will look like:

#include <Windows.h>

int main(int argc, char** argv) {
HWND wesnoth_window = FindWindow(NULL, "The Battle for Wesnoth - 1.14.9");

DWORD process_id = 0;
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GetWindowThreadProcessId(wesnoth_window, &process_id);

HANDLE wesnoth_process = OpenProcess(PROCESS_ALL_ACCESS, true, process_id);

DWORD gold_value = 0;

DWORD bytes_read = 0;

ReadProcessMemory(wesnoth_process, 0x017EECB8, &gold_value, 4,
&bytes_read);

return 0;

}

3.2.9 Casting Parameters

Visual Studio will display several errors for the code we have written. This is because we
have not properly casted two of our variables. As a result, the compiler cannot
understand how we want to pass data to a function. If we want to compile our
program, we will need to fix these errors. Luckily, by reading the Error List in Visual
Studio, we can determine what we need to do to fix these errors.
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Let's address the two ReadProcessMemory errors that occur on Line 13 of the code.
The first error for Line 13 is argument of type "int" is compatible with parameter type
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"LPCVOID". This indicates that we have a parameter that is an integer that is supposed
to be a LPCVOID. The second error, cannot convert argument 2 from 'int' to
'LPCVOID', indicates which parameter this is. Argument 2 is our address @x@17EECBS. If
we google LPCVOID, the first result is Microsoft's documentation regarding LPCVOID.
The documentation shows us that LPCVOID is defined as a void*:

typedef const void* LPCVOID;

To solve these errors, we can cast our address as a void*. The resulting code looks like:

ReadProcessMemory(wesnoth_process, (void*)0x@17EECB8, &gold_value, 4,
&bytes_read);

With this, those errors will disappear. Now we can examine the second set of errors
that occur on Line 4, regarding the FindWindow call. These errors indicate that the The
Battle for Wesnoth - 1.14.9 string is not cast correctly. It is a const char* and needs to
be cast as a LPCWSTR. To do this, we can prefix the string with an L. Our FindWindow
call now looks like:

HWND wesnoth_window = FindWindow(NULL, L"The Battle for Wesnoth - 1.14.9”);

After making this change, the errors will disappear and we can now compile and
execute our program. To do this, go to the Build menu item and select Build Solution.
Once this completes, we will have a program that we can execute.
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3.2.10 Debugging

To verify that this code works, we need to make sure that we are actually reading the
correct value at the memory address @x@17EECB8. To do this, we will debug our
program inside Visual Studio and compare the results of our ReadProcessMemory call
against Cheat Engine.

First, open up Cheat Engine and manually add the address @x@17EECB8. Then, set a
breakpoint on the ReadProcessMemory line. This can be done by left-clicking on the
area to the left of the line of code you wish to breakpoint. If done correctly, a red circle
will appear.

WORD gold value =
WORD bytes_read =
ReadProcessMemory (w
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Q
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Next, click on the Local Windows Debugger button at the top of the IDE. This will
begin executing our program with a debugger attached.

Debug Test Analyze Tools  Exdensions Window  Help

Debug =~ x86 « P Local Windows Debugger ~

(Global Scope)

-

C=22 ..\.’

hreadProcess
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Since we have written the source code, debugging our program will be far easier than
debugging Wesnoth. When our breakpoint is reached, the debugger will pop and let
us explore various elements of the code, including our variables. These variables will
be shown in the bottom left of the IDE. To make sure we are reading memory correctly,
we want to look at the gold_value variable and make sure its value matches Cheat
Engine.
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Since the values match, we know that we are correctly reading memory in Wesnoth. Hit
the Continue button at the top of the IDE to finish executing our program. Now we can
move on to finding our gold value.

3.2.11 DMA

Since we can read memory, we can now retrieve our gold value. In Chapter 2.8, we
determined that our gold address is stored at [[@x@17EECB8 + 0x60] + 0xA90] + 4.
This can be further simplified to [[@x@17EED18] + @xA9@] + 4. To retrieve the gold

address in our program, we can first read the value at @x@17EED18, then add 0xA90 to
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that value. We can then read this address and add 4 to it. Once we have done that, we
will have our gold address.

To do this entire process, we can use the ReadProcessMemory call identically to our
previous code. First, we will read in the value of [[@x@17EED18] + @xA9Q].

DWORD gold_value = 0;

DWORD bytes_read = 0;

ReadProcessMemory(wesnoth_process, (void*)0x@17EED18, &gold_value, 4,
&bytes_read);

gold_value += 0xA90;
ReadProcessMemory(wesnoth_process, (void*)gold_value, &gold_value, 4,
&bytes_read);

We can use Cheat Engine to examine offsets to ensure that we are reading the value
correctly. We can then use a breakpoint on the second ReadProcessMemory call to
ensure that the values match. Since Visual Studio displays variables in a decimal format,
we will need to convert these numbers to hexadecimal to check.
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Since our values match, we can add a final offset of 4 to the address to retrieve our
gold address. Next, we will focus on writing memory.

gold_value += 4;

3.2.12 Writing Memory

The API to write to another process's memory is called WriteProcessMemory. Its
definition is very similar to ReadProcessMemory:

BOOL WriteProcessMemory(
HANDLE hProcess,
LPVOID 1pBaseAddress,
LPCVOID 1pBuffer,
SIZE_T nSize,
SIZE_T *1pNumberOfBytesWritten

),

The major difference is that this function writes the value of a buffer into a section of a
memory, instead of reading a section of memory into a buffer. Like before, we will need
to declare two variables for the buffer and the number of bytes written.

DWORD new_gold_value = 555;
DWORD bytes_written = 0;

Then, we can call WriteProcessMemory in an almost identical manner to
ReadProcessMemory. Like with ReadProcessMemory, we will cast our gold_value to
(void*):

WriteProcessMemory(wesnoth_process, (void*)gold_value, &new_gold_value, 4,
&bytes_written);

When this is executed, our gold will be set to 555 and our hack will be complete. We
can now run this executable whenever we want to change our gold. We can also
distribute it to other players to execute on their machines.
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The full code for this chapter is available in Appendix A for comparison.
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3.3 DLL Memory
Hack

3.3.1 Target

Our target in this chapter will be Wesnoth 1.14.9.

3.3.2 Identify

In this chapter, we will create a dynamic-link library (DLL) that will modify the player's
gold in Wesnoth. This DLL will modify the player's gold every time the user presses a
certain key.

3.3.3 Understand

In the previous chapter, we created an external C++ program that used
ReadProcessMemory and WriteProcessMemory to modify the player's gold. While
these API's are useful, they also have several limitations. Due to their definitions, they
require us to cast parameters into a defined type. Their definitions make it easy to
modify simple values like gold, but they make it difficult to read and write full classes or
complex data types.

Since these API’s are executed from an external program, we would struggle to do
things like listen to key presses from the game. In addition, if we wanted to create a
code cave in the game, we would have to manually convert that code cave into its
opcode representation. We would then need to find a memory location to place it at
for WriteProcessMemory to work.

To bypass all of these limitations, we can instead inject a DLL into Wesnoth. Once
injected, this DLL will be loaded into the game and can directly access the game's
memory through the use of pointers. We can also create threads that execute inside
the game, allowing us to listen for user input and other events.
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3.3.4 Creating DLLs

First, create an empty project, this time named InternalMemoryHack. After the project

is created, add a main.cpp file. The process to do these steps is identical to the

previous chapter.

By default, empty projects in Visual Studios are set to build as executables. To build a
DLL, we will need to change the project's Configuration Type. This can be done in the
project's preferences. First, right-click on the project's name and select the Properties

menu item.

©-C -

Salurtinn Fyplarsr

::!3' .“E-" "'; 11—&]’ .

T Selatiar aterrsMemaryHack' (1 0F

4 [y IntermalMemaryHark
=8 Refzrences
3 Heade Files
Ml Resourcs Tilas
4 ol Source Tilag
s %3 morrop

Funild sueceerded

IS Brlernzl Deperdences

Juild
S T [

Clean

View

Ar=yreane Cace Cleanun
ro=ct C

ly
darozl Pirogecls
Szopeto This

New Solation Dxplorer Visw
Juild Deperdancies

A

“lass Wizand...

‘Maracs NuCet Packages
Satas Statup Proac
Jeblg

Saurce Carsral

“erian =

Jriosd Project

~oad Direct Dapencarzias of Proac:
~vad Enlie Dependency hiee o PropeL
Reian Sululion

Display Brawsing Rommhass Srars

Clear Eravising Matabase Frrnes

Toen Falerria File Fyrlnecr

Jrepeiliey

fll+Enle:

111



Next, under Configuration Properties, choose General. Then, change the Configuration
Type from Application to Dynamic Library. Choose Apply and then hit OK to close the
modal.
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Our project will now be built as a DLL instead of an executable.

3.3.5 DLL Basics

DLL's cannot be executed by themselves. Instead, they need to be loaded into an
executable. DLL’s allow developers to create libraries of functions that can be loaded
dynamically. These libraries can then be used across several executables and reduce
the amount of code that developers need to write.

For example, user32.dll contains code that displays modals, alerts, and other Windows
Ul elements. Most executables released for Windows load this DLL automatically and
gain access to this functionality without needing the original code. If Microsoft updates
this code and changes how an alert box looks, all executables that load this library will
benefit from this change.
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DLLs have several differences from normal executables. For our purposes, we need to
know three of them:

1. DLLSs have a DlIMain function instead of a main function.

2. This DIlIMain function is called when a process loads or unloads a DLL.

3. DLLSs run inside their parent process. Variables declared in DLL's are created in
the parent's memory.

The DlIMain function has different parameters from a main function. Its definition is:

BOOL WINAPI D11Main(
_In_ HINSTANCE hinstDLL,
_In_ DWORD fdwReason,
_In_ LPVOID 1pvReserved

);

The fdwReason parameter contains the reason that the DIIMain function was called.
For example, when the DLL is loaded into a process, this parameter will hold the value
of 1. This value is also defined by the constant DLL_PROCESS_ATTACH. To ensure that
our code only executes once, we will check this parameter in our final hack.

Since DLL's execute in another process's memory, we will need to load them in some
manner. In hacking, this is often known as injecting, as we are falsely loading our DLL
into a process. It can often be hard to detect if a DLL has injected successfully. One
approach is to attach a debugger to a process and observe all of the process's loaded
modules. However, this approach can be time-consuming and is not always feasible.
Another approach is to create a DLL that will display an obvious indicator when it is
injected. This is the approach we will use to test our DLL injection.

3.3.6 MessageBox

The Windows API has a function to display a message box in a process. The definition
for this function is:

int MessageBox(
HWND hWnd,
LPCTSTR 1pText,
LPCTSTR 1pCaption,
UINT uType

),
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However, due to how C++ handles parameter casting, we can ignore the types for
these values. By calling the MessageBox function like below, we will display a blank
message box with an Error title and no text.

MessageBox(0,0,0,0);

We can use this behavior to ensure that our DLL is injected successfully into Wesnoth.
In main.cpp, add the following code:

#include <Windows.h>

BOOL WINAPI D11Main( HINSTANCE hinstDLL, DWORD fdwReason, LPVOID
1pvReserved ) {
MessageBox(0,0,0,0);

return true;

}

This code will make our DLL display a message box inside the parent process whenever
the DLL is loaded or unloaded. We will use this behavior to ensure that our DLL is
being injected successfully. Build this code using the Build option to produce a DLL.
This DLL will be placed in the location you specified when creating the project. By
default on our lab machine, this will be C:\Users\I[EUser\source\repos\
InternalMemoryHack\Debug\InternalMemoryHack.dll.

3.3.7 Injecting DLLs

DLL’s are normally loaded into a process through the use of the LoadLibrary API.
However, since we are not modifying the original source code of the game, we will
need to find another way to load our DLL into Wesnoth.

One approach we can use is a DLL injector. DLL injectors are external programs that
create a thread inside the target process. This is done through the use of the API
CreateRemoteThread. This thread then calls the LoadLibrary APl inside the process.
In Chapter 7.1, we will cover how to create a DLL injector.

For this chapter, we will use a feature of Windows that will inject user-defined DLL’ into
every executable that is started. This feature is called Applnit_DLLs and can be
controlled via the registry.
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Since this feature is often used by malware, Windows 10 requires Secure Boot to be
disabled for the feature to work. By default, VirtualBox does not support this feature
and it will be disabled. If you are using actual hardware, you will need to disable it
through the BIOS. Its current state can be determined through the System Information
program:
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Once Secure Boot is disabled, we need to modify the registry to enable Applnit_DLLs.
This can be done by first opening up the regedit program. The Windows registry
contains keys and values that change OS and individual program functionality. It is
similar to the file system on Windows in that these keys and values are contained in
paths. The path for the Applnit_DLL feature on 64-bit Windows computers is
Computer\HKEY_LOCAL_MACHINE\SOFTWARE\WOWé6432Node\Microsoft\
Windows NT\CurrentVersion\Windows. Navigate to this location in regedit.
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Applnit_DLLs will load any DLLSs specified in the Applnit_DLLs value into all started
programs. Double-click on the Appinit_DLLs value and change the string to the
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Next, we need to enable the feature by changing the value of LoadApplnit_DLLs. After
making this change, our DLL will be loaded into every new process. When the value is
set at 1, this feature will be enabled When it is O, this feature will be disabled.
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We can now start Wesnoth. Upon starting the game, several message boxes should
appear, indicating that our DLL was injected successfully and is being both loaded and
unloaded.

One important thing to remember is that Applnit_DLL will inject DLLs into every
started process. This includes the process spawned to build our DLL as we make
changes. To avoid any issues, we will have to disable this feature when we build our
DLL. Make sure, after testing the DLL, to set the value of LoadApplnit_DLLs to 0. After
building our DLL, set this value back to 1 to re-enable DLL injection.

3.3.8 Creating Threads

Now that we have verified that DLL injection is working, we can start programming our
hack. We want this DLL to wait for a user to press a key before changing the gold. To
do this, we will create a thread in the Wesnoth process. This thread will run until the
game is exited.
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First, we will change our DIIMain to only execute our code when our DLL is first loaded
into the process. This will ensure that we only create one thread in the game. We can
do this by checking the fdwReason parameter:

BOOL WINAPI D11Main( HINSTANCE hinstDLL, DWORD fdwReason, LPVOID
1pvReserved ) {
if (fdwReason == DLL_PROCESS_ATTACH) {
// Code to execute when the process is loaded

}

return true;

¥

To create threads in a process, we can use the CreateThread API. Its definition is:

HANDLE CreateThread(
LPSECURITY_ATTRIBUTES 1pThreadAttributes,
SIZE_T dwStackSize,
LPTHREAD_START_ROUTINE 1pStartAddress,
__drv_aliasesMem LPVOID 1pParameter,
DWORD dwCreationFlags,
LPDWORD 1pThreadId

);

Since we are creating a thread within Wesnoth with no special attributes, we can ignore
most of these parameters. The only parameter we are concerned with is
IpStartAddress, which represents the function we want to execute when the thread is
started. Because this function does not need to return, we will create it as a void
function.

void injected_thread() {

}

BOOL WINAPI D11Main( HINSTANCE hinstDLL, DWORD fdwReason, LPVOID
1pvReserved ) {
if (fdwReason == DLL_PROCESS_ATTACH) {
CreateThread(NULL, @, (LPTHREAD_START_ROUTINE)injected_thread, NULL, 0,
NULL);
}

return true;
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When loaded, this code will create a thread that will execute the injected_thread
function and then exit. To ensure that our thread remains active, we will use an infinite
while loop in our injected_thread function:

while (true) {

Sleep(l);
}

while loops will execute until their condition is false. Since true can never equal false,
this while loop will run until our thread is exited by the closure of the game. To prevent
our thread from causing slowdowns, we can use the Sleep API to pause its execution
for a millisecond.

3.3.9 Detecting Key Presses

To detect a keypress, we can use the GetAsyncKeyState API. This takes a single
parameter, which is the key to check for. If the key is down, it will return true.
Otherwise, it will return false. For this chapter, we will check for the user to press M:

while (true) {
if (GetAsyncKeyState('M')) {
// Change the player's gold
}

Sleep(1);
ks

One important caveat about GetAsyncKeyState is that it will constantly return true if
the key is held down. This will not affect us in this chapter, but if we want to toggle a
value off and on in the future, we will need to account for this behavior.

3.3.10 Pointers

In Chapter 3.1, we discussed pointers. Since our DLL is injected into Wesnoth, we can
access memory in the game through the use of pointers. This allows us to bypass
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ReadProcessMemory and WriteProcessMemory. However, we will still use the same
offsets and addresses that we used in the previous chapter.

First, we will get the player's base address by reading the value at @x@17EED18:

DWORD* player_base = (DWORD*)@x@17EED18;

This will declare player_base as a pointer to a DWORD value. The location it will point
at is our player's base address at @x@17EED18. We can then dereference this pointer to

"read" or retrieve this value. Using this, we can get our game base address by adding
an offset:

DWORD* game_base = (DWORD*)(*player_base + 0xA90);

Finally, we can dereference the game_base address and add an offset to retrieve our
gold value. We can then dereference this gold value and set its value directly:

DWORD* gold = (DWORD*)(*game_base + 4);
*gold = 999;

After building the DLL and re-enabling LoadApplnit_DLLs, we can inject this hack into
Wesnoth. Create a game and then hit the “M"” key. After you move your camera, the
gold value will be updated to our new value. The full code for comparison is available

in Appendix A.
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3.4 Code Caves &
DLLs

3.4.1 Target

Our target in this chapter will be Wesnoth 1.14.9.

3.4.2 |ldentify

Our goal in this chapter is to create a code cave inside a DLL. The code cave will be
executed whenever we select Terrain Description. The code cave will give us 888 gold
before bringing up the terrain description box.

3.4.3 Understand

In Chapter 2.6, we created a code cave in the game's memory. We then adjusted the
opcodes in the Terrain Description feature to jmp to this code cave. We used xé64dbg's
built-in instruction assembler to create the code cave and adjust these opcodes.

To create this behavior inside a DLL, we will first need to create a code cave in our DLL.
We will then need to modify the opcodes in the Terrain Description feature to jump to
this code cave inside our DLL.

3.4.4 Assembly in C++

One feature of C++ is the ability to insert assembly code into a C++ source file. This
assembly will not be modified during the compiling steps. To do this, you use the
__asm keyword. For example, the following code can be used to execute the
instruction pushad in a C++ source file:

__asm {
pushad
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You can also mix C++ and assembly in a function. For example, the following code will
save all registers, create a variable x, add 1 to it, and then restore all registers:

__asm {
pushad

}

int x = 0;

X =X+ 1;

__asm {
popad

ks

Finally, variables declared in C++ can be referenced in these assembly blocks. We will
use this behavior later when programming our hack.

3.4.5 Assembled Functions

To jump to our code cave from Wesnoth's code, we will need to know our code cave's
location. The easiest way to accomplish this in C++ is to declare our code cave as a
function. We can then use the & operator on it to retrieve its address, identical to other
variables. The pseudo code for this might look like:

void codecave() {
//our code cave

}

terrain_description_jump_location = &codecave;

However, when assembled, functions are normally created with stack frames. Stack
frames allow the compiler to easily offset and compute the location of local variables
and function arguments. We will discuss this behavior more in future chapters as we
explore the stack. For this chapter, we need to know that the codecave function above
will be assembled into:

codecave:
push ebp
mov ebp, esp
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mov esp, ebp
pop ebp
ret

These extra instructions can cause our code cave to corrupt the game when we jump to
it. This corruption can then cause the game to crash. To avoid this behavior, we will use
the __declspec C++ keyword to modify how the function is assembled. When using
this keyword with the naked attribute, the compiler will not add a stack frame.

3.4.6 Cave Skeleton

Now, we can move on to creating our code cave. First, create a DLL in Visual Studio
identically to how we have done it in previous chapters. The name for this project will
be CodeCaveDLL.

After creating the DLL, we can add our code cave function. Like we discussed above,
the function will use the __declspec keyword to avoid the compiler adding a stack
frame. Its definition will look like:

__declspec(naked) void codecave() {

}

As we discussed in Chapter 2.6, the first step when creating a code cave is to save and
restore the registers and then restore the overwritten instructions. We identified these
instructions in Chapter 2.6.

pushad

popad

mov eax, dword ptr ds:[ecx]
lea esi, dword ptr ds:[esi]
jmp @xCCAF90Q

When this code cave was created in x64dbg, it looked like:
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In our DLL, we will create two separate blocks of assembly instructions. The first block
will save all of the registers. The second block will restore the registers and then
execute the original instructions we have overwritten. Between these two blocks, we
will place C++ code to modify our player's gold.

__asm {
pushad
ks

// code to modify gold

__asm {
popad

mov eax, dword ptr ds:[ecx]
lea esi,dword ptr ds:[esi]

jmp @xCCAF90Q
ks

If you attempt to compile this code, you will get an error on the jmp instruction:
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This is because the compiler cannot resolve the jmp instruction when a static address is
provided. There are many types of jmp instructions which differ based on the length of
the jump. Without this knowledge, the compiler does not know how to encode the
instruction. There are several ways to resolve this ambiguity, the easiest of which is to
create a variable. That is what we will do in this chapter.

Since our code cave has no stack frame, we cannot declare variables inside of it. To
bypass this, we will declare all of our variables globally, right below the include
statements. Since we need to hold a static address value, we will declare the address
as a DWORD:

#include <Windows.h>
DWORD ret_address = @xCCAF90;

__declspec(naked) void codecave() {
__asm {
pushad

ks
// code to modify gold

__asm {
popad
mov eax, dword ptr ds:[ecx]
lea esi,dword ptr ds:[esi]
jmp ret_address
ks
ks
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3.4.7 Changing Gold

With our code cave function created, we can now use the same approach discussed in
Chapter 3.3 to modify the dynamic address of our gold through the use of several
pointers.

As we discussed in the previous section, we will place this code between the two
assembly blocks so that our code cave properly saves and restores all the game's
registers. The code to change our gold will be mostly identical to the previous chapter.
The only difference is that we will have to initially declare our variables globally outside
of our code cave function:

DWORD* player_base;
DWORD* game_base;
DWORD* gold;

__declspec(naked) void codecave() {
__asm {
pushad

}

player_base = (DWORD*)0x@17EED18;

game_base = (DWORD*)(*player_base + 0xA90);
gold = (DWORD*)(*game_base + 4);

*gold = 888;

__asm {

3.4.8 Redirection

Next, we can work on redirecting the game's code to call this function. To do this, we
will again use a pointer. However, this time we will declare the pointer to point to the
address of the game's code responsible for displaying the Terrain Description feature.
This will be the same hooking location we found in the previous code cave chapter at
Ox@QCCAF8A.

We need to take a slightly different approach to modify the game's code using a
pointer. Since we want to modify individual bytes, we will declare our pointer as an
unsigned char (short for character). Unlike a DWORD, an unsigned char represents 1
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byte of data. Declaring our pointer like this will give us the flexibility to modify
individual bytes.

Before we can modify the game's code, we will need to change its protection type.
Code is only intended to be executed, so Windows will, by default, not allow other
processes or DLL's to write data to code addresses. To change this protection, we will
use the API VirtualProtect and reassign the protection type.

Finally, we need to understand how the jmp opcode is structured. We know that jmp's
start with the opcode value of @xE9. However, there are an additional 4 bytes after this
OxE9. These additional bytes direct the CPU where to jump to. These 4 bytes are not
simply the new address. We can see an example from our previous code cave that we
created with x64dbg:
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There are several resources online that describe how this opcode is structured. The
basic formula is:

new_location - original_location + 5

Let's verify this formula with the code cave above:

OxCCAF90 - 0x1343614 + 5 = FF 98 79 77
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This initially looks incorrect. However, bytes are stored in a "reverse" order on all
Windows-compatible CPU’s. This is a concept known as endianness, which we will
cover more in future chapters. If we reverse the byte order from the value we found
above, we find that it matches the opcode in x64dbg:

77 79 98 FF

Since we verified that the formula works, we can implement it into our own code to
jmp to our code cave.

3.4.9 Redirection Function

We will handle the redirection in our DIIMain function, when our DLL is first injected.
First, we will need to declare a pointer to our hook location. In addition, the
VirtualProtect API requires a parameter to hold the previous protection type. We will
declare that as well:

DWORD old_protect;
unsigned char* hook_location = (unsigned char*)0x00CCAF8A;

Next, we will change the protection type for our hook location. The VirtualProtect API
has similar parameters to the ReadProcessMemory and WriteProcessMemory API's.
Like we did in our previous code cave chapter, we will need to rewrite 6 bytes.

if (fdwReason == DLL_PROCESS_ATTACH) {
VirtualProtect((void*)hook_location, 6, PAGE_EXECUTE_READWRITE,
&old_protect);
//redirection

}

return true;

With the location now writable, we can begin the process of reassigning the bytes to
jump to our code cave. First, we will set the first byte to @xE9:

*hook_location = OxE9;
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We will then write the additional opcodes needed for the jmp using the formula we
tested above. These opcodes will begin 1 byte after the hooking location:

*(hook_location + 1) = &codecave - (hook_location + 5);

However, this code will not work as intended. Instead of writing 4 bytes, this will only
write 1 byte. This is because hook_location is defined as a pointer to an unsigned
char, which is 1 byte long. To write the 4 bytes we need, we will cast hook_location as
a pointer to a DWORD. We will also cast the other variables to DWORD’s:

*(DWORD*)(hook_location + 1) = (DWORD)&codecave - ((DWORD)hook_location + 5);

Finally, just like we did in the previous chapter, we need to make the sixth byte a nop.
This can be done in an identical manner to the method we used to set the first byte to
a jmp. We add 5 (instead of 6) as values are indexed from 0 in C++:

*(hook_location + 5) = 0x90;

With this done, we can build and inject the DLL identically to how we did it in the
previous chapter. When in game, select Terrain Description on any tile. Before
displaying the description, your gold should be set to 888.

The full code is in Appendix A for comparison.
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3.5 Printing Text

3.5.1 Target

Our target in this chapter will be Wesnoth 1.14.9.

3.5.2 ldentify

In this chapter, we will print our own text in Wesnoth. To accomplish this task, we will
first locate a section of code responsible for printing text. Then, we will use a code
cave to modify the game's memory to display our text.

3.5.3 Understand

There are multiple approaches to print our own text inside a game:

1. Use an external overlay.

2. Create a code cave inside the game's main display loop and call the function
responsible for displaying text.

3. Create a code cave inside a function responsible for displaying text and modify
the text about to be displayed.

Different games are suited best for different methods. For this chapter, we will use the
third approach as it is the easiest to do in Wesnoth. We will examine the other
approaches more in-depth in future chapters.

3.5.4 Locating Text

Our first task is to locate the game's code that is responsible for displaying text. To
start, we need to find a string of letters that appears in the game. For Wesnoth, we can
use the Terrain Description text that is displayed when clicking on a tile. Any
description will work, but for this chapter, we will use the description for the Ford tile.
For other games, chat messages are a good starting location.

First, select a map that has Ford tiles on it. Den of Onis is one example:
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U 1% Bame me Wrsaom - L14Y

When the map loads, select a Ford tile and select the Terrain Description entry on the

context menu:

U The Satthe for Wesnath - 1,145

"RIACKE X W)
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This will bring up the description for the tile, which contains a long string of text:

We can use Cheat Engine to search for where this text is stored within the game. Make
sure to close down the terrain description box before searching to reduce the amount

of results. Due to the unique nature of the text, we only need to search for a couple
words:

€ Chan lngims 70 D

Fie Ede Table DI Hep

[;J 4 H Q005 AR e
Poumed 13
AMdren Value Irevicss New Scan Nest Scm =t
et
""" Veboe
QAL el
o Zoan Type Sear:h for bt v | Codepage
et Ve Tppe UTF-¥

] Cate eniitone
| Ursar domrarys

] Erabl Speedha.

S ¢ : ¢ o B Y.
LR R R . - -
© O v W

Mewvery Vew < Aad Achirs Marust
an L} - AAdre e -
Advanced Upbont Taboe td

133



To narrow down which address represents the string we are interested in, change the
first letter of every string. After changing these values, go back into Wesnoth and
examine the terrain description again. The version of the string that is displayed in
game will match up with the correct address. In this case, the string starting with Lhen
was displayed, making our address @x10CE996B.
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3.5.5 Locating PrintText

We can now use the address we found to locate the function responsible for printing
text. We know that the print text function must access this text in some way to print it.
To determine where this function is, we can set a breakpoint on a byte of the text.
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With the breakpoint set, go back into Wesnoth and invoke the Terrain Description
action again. Your breakpoint will pop immediately:
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Examining this code, we appear to be in a loop responsible for moving each byte of
the text into a buffer. Like we did in previous chapters, we want to navigate to the code
that called this lower-level code by using execute until return and stepping out.
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This call looks like it could be responsible for populating the terrain description box
with text. If we continue execution, we notice that this code is called multiple times for
each section of the terrain description box. To determine the parameters passed to this
call, we can set a breakpoint on @x@@5ED114 and invoke the Terrain Description action

again:
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. 3 NOr SAX, AN - -
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The highlighted section shows that the text is loaded into the register edx. The code at
@x0@05ED11A then moves the value in edx into the location pointed at by esp. This is
identical to pushing the value of edx on the top of the stack. While we have not
discussed the stack yet, for the purpose of this chapter, we need to know that functions
will often retrieve values off of the stack for use in execution.

3.5.6 Memory and Endianness

You may have noticed that the address in edx does not match the address we found in
Cheat Engine. Since the text space is dynamically allocated, we will need to
understand how to retrieve the value of the text from edx to create our code cave.

Invoke the Terrain Description action again to force our breakpoint to pop. Once it
does, right-click on the value of edx and choose Follow in Dump:
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This will change the current address displaying in the dump to the value of edx. As we
discussed in previous chapters, the dump section displays the current running memory
of a process. It's important to remember that both the dump section and Cheat Engine
are displaying and searching the same data.

Lnrr | ' bumod 2 4% Lump = g% ump4q L' Lumrp > @6 \watch 1 L= Locals

Address | Hex ASCII

cCrocol8| 8 93 €E 16[97 ¢1 00 00[97 0L €O 20(G7 GL 72 CO|ReZneeve u.. gor.
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DFFD=SER| S0 101 00 00 |6 &3 hh 6D RS _GF /2 JI|0F 10 00 D&, . ACemenT. .. ..
CEFOZS38 (18 22 <B 0 (17 €0 00 00(17 00 C0 D0(6D €5 6 72| .SK.awwa.u.atmernil
CEFOZSAS|CO o2 74 DJC|O0E CO 00 00|BE EQ EB 10(30 OC 0D CO|.nt.cews Cre0...
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CEFOZSD8|€E 51 CF GE|6F €7 00 00|25 ER ER 10(/30 0C 02 C0|nc_fog..880.0...
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Command: [—

This value stored in edx is obviously not a text string. However, if we examine the value
of the bytes, we see that they share many similarities to the address we found in Cheat
Engine. In the previous chapter, we briefly discussed a concept known as endianness.
Most Windows-based CPU’s are little endian. By definition, this means that the least-
significant byte is stored in the smallest address.

In practice, this means that when the address 0x12345678 is stored in memory, it will
be stored as @x78 56 34 12. In this case, @x78 represents the least-significant byte, or
the smallest value. A good comparison is to imagine the number 123. Expressed in a
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longer form, this value can be understood as 1*100 + 2*10 + 3*1. The smallest value in
this form is the number 3.

The second part of this definition can be understood by examining the dump. In the
dump, memory addresses grow from a lower value to a higher value. Because of this,
the least-significant byte will be stored "first" in memory. The combination of these
factors make addresses stored in memory appear to be "reversed".

Now that we understand endianness, we can conclude that the value stored at edx is
an address. We can quickly navigate to this address in the dump by selecting all the
bytes and selecting Follow in Dump again:

o B gdy Follow DWORD in Current Dump
BE——>e
ol B 'EZ’Si gy Follow DWORD in Dump »
®| 005
° - 74 SetLabel :
®| 005
o | oo Space
r----®| 0051 @  Breakpoint »
| e | 005|
i E ‘3“13’51 /o] Find Pattern... Ctrl+B
L--->@| 005
e o0 '{}’Si #fh Find References Ctrl4R
®| 005
® 'ff“f}’Si m Syncwith expression
r----@ || 005
e €9 watch DWORD
: ®| 005
i ¢ ’}}“{}’51 _4 Allocate Memory
4 @ | 005
o]0 & Goto »
| @ | 005]
I e| 0051
: | 0051 & Hex 4
| ®l < B
e € A: Text »
dword ptr [espl=[ .
edx=0EF0E938 &" \ B Integer » 5
.text:005ED11A we (, Float »

@4 Dump 1 ¥4 pu Address
Address | Hex
OEF0OE938

S a o~

B B

Disassembly

After selecting this, we arrive at our string's location in memory:
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~OoMmand:

To reference this value in assembly, we can make use of the ptr ds keyword:

mov eax, dword ptr ds:[edx]

This will load the value of the address stored in edx into eax. In this case, it would load
the value @x10CE9968 into eax. We could then use the ptr ds keyword again to access
the individual bytes of the text.

3.5.7 Changing Text

With this reversing done, we can start creating our hack. To verify that we have the
correct method, we will create a code cave that will change the text displayed each
time the Terrain Description action is invoked. To do this simply, we will increase the
value of the first byte each time our code cave is executed. This will change the value
of the character and allow us to confirm that our hack is working.

Since we know the call at @x@@5ED129 is responsible for printing the text and is also 5
bytes long, we will use it as our redirection point. As discussed in previous code cave
chapters, any location near the end of program's memory will work for our cave
location. In this case, we will create it at @x@1343E1B. As usual, we will replace the
hooking location with a jump to our code cave:

- VUDCU/ LAY CDIJO Jurgrrrr MUV TUA,UWNUI U pL So« BTV LIOUY

e ocosm11a £o1424 mov dword ptr s55:[[csp],cdx
00SED11D EB8D 6CFEFFFF mov ecx,dworc ptr ss:jfebp-194]
FEFFFF - J,eax

005ED123| ~vE9 EJECD500 jmp wesnoth. 13431

NNSFN12= ERRS 2RFFFFFF mov eax,dworc ptr -n&j
ST : C 1 e
NNEFM 1327 IRAS ARFFFFFF ermn 2ax .dwored ntr =<:Behn-1920
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We will first save the registers in our code cave. Then we will use the ptr ds keyword to
load the value of the text from edx into eax. After that, we will use the inc operator to
increase the value of the first byte of the string. For example, if the first byte is currently
A (ASCII value 65), it will be increased to B (ASCII value 66). Finally, we will restore the
registers, recreate the call, and then jump back to the original code.

W Srarh 2 Lecg 1 Notes ® Brezkponts Memory Map ) Call Stack
e | 01343E1B €0 pushad
[ 133310 EBUL mov eax,dword ptr ds:[edx]
e | 01343E1E FEOO inc byte ptr ds: [eax]
e| 0D1343E2 €1 popad
®| 01343E21 ES 0ASS82AFF call wesnoth.SE9630
| 01343E26 ~ E9 03932AFF jmp wesnoth.S5EC12E
®| 01343E2E co00 add byte ptr ds:[eax],al
- 2A42CHN COnn ardAd lhhwta nty AcesTaavdl 27

With this completed, go back into Wesnoth and invoke the Terrain Description action
multiple times. You will notice that a character after the image changes each time,
demonstrating that we have successfully modified the text displayed.
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allers Lhe best dfensive and movemenl Bonuses Tor the anil on il
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Part 4
RTS Hacks




4.1 Stathack

4.1.1 Target

Our target in this chapter will be Wesnoth 1.14.9.

a.1.2 |dentify

In this chapter, we will create a statistic hack, more commonly known as a stathack. This
type of hack displays information to us about other players, such as their gold or
number of units.

In this chapter, our stathack will display the gold of the second player.

4.1.3 Understand

To create our stathack, we need to accomplish two steps:

1. Find the second player's gold.
2. Print this value to the screen.

In previous chapters, we covered the techniques to do both of these steps.

4.1.4 Second Player's Gold

Back in Chapter 1.2, we explored how games will often allocate similar data and
classes in arrays. These arrays can then be iterated over by the game to locate and
update data. While we do not know if this is how Wesnoth works, we can use it as a
model to try to locate the second player's gold value.

We know from Chapter 2.8 that the game dynamically allocates player classes based
on a base pointer. We also identified the game's and first player's base pointers. By

closely examining the code we located in that chapter, we can determine if the game
uses an array for its player classes and, if so, locate the second player's base pointer.
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First, create a local game with two local players. Make sure both players receive income
each turn. Start the game and attach x64dbg. Play one turn for each player to make
sure any first-turn initialization code has executed. Next, set a breakpoint in x64dbg on
@x9B4CE3, the same call we identified before. In Wesnoth, end the first player's second
turn and the breakpoint should pop:
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The value in ebx indicates that this function is invoked for every player each turn.
Furthermore, we know that the value in ecx is the game's base pointer. From these two
facts, we can assume that the game has an array of player classes.

Our next step is to determine the size of each player in the array. The game must know
this size to advance to the next player in the array. Step into the call at @x9B4CE3 and
step through each line of code. From the previous chapter, we know that this code will
return the player's gold address in eax. For the majority of this function, the addresses
and values used are identical to the values we observed when looking for the first
player's gold address. However, near the bottom of the function is an imul (signed
multiply) instruction:
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When we step through this function as the first player, edx is set to the value of O.
However, when we step through with the second player, edx is set to the value of 1.
From this code, it appears that the game uses edx to offset the current player and then
multiplies edx by the value of @x270 to identify the current player. If we step down a

few more lines of code, we see that this value is then added to the value of eax to get
our current player's gold address:
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From this code, we can identify how to offset our second player's gold value. Like we
have found previously, we will use [[0x017EED18] + @xA90] to offset the game's
base pointer. If we add 4, we will get the first player's gold address. To get the second
player's gold address, we can instead add @x270 + 4, or @x274. We can verify this
calculation using Cheat Engine:
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In previous chapters, we have already written code to offset the first player's gold
address. We can modify this code with the new value of @x274 to retrieve the second
player's gold address like so:

player_base = (DWORD*)@0x@17EED18;
game_base = (DWORD*)(*player_base + 0xA90);
gold = (DWORD*)(*game_base + 0x274);
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4.1.5 Printing Value

In the previous chapter, we covered a method to print text. We determined that by
creating a code cave, we could access the text for the Terrain Description method by
referencing the value pointed at by edx. Once we accessed it, we could store bytes in
this location to be displayed by the game.

Using the method from Chapter 3.4, we can implement this functionality in a DLL.
Since we already discussed the method to redirect code, we will examine only the code
cave function now. We will start with the skeleton:

DWORD ori_call_address = @0x5E9630;
DWORD ret_address = Ox5ED12E;

__declspec(naked) void codecave() {
__asm {
pushad
}

// new code

_asm {
popad
call ori_call_address
jmp ret_address
ks
ks

We have seen this code before. The major difference is that the instruction we are
replacing for the text printing is a call.

This code cave will be called each time the Terrain Description method is invoked. In it,
we want to retrieve the second player's gold value. We can do this using the code we
discussed in the previous section:

__asm {
pushad

}

player_base = (DWORD*)0x@17EED18;
game_base = (DWORD*)(*player_base + 0xA90);
gold = (DWORD*)(*game_base + 0x274);
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We now have the second player's gold value stored in the gold variable. To display this
value in the game, we need to convert it to a string of characters. To understand what
we are trying to accomplish, here is the memory dump containing the text string we
found in the previous chapter:
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Looking at this, we see that even though the game displays Lhen, the values stored in
memory are @x4C 68 65 6E. This is due to the game using ASCIl encoding to encode
character values as certain numbers. The game then knows to decode these values and
display the corresponding character in game.

Therefore, if our gold value to display is 225, we cannot simply write 225 into the game
and expect the game to display it successfully. Instead, we need to convertitto 2 2 5,
or @x32 32 35. There are several ways to do this, the easiest being through the use of

the sprintf_s API:

#include <stdio.h>

char gold_byte_array[4] = { 0 };

gold = (DWORD*)(*game_base + 0x274);

sprintf_s(gold_byte_array, 4, "%d", *gold);

This will convert the value pointed at by the gold variable into its string representation
and store that value in gold_byte_array.

Finally, we will move this converted value into the memory that will be displayed. Since
sprintf_s alters several registers, we will first restore them and save them again to
ensure that the game does not crash:

148



https://docs.microsoft.com/en-us/cpp/c-runtime-library/reference/sprintf-s-sprintf-s-l-swprintf-s-swprintf-s-l?view=vs-2019

__asm {
popad
pushad
mov eax, dword ptr ds:[edx]

In the previous chapter, we simply incremented the first character pointed to by eax. To
display our gold value, we will move the values stored in the gold_byte_array:

mov bl, gold_byte_array[@]
mov byte ptr ds:[eax], bl

First, we move the first byte of the gold_byte_array into bl. To understand why we are
using bl, we need to understand the different sizes of data used by the CPU. A bit is
the smallest unit of data, representing either O or 1. A byte is 8 bits. A word is 16 bits. A
double word (or DWORD) is 32 bits. When looking at the memory dump in x64dbg, we
are looking at byte values. 4 of these byte values combined together form a DWORD.

Currently, all the registers we have seen, like ebx, are DWORD's. Early Intel CPU’s, like
the 8088, used 16-bit or WORD registers, like bx. To access each byte in the bx
register, you would use h and |, such as bh and bl. On modern CPU’s, even though we
are using extended (or DWORD) forms of these registers, these same rules apply. Since
we are moving individual bytes, we need to move them into a value that can hold a
byte. We then move this value into the location pointed at by eax, which is also a byte
long.

This code will move our first character into the text. We can repeat it several times to
move additional characters. For this chapter, we will only display 3 characters’ worth of
data:

mov bl, gold_byte_array[1]
mov byte ptr ds:[eax + 1], bl
mov bl, gold_byte_array[2]
mov byte ptr ds:[eax + 2], bl

Finally, identically to Chapter 3.4, we will redirect the game's print text function to our
code cave in DlIMain:

DWORD old_protect;
unsigned char* hook_location = (unsigned char*)@x5ED129;
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if (fdwReason == DLL_PROCESS_ATTACH) {

VirtualProtect((void*)hook_location, 5, PAGE_EXECUTE_READWRITE,
&old_protect);

*hook_location = OxE9;

*(DWORD*)(hook_location + 1) = (DWORD)&codecave - ((DWORD)hook_location +
5);
ks

Build and inject this the same exact way we did it in previous chapters. Finally, go
inside a game and open up the Terrain Description on a tile. We should see the second
player's gold value printed several times due to how we hooked the function:

The full code for this chapter is available in Appendix A.
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4.2 Map Hack

4.2.1 Target

Our target in this chapter will be Wesnoth 1.14.9.

4.2.2 |dentify

Our goal in this chapter is to create a map hack, a type of hack that displays the entire
map to the player and removes elements like fog-of-war.

4.2.3 Understand

In strategy games like Wesnoth, tiles on the map can either be visible or hidden by
fog-of-war:

We know that the game must store whether the tiles are visible or not somewhere in
memory. These locations are most likely in one large block of memory. One way a
game might choose to represent the map is through the use of an array. In this array,
each element would represent one map tile's visibility status:

int map[map_size] = {0, 0, 1, 0, 0, 1, 1, 1, 0, ..}
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The game could then iterate over each tile in the array to determine whether fog
should be drawn over the tile.

We also know that the game must calculate the values for each tile every time the
player moves a unit. If the player moves a unit in range of a tile, the game needs to set
the tile's visibility to true. If the player moves a unit out of range of a tile, the game
needs to set the tile's visibility to false. To make this calculation easier, games will often
first set all tiles to an invisible state:

for(tile in map) {
map[tile] = @
3

Then the game can go through each unit that the player controls and set all the
surrounding tiles to visible.

While every game will have its own way of handling map data, they all must follow a
similar set of steps to calculate visible tiles. We can use the following approach to
create a map hack for any strategy game:

Search for an unknown value.

Move a unit to reveal part of the map.

Filter for changed values.

Move a unit to hide the revealed part.

Filter for changed values.

Repeat this process until you have a reasonable amount of results (~50).

Look for patterns in the results and edit each one until you figure out which ones
represent tile data.

~N N R W=

Once you have found the tile data, a breakpoint can be set on one of the tiles. Then, a
unit can be moved and the breakpoint will pop in the function responsible for writing
values to the map data.

4.2.4 Locating Map Data

Locating the map data is the most time-consuming part of creating a map hack. First,
create a local game in Wesnoth with a single player-controlled opponent. Since we do
not know what values we are searching for, start a new scan for an Unknown value type.
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After the scan completes, select a unit and move it to a new location to reveal
additional tiles. Make sure you remember this location to use on all future requests.

After moving the unit, change the scan type to Changed value and filter the results.
When the filtering has completed, move the unit back to the start location and end
your turn to hide the terrain again. Quickly end the next player's turn and then scan
again for Changed value when you regain control of the first player. Continue this
process until you filter the results down to a manageable amount.

To quickly reduce the amount of results, you can also change the scan types to
eliminate values that may change constantly but not in a manner related to the map
tiles. For example, if you recruit a unit that does not reveal additional squares and then
search for Unchanged value, many results will be filtered out. This approach can be
used with different conditions (for example, pausing and resuming the game and
searching for unchanged values) to quickly reduce the search size.

Eventually, you will get your set of results down to a reasonable level that will allow you
to observe game behavior manually. In this chapter, we have managed to narrow down
the result set to 10 possible addresses. Due to DMA, these addresses will be different
each time we start a new game:
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Initially, these values do not appear correct, as the values seem almost random. To
determine if we have the correct addresses, check the box next to each address in the
Active column. Checking this box will disable modifications to the addresses' values.
With the addresses inactivated, move your unit away from the tiles you have been
testing on. You should notice that the tiles no longer display fog-of-war when moving
away. This test confirms that we have found the correct addresses.

4.2.5 Locating Map Code

Now we need to determine how the game handles map tile data. When reversing an
unknown game, we start by making educated guesses. In this case, we guessed that
the game stored individual tiles with a simple visible/invisible scheme to determine
visibility. We used this model to help track down the data we are interested in, but we
now realize that this model is incomplete. Before we can continue, we have to update
our model to reflect our findings.

Observing Cheat Engine, move a unit to reveal and hide tiles. You should notice that
the values we found change consistently when doing this. When a tile is hidden, it

appears to be several large values. However, when a tile is visible, it appears to always
be set to 4294967295:
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This is a distinct value, so let's try setting another address we identified to this value.
When this is done, a whole column of tiles should appear visible:
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With this information, we can now alter our model. Instead of an array of tiles, Wesnoth
appears to use an array of tile columns. These columns are then set to a value between
0 and 4294967295, depending on the number of tiles in the column that are visible:

int map[column_size] = {0, @, 4294967295, ..}

The value of 4294967295 converted into hexadecimal is @xFFFFFFFF.

Now we can begin tracking down the code responsible for setting these values. Attach
x64dbg and set a breakpoint on write on one of the map column addresses. Move your
unit to reveal that tile, and the breakpoint should pop:
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Looking at the registers, we can identify that esi holds our map column data. Scrolling
up, we immediately see the code responsible for setting this column's value:

[ — [ —
mov eax,ebp mov eax,ebp

shl eax,cl shl eax,cl

not eax not eax

and dword ptr ds:[esi],eax and dword ptr ds:[esi],eax
cmp ecx,l1F cmp ecx,l1F
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If we examine this code, we can see that a value is loaded into the register eax,
modified, and then used to set our column's value.

4.2.6 Changing Map Code

Since we always want the column to appear visible, we can modify this code to set the
column's value to @xFFFFFFFF. We will do this through the use of an or operation. An

or operation takes two sets of bits and creates a new set in which the value of each bit
is O if both source sets are 0, and 1 if either source set is 1. Since OxFFFFFFFF translates
to all 1's, or'ing a value with this value will always produce @xFFFFFFFF. We will

conduct this operation on our tile column and nop out the other instructions:

830C rr
90
90
83F9 1F

J Y e TR R e B

OO

or dword ptr ds:[

cmp ecx,1F

We could also use a mov instruction here to accomplish the same goal. However, one
drawback to the mov operation is its size, or the amount of opcodes we would require.
We simply do not have enough room and would require a code cave. To avoid this
extra complexity, we use the or instruction instead since it is shorter.

With this modification made, go back into Wesnoth and observe that the entire map is

now visible:

157



U TaeRaile T Weanntn - 148 — I *

P

Arorymnous player 1¢ -,
Dak Sureai= vl é
Lol L, o4

We can use a similar approach covered in Chapter 3.4 to create a DLL to accomplish
this behavior. First, note down and copy the opcodes generated by x64dbg when
making our alteration. We will place these values into an array so we can iterate over
them:

unsigned char new_bytes[8] = { 0x90, 0x90, 0x90, 0x83, OxQE, OxFF, 0x90, 0x90
5

Next, just like we did in other chapters, we will unprotect the memory at the hooking
location. Then, we will iterate through each opcode in our new_bytes variable and
write it into the game's memory:

unsigned char* hook_location = (unsigned char*)0x6CD519;

if (fdwReason == DLL_PROCESS_ATTACH) {
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VirtualProtect((void*)hook_location, 8, PAGE_EXECUTE_READWRITE,
&old_protect);
for (int i = 0; i < sizeof(new_bytes); i++) {
*(hook_location + i) = new_bytes[i];
}
ks

This DLL can then be injected like we did in all the previous chapters. When injected,
our map hack will reveal the tiles for every map in the game.

The full code for this chapter is available in Appendix A.
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4.3 Macro Bot

4.3.1 Target

In this chapter, we will switch our target to the game Wyrmsun, version 5.0.1. This is
because Wesnoth, our target so far, does not support gameplay mechanisms (such as
real-time control of building units) that would allow us to write a macro bot. Wyrmsun is
free and similar to other traditional RTS games, such as StarCraft, WarCraft, or
Command & Conquer.

4.3.2 |dentify

A macro bot is a type of hack that will monitor our resources and automatically build
worker units. In this chapter, we will create a macro bot that will automatically build a
worker out of the currently selected structure when our money is over 3000.

4.3.3 Understand

To write a macro bot, we need to understand how RTS games handle unit creation.
Typically, RTS games have a list of units associated with each player. When creating a
unit, the game performs several operations and then adds the new unit to that list. The
code may look something like:

recruit_unitCunit_type) {
memory = initialize_memory(sizeof(unit))
unit = create_unit(unit_type, memory)
player->decrease_money()
player->add_unit(unit)
player->increase_population_counter()

To create units, we need to find this function and call it ourselves. To locate this
function, we can use two different approaches, depending on how the game handles
unit creation.
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e If we create a unit and the game instantly decreases our money, we will locate
our money and then set a breakpoint on write on our money value.

e If we create a unit and the game instantly increases our population, we will
locate our population and then set a breakpoint on write on our current
population.

When these breakpoints trigger, we will be inside of the hypothetical decrease_money
or increase_population_counter functions in our example code above. We will
therefore need to go up several functions. We will do this by executing the function
until it returns and then stepping out.

Wyrmsun (our target in this chapter) loads code dynamically. As a result, the addresses
you see in this chapter will be different when following along. However, the instructions
and methods described will not change. We will discuss how to deal with this behavior
when we create our DLL.

4.3.4 Locating the Create Unit Function

In Wyrmsun, money is decreased instantly when recruiting a unit, so we will use the first
approach mentioned in the previous section. To find our money address for this new
target, we can use the method discussed in Chapter 1.5.

Next, attach x64dbg to the game. Make sure that no operations are taking place that
will alter your money, and set a hardware breakpoint on write on the money address.
Recruit a worker and the breakpoint should instantly pop. Using execute until return/
step over, go up several levels of code until you see the following string:

From this string, we can see that we are in the right place, as this logic is clearly related
to recruiting and placing units.
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From here, navigate up one more level to the parent calling function:

Ty
iaimTe

N
. O

~
'

U400

51
RRCF
EY JEFEDUFF

CZ2 040N

51

SELE

FR I3NAOFFF
50

5k

SF

rm
2

L2 u4lu
51

80CC

B /95(DEFF
58

5F

0400

If we examine this code, we can see it is a series of very similar calls that take a single
parameter. If we set a breakpoint on the call to @xF42CF7, we can see that it is called
only when a unit is recruited. Next, place a breakpoint on the call above the call to
OxF42CF7. With that set, do various actions in the game, such as moving units,
attacking, and building. When conducting a build action, your breakpoint at the call
above the unit recruitment function should pop:
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Given this behavior, we can guess that all these calls are related to functions in the unit
card (the bottom-right of the screen). We can imagine the code may look something
like:

switch(menu_event) {

case BUILD:
build_structure(event_data);
break;

case RECRUIT:
recruit_unit(event_data);
break;

case MOVE:
move_unit(event_data);
break;

Therefore, we can assume the call to @xF42CF7 (in our example) is responsible for
recruiting units. We can verify this by nop’ing out the following instructions:

push ecx
mov ecx, esi
call @OxF42CF7

When nop’d out, clicking the recruit button on a structure no longer creates a unit.

4.3.5 Reversing Event Data Structure

Now that we have located the unit creation function, we need to reverse the data
provided to it so that we can call it ourselves. We can see that there are two pieces of
data potentially being passed to the function:

e Avalue in ecx, which is pushed on the stack
e Avalue in esi, which is moved into ecx

Let's determine if both of these are necessary. First, replace the push ecx instruction
with another register, such as push eax. If you try to recruit a unit in the game, you will
notice the game will instantly crash, indicating that the push is important. Next, restart
the game and nop out the mov ecx, esi instruction. You will notice that the game
responds normally, indicating that this operation is not used by the unit creation event.
As a result, we only need to reverse the value of ecx when pushed.
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Set a breakpoint on the push ecx and recruit a worker. When the breakpoint pops,
right-click on the value of ecx and choose Follow in dump:

M® Dump2 MW Dunp: MM Dunp 4 W Dump 5

20 0D 88 3709 02 AS
00 02 020 02 g 8D D 1L

This data does not appear to contain all of the information we would expect. The
similar values of the data (the first three entries repeat @xb710 at their end) indicate
that this may be a pointer in a table of pointers. To validate this assumption, select the
4 bytes (0xf@1db710) and choose Follow in dump. Your dump view should change to
0x10b71df0, like so:
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Immediately the text worker should jump out at you. It appears that this structure
contains data on the unit to be created. Back in game, create another structure to
create units (such as a War Hall, or barracks-type building) and create an infantry unit.
When the breakpoint pops, examine the section of memory at @x10b71df@ again:
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We can see two main pieces of data changed between a worker and an infantry unit
being recruited: the text (worker vs infantry) and the number beforehand (0x41 vs
@x2c). We can assume that this number may be the internal representation of the type
of unit.

Let's verify that this works, as we are still guessing. First, set a breakpoint on the push
ecx instruction and create an infantry unit. Next, when the breakpoint pops, change
@x2C to 0x41 and infantry to worker. If you then resume the execution and go back in
game, you can see that despite clicking infantry, we are now creating a worker out of
the barracks structure.

There is also other data in this structure that changes but is not directly tied to the unit
being created. While we could reverse the entire structure, we will instead copy the
structure when a worker is created and use those values for our hack.

4.3.6 Locating the Main Game Loop

Now that we have located the function responsible for recruiting units and understand
how to call it, we need to locate a place to call it from. For this chapter, we will choose
to hook the main game loop. Finding the main game loop is easy in our case. First,
place a breakpoint on the call to recruit a unit and create a unit in game so that the
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breakpoint will pop. Next, continue to step out of each function. Eventually, you will
reach the following call:

If you attempt to execute until return here, you will notice the game will begin and
continue to execute. This is due to the fact that we are in a loop and no ret instruction
is being encountered. We can verify this behavior by setting a breakpoint on this call.
You will notice the breakpoint pops continuously. Both of these factors indicate that this
code is part of the main game loop.

4.3.7 Locating the Player's Money

Finally, we want to monitor our player's money for our hack. Wyrmsun, like other
games, allocates a player's money dynamically, meaning it will be different for each
game. In previous chapters, we have discussed methods to defeat DMA. For this
chapter, we will use Cheat Engine's pointer scan feature instead of reversing the target.

Cheat Engine's pointer scan works similar to regular memory scanning. First, we need
to locate our money address as usual. Then, right-click on the address and choose
Pointer scan:
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In the dialog that appears, keep all the default options and choose OK. When
prompted, select a file anywhere:
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Cheat Engine will now search the target for all pointers that point to the selected
address in some way. When it is finished, you will get thousands of results back:
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Like regular scanning, we now need to filter these addresses down. Restart your match
so that your goal is moved to a new address. Next, find your money address again.
Then, in the pointer scan window, choose Rescan Memory:
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sted pointer scan  Pointer scanner
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In the dialog that appears, enter your new address and hit OK:

Rescan pointerlist X
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QK Cancel

Like regular filtering, Cheat Engine will now rescan all the previously identified pointers
and see if they are still correctly pointing at your new address. Repeat this operation
several times, and eventually you will find a few pointers that always correctly point to
the player's money value. For this chapter, we will use:

+0x14

[+0]

[+0x4]

[+0x8]

[+0x4]

[+0x78]

wyrmsun.exe + 0x0061A504
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We will discuss how to use these values in our code, so feel free to substitute in
whatever value you find.

4.3.8 Dealing with Dynamic Code

At the beginning of this chapter, we discussed how code was dynamically loaded and,
as a result, addresses would not be consistent. You can verify this behavior by starting
Wyrmsun, noting an address, restarting your VM, and opening Wyrmsun again. You will
notice that the address no longer contains the same code.

Just like DMA, we know that the game must have some way to locate its code. When
dealing with dynamic code, generally games will offset all addresses from the game's
module base address. We can observe this behavior by looking at the creating unit
call. While the first byte will change, the call always ends in @x2CF7 (e.g., @xF42CF7 or
0x292CF7).

We can determine the base address of the main module by going into the Symbols tab
in x64dbg:
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We can see here that our base address is 9x00F40000. As such, we know that the
create unit function will exist at the base address + @x2CF7. Likewise, we saw that in
this chapter, the call to create unit was at @x01163471. If we subtract this address from
the base address, we get an offset of @x223471. We can use these offsets when
creating our DLL to automatically calculate the addresses of functions we care about.
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4.3.9 Creating our DLL

Like in previous chapters, we will create a DLL to inject into our target. First, we will
start with our base:

#include <Windows.h>

BOOL WINAPI D11Main(HINSTANCE hinstDLL, DWORD fdwReason, LPVOID 1pvReserved)

{
DWORD old_protect;

if (fdwReason == DLL_PROCESS_ATTACH) {
//hooking code here
ks

return true;

Our DLL will have two code caves. First, we will create a code cave at the code
responsible for creating a unit. In this code cave, we will retrieve the value of ecx and
copy the structure it points to into our DLL's memory. Our second code cave will hook
the main game loop. In this code cave, we will check the current player's money value
and then call the create unit function.

4.3.10 Create Unit Code Cave

When we reversed the create unit function, we identified the structure that was pushed
as an argument to the function. While we identified several components of this
structure, we did not fully reverse it. Since this structure does not change when creating
worker units, we will use a code cave to copy a valid form of the structure. We will then
use this copied form in our main game loop code cave.

First, we will hook the address for creating a unit and direct it to our code cave, as we
have done in previous chapters. Since the code's addresses change, we will determine
the address based on the base address of the module. We will also use this base
address to calculate the recruit unit call location:

HANDLE wyrmsun_base;
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DWORD recruit_unit_ret_address;
DWORD recruit_unit_call_address;

wyrmsun_base = GetModuleHandle(L"wyrmsun.exe");

unsigned char* hook_location = (unsigned char*)((DWORD)wyrmsun_base +
0x223471);

recruit_unit_ret_address = (DWORD)hook_location + 8;
recruit_unit_call_address = (DWORD)wyrmsun_base + Ox2CF7;

VirtualProtect((void*)hook_location, 8, PAGE_EXECUTE_READWRITE,
&old_protect);

*hook_location = OxE9;

*(DWORD*)(hook_location + 1) = (DWORD)&recruit_unit_codecave -
((DWORD)hook_location + 5);

*(hook_location + 5) = 0x90;

*(hook_location + 6) = 0x90;

*(hook_location + 7) = 0x90;

In our recruit unit code cave, we will first retrieve the value of eecx and place itin a
variable:

DWORD* base;

__declspec(naked) void recruit_unit_codecave() {
__asm {
pushad
mov base, ecx

With this pointer now stored in the base variable, we can dereference this pointer to
retrieve the location of the structure. With the pointer dereference, we can then copy
the entire structure into another variable to use in our other code cave. We can retrieve
the size by observing the size of the structure in x64dbg. Additionally, we will create an
init variable to track whether this has occurred yet:

DWORD* unitbase;

unsigned char unitdata[0x110];
bool init = false;
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unitbase = (DWORD*)(*base);
memcpy(unitdata, unitbase, 0x110);
init = true;

Finally, we will restore our registers and the original instructions:

_asm {
popad
push ecx
mov ecx, esi
call recruit_unit_call_address
jmp recruit_unit_ret_address
ks

4.3.11 Game Loop Code Cave

With our data copied into a buffer, we can now create our game loop code cave. Like
before, we will begin by hooking the address that we identified earlier:

DWORD gameloop_ret_address;
DWORD gameloop_call_address;

hook_location = (unsigned char*)((DWORD)wyrmsun_base + ©x385D34);
gameloop_ret_address = (DWORD)hook_location + 5;
gameloop_call_address = (DWORD)wyrmsun_base + OxDBCA;

VirtualProtect((void*)hook_location, 5, PAGE_EXECUTE_READWRITE,
&old_protect);

*hook_location = OxE9;

*(DWORD*)(hook_location + 1) = (DWORD)&gameloop_codecave -
((DWORD)hook_location + 5);

In our game loop code cave, we will first check the value of our player's money. We will
use the pointer and offset that we received from Cheat Engine to do this:

DWORD *gold_base, *gold;
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__declspec(naked) void gameloop_codecave() {
__asm {
pushad
}

gold_base = (DWORD*)((DWORD)wyrmsun_base + 0x0061A504);
gold = (DWORD*)(*gold_base + 0x78);

gold = (DWORD*)(*gold + 4);
gold = (DWORD*)(*gold + 8);
gold = (DWORD*)(*gold + 4);

gold = (DWORD*)(*gold);
gold = (DWORD*)(*gold + 0x14);

Next, we will check to see if our unit buffer has been initialized and if the player's
money is over 3000. If so, we copy our buffer for the worker into the buffer pointed to
by the game, and move the base into ecx before calling the recruit unit function:

if (init && *gold > 3000) {
memcpy(unitbase, unitdata, 0x110);

__asm {
mov ecx, base
push ecx

call recruit_unit_call_address

Once again, we need to restore the original instructions:

__asm {
popad
call gameloop_call_address
jmp gameloop_ret_address
}

Finally, we can build this DLL and inject it into our game. In game, recruit a unit to copy
our buffer and then start collecting money. You should notice that workers begin to get
recruited instantly.

The full source code for this chapter is available in Appendix A.
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Part 5
FPS Hacks



5.1 3D Fundamentals

5.1.1 Overview

In the previous chapters, we focused on hacking two-dimensional (2D) games. While
many of the techniques we have covered can be applied to any game, there are unique
techniques that only apply to three-dimensional (3D) games. To make hacks like
wallhacks or aimbots for 3D games, we need to understand how 3D games actually
work.

5.1.2 Coordinates

When we say a game is 2D, we are referring to the fact that all objects in the game can
be located by a coordinate pair. These coordinate pairs contain two values: X
(horizontal position) and Y (vertical position). Coordinate pairs are usually referenced
with parentheses around them, like (X, Y).

Using the screenshot from Wesnoth as an example below, let's imagine we had a point
(0, 0) in the bottom-left of the screen and a point (10, 10) in the top-right. The
highlighted unit could be represented by the coordinate (7, 5) and the un-highlighted
unit could be represented by the coordinate (3, 1).
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The game uses these coordinates for many critical operations. For example, when a
player attempts to move, the game will verify that the player's new coordinates will not
be in water or impassable terrain. All 2D games use coordinates in this manner,
whether the game has a top-down or side view.
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5.1.3 3D Space

When playing Wesnoth, one thing you may notice is that two units can never share the
same coordinates. This is because the game would not be able to properly display
each unit to the player without having special logic to handle switching between the
two images. However, in 3D games, two units can share the same horizontal and
vertical coordinates.
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As you can see, the other player and our current player are both in the middle of the
screen and have the same (X, Y) values. However, in 3D games, coordinates are
represented with three values: X, Y, and also Z (depth). In the example above, both
players could be at (5, 5) in 2D space, but their 3D coordinates could be (0, 0, 0) and
(0, 0, 5).

5.1.4 Cartesian Coordinates

One of the easiest ways to understand the relationships between coordinates is
through the use of Cartesian coordinate systems. For example, we could graph our first
Wesnoth example like so:
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10,0)

The strength of visualizing the coordinates like this is that we can then use normal
geometric operations. Let's say we wanted to get the distance between these two
units. By creating a right triangle from the two units, we can use the Pythagorean
theorem to calculate that triangle's hypotenuse. Due to the way we created this
triangle, this hypotenuse would represent the distance between these two units:

~

[
(3.1)

(0,0}
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3D coordinates can also be graphed with the addition of another axis. Our 3D game
example above might be graphed like:

L

-10,0,5)

N
A

(0,0,0) X

Notice how, despite each player having identical X and Y coordinates, they exist in
different places on the graph.

5.1.5 Viewports

Monitors display a 2D image on a flat screen. Therefore, it is impossible for monitors to
render a 3D scene directly. Instead, the 3D world must be converted into a 2D scene,
like taking a picture. Games will often have functions for this, typically called some
variation of WorldToScreen. Sometimes, when programming hacks such as displaying
text above a player's head, you will need to write this code yourself. In Chapter 5.9, we
will discuss how to write this code for any game.
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A key aspect of 3D-to-2D conversion is that games will choose a viewport, or a view
into the game's world. This will often be the current player's view, but in games that
support free cameras, this could be any position. For this viewport, the game will then
calculate the depth for all objects in the scene. It will also draw objects that are farther
away "behind" objects that are closer. For example, in the following viewport, the
game first draws the building in the background. It then determines that the trees are
in "front" of the building in the current viewport and draws them on top of the
building. In this way, the game achieves the illusion of depth.
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5.1.6 3D Movement

Operations in 3D space are expensive to compute. Because of this, games will often
take several shortcuts to optimize their performance. One these shortcuts is always
placing the player at the origin, or point (0, O, 0). This way, all distances and angles for
objects can be calculated by just retrieving that object's coordinates instead of having
to subtract the object's position from the player's position. However, if the player is
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stuck at (0, O, 0), they will be unable to move. To achieve the illusion of movement,
some games will instead rotate the entire world around the player. For example, if you
press the key to move forward, the game will respond by moving the whole world
toward you instead of moving your player forward. Not all games work like this, but
several well-known ones use this model.
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5.2 Wallhack
(Memory)

5.2.1 Target

Since we are shifting to a new dimension, we have to shift to a new target. Several of
the following chapters will be targeting Urban Terror 4.3.4. This game is an FPS based
on the Quake engine.

Like Wesnoth, this game is open-source and has no integrated anti-cheat. It also runs
well on low-spec hardware. Unlike Wesnoth, the Chocolatey package is broken. Due to
this, the best way to install the game is to download and run the installer from the site.

You will need to enable 3D acceleration in VirtualBox for the game to function.
Depending on your computer's hardware, it may not be possible for your machine to
run a 3D game inside a VM. In this case, you have several options. Some are better

than others:

1.
2.

Explore another hypervisor, like VMWare or Hyper-V.

Use another machine as a dedicated hacking computer and isolate it from your
home network.

Find another target game with even fewer requirements and follow along with
the concepts of the following chapters.

Partition your hard-drive and dual-boot. Even if you encrypt your personal drive,
it is possible for malicious tools to access your personal data.

Run the target and tools on your personal machine and hope that nothing
malicious happens.

5.2.2 |dentify

Our goal in this chapter is to create a wallhack, a type of hack that allows us to see
other players through walls. We will not modify any of the graphics functions of the
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game. Instead, we will use the game's rendering logic and modify sections of the
game's memory.

5.2.3 Understand

In 3D games, depth testing is used to determine when an item should be visible in the
player's viewport. For example, if a player is behind a wall, depth testing will tell the
rendering logic of the game to not draw the player.

All wallhacks operate on the principle of disabling depth testing. One way to do this is
by hooking the graphics library of the game and disabling depth testing through library
functions. We will cover this approach in the next chapter. In this chapter, we will rely
on the game's built-in rendering logic to achieve our goal.

Games have to draw many dynamic objects, including players, weapons, and map
assets like doors. These objects are normally referred to as entities. To simplify
development and increase performance, games will often use the same function for
drawing all of these entities.

However, these entities often have different rendering considerations. A game may
want to draw shadows on characters, but not on static entities like doors that can be
opened. Games will often have structures for each entity and store these rendering
considerations in the entity's structure. When the entity is rendered, the game will
check this member and render the entity according to it.

For some entities, like puddles of water or glass, games will want to disable depth
testing. Because of this, the render member in the entity class will have a disabled
depth testing value. If we can locate the function responsible for drawing entities and
then modify all entities to contain this disabled depth testing value, players will appear
through walls.

5.2.4 Target Setup

All games that are based on the Quake engine have a console. This console can be
accessed by hitting the tilde (~) key while in game. This console allows you to run
commands, such as moving the player or changing a map. These commands typically
start with a backslash (\) and can be auto-completed by hitting tab. Some helpful
commands for our purposes are:

* \devmap abbey - start the map Abbey with cheats enabled
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e \g_gametype O - set the default game mode to deathmatch
e \bot_enable 1 - enable bots to join a game
* \reload - restart the current map

. \addbot boa 1 - add a bot

In addition to these commands, we can easily switch the game to a windowed mode
by hitting Alt+Enter.

5.2.5 Locating Draw Entities

By exploring the commands available to us, we can find several drawing commands
under \r_:

t-linish = 70
r-{ace?laneCull = 1"
r-talINIdih = 16
t.tailCoreNidih = 7%
r~rallSeamentlenath = "32'

. OL1isCoolDonalsee = D'

tulasiValidRenderer « "SVGASDY bal |4 RELEASE!
rmapoverdriahidits = "0

roverdrightaits = D'
tdrasmiclight = 4

r-oxi compressed_fextures = "D
teloxiureomde = QL LINEARNIPNAP_NEAREST"
r.lodCurvelrrar » 80D

rprimitlives =
tdeclurebils =
tatolordifs =

32"

9
2

t-tvaplinterval = 70
r-tonferNiadeon = |
t-aodorder = 70
rfullscreen = 70
temde = 8
r.ditplayratrash = °D°
raamm = 1.2
t.picmip = 0
INradian
' = TRL_BACK'
1

1_drawSun
INedrav.

All

The most important command to us is r_drawentities. By setting this value to O, entities
are not drawn in the game, including our player:
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We can assume that the game's code looks something like:

if(r_drawentities == 1) {
draw_entities();

}

To find this code, we will use Cheat Engine to find the address of the variable holding
the r_drawentities value. We can switch the value of r_drawentities in the console
from O to 1 to narrow this value down. Then, we can use a breakpoint on access in
x64dbg to locate the code that accesses this value. The breakpoint should pop at the
following code:
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We can see that the value of r_drawentities is loaded into ecx and then tested. Testing
a register against itself compares that register's value to 0. If the value is equal to 0, the
game jumps over the call at @x52F717. This call is most likely responsible for drawing
entities in the game. We can confirm this by nop’ing out this call. When it is nop'd, the
game will not draw any entities.

5.2.6 Entities and Rendering

If we step inside the call at @x52F717, we see the following code:

We can see in the second highlighted block that values are loaded into several
registers and compared to certain values. If these values are equal, the game jumps to
different locations and executes different rendering code. If we look closely, we can see
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that the registers are based on values of the address held in ebx. If we look up at the
first highlighted block, we find the closest location in which ebx is set. We now know
that at address @x52D2FD, ebx contains what is most likely the current entity to render.
If we set a breakpoint at this address and observe ebx's address in the dump, we see a
chunk of data:

_

r Jds:[0102AE98 " BALT"]

SO2F0 quakesi-urr.exc:sizar

Ml Oump 2

00 00 Of
00 oot

Since this chunk of data is isolated from other data and in one continuous section, we
can assume that it represents a structure of some type. For example, it might look
something like:

struct entity {
int type;
int render_type;
float location[3];

To determine what location of the structure holds the render type, we must reverse this
structure.

5.2.7 Reversing the Entity Structure

There are many ways to reverse an unknown structure in a game. One way is to build
up a dataset of valid values and then make inferences based on these values. For
example, if all the structures contain one member that constantly increases, we can
assume that this member is being used as a counter of some type.
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In this case, our goal is not to fully reverse the entity structure, but to only reverse
enough to find the render type variable. Since we have located the code responsible
for drawing entities, we can set a breakpoint in that code and observe entity structures.
Like we discussed in the last section, at address @x52D2FD, ebx holds the address of
the current entity to render.

You will notice that each time our breakpoint is hit, ebx contains a different value.
While we could manually follow ebx in the dump each time the breakpoint is hit, a
more convenient way is to use the Watch feature of x64dbg. Adding an expression to
the Watch panel allows us to observe it independently of the dump. In this case, we
can watch the expression [ebx] and always view the current value of the address in ebx.

To add a value to watch, open up the Watch panel (near the dumps), right-click, and
choose Add:

X . hnore

Jd dnorc

v dword prIr
dward pTr
ca dnerec

dward pTr

e dnorec o
‘4 0L T.32l
s aonnne™ nore
BEF6 test es es
JFES TDOCODDD lake3- Le 520
suso ‘ cdY ,dnCrc prr
R3IFF 0A . y
OF8T 0
B3FF O
N US
RSFF
IFS8S ake3- .
dwourd pilr 5
dward pTr 5

f
1=0CCODE20D
170770 812

Jump 3 ~ "W pups o

watchdog Mode
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In the modal that appears, type your expression. In this case, we want to start with just
[ebx]:

We want to also observe the first chunk of the entity structure. For now, we will assume
that all these values are 4 bytes long. Add watches for [ebx+4] through [ebx+2C]. After
you are finished, the Watch panel should look like:

CTA474 N3 GHAF )

cward pre As: [N0ZAEDE ™ DANT T 0F 21
cbx=O0CCOCEED

LToX

W fump |

Nane 1 Vall TVpe
s
VINT
UINT
LNl

0| UTNT
VINT
UINT
alurs
VINT
VINT
UINT

With all of this set up, disable your breakpoint and load into a map with water. The
map Abbey has a fountain near the top-left of the map. Make sure you are facing the
water and can see the ground beneath it.
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With all of this set up, re-enable your breakpoint at @x52D2FD and it should pop
instantly. After observing the value of the watch panel, continue execution. After
observing many iterations, you should start to notice some trends.

Expression g
[ebx) 4 Disabled
Cisabled
Disablecd
-5 i ) Dicabled
dx10] DOO00000 JU Disabled
+x14] 00000000 1U Dicahled
1 X+Ix181 00000000 U D3
BF7FFDCA 3

BB25B2C4H

sBIC493A

SBEOATOS

BF1LAFADF

SN AW N

Vv W

8
9
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ExXpression
[ebx]

B0 X+ 4
eDx+8

value

00000000
QUOOUNLD
00000)/9

watchdog Mode

Disablec
isablec
isablec

eDX+< | (118 81010081000
lebx+0x10] 00000
| ebx+0x14 ] 00000
lebx+0x18] 00000D(

isablec
isablec
isablec
isablec
isablec
isablec
isablec
isablec
isablec

IOVIAWN

D
D
D
D
D
D
)
D
)
D
D

EXpression value Nat<hdog
Febx] 00000000 Disabled
00000082 Pisabled

NSNS IVEN) Pisabled

Pisabled

Pisabled

Pizabled

Disabled

. Disabhled

ebx+0x20 3E82343AC isabled

ebx+0x24 BF7490D9 isabled

[ ebx+0x28) BF6FA308 Disabled
ebx+0x2C 3EB1ES 8F Disabled

o Wi

"

The value of [ebx] (red) always appears to be 0. The value of [ebx+4] (blue) appears to
alternate between 0xD, 0x40, 0x82, and 0x83. The value of [ebx+8] (white) appears to
increase consistently, from @x79 to @x8@ to @x81, and so on. The values highlighted in

pink appear to alternate between seemingly random values and 0. Likewise, the values
highlighted in yellow appear to be random, yet consistently tied to [ebx+8].

All this data can be overwhelming, but we can make sense of it by eliminating values
we do not care about. We know that we have at least three entities on the screen: our
player model, our weapon, and the water. We can assume there are probably other
entities, such as doors, as well. Since most of these entities share many similarities, we
want to look for data that is relatively consistent between at least two entities.
However, we also know that some of the entities should not share this value.

With this model, we can eliminate [ebx] (red), since it is always 0. We can also eliminate
[ebx+8] (white), since it is unique for each entity. Both the values in pink and yellow
appear unique for each object. This leaves us with [ebx+4] (blue), which alternates
between 0xD, 0x40, 0x82, and @x83. For now, we will guess that this is our rendering
value and investigate each value.
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5.2.8 Modifying Rendering Value

If we set the value of [ebx+4] for each entity, it will be overwritten the next time the
draw entities function is called. It appears that the entity is being loaded into ebx from
another location. Therefore, the easiest way for us to explore our assumed rendering
value is by hooking the location @x52D2FD and setting [ebx+4] for every entity. We
could create this code cave in x64dbg, but to make it easier for us to test multiple
values, we will create our hook in a DLL.

We will use the same hooking structure discussed in Chapter 3.4. Our hook will be at
@x52D2FD, since we know ebx will contain the correct value at that point. Our hook
itself will be relatively simple: we will save the registers, set the value of [ebx+4],
restore the registers, and then execute the original mov instruction:

DWORD ret_address = 0x0052D303;

__declspec(naked) void codecave() {
__asm {
pushad
mov dword ptr ds:[ebx+4], 77?7
popad
mov dword ptr ds:[@x102AE98], ebx

jmp ret_address

For our first value, let's start on the highest end and try 0x83:

mov dword ptr ds:[ebx+4], 0x83

Once the DLL is injected and you are back in the game, you will notice that nothing
appears to change. Likewise, if you try @x4@, you might notice that some shadows
seem different, but everything looks pretty similar. Next, let's try @xD:

mov dword ptr ds:[ebx+4], @xD

Immediately, you should notice that your character's model now appears see-through
in front of the camera:
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This is a good sign that depth testing may have been disabled. Next, switch to third-
person mode (cg_thirdperson) and add some bots. As you move around, you should

notice that you can now see all bots through walls:
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With this, we have successfully set the rendering value for all entities to disable depth
testing. We can see that other entities, such as guns and stairs, appear through walls as
well.

One improvement is to re-enable depth testing for our player model so that first-
person mode is not corrupted. To do this, you will need to identify the player structure
and your current player.

The full source code for this hack is available in Appendix A for comparison.
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5.3 Wallhack
(OpenGL)

5.3.1 larget

Our target for this chapter will be Urban Terror 4.3.4.

5.3.2 Overview

Most games make use of external graphics libraries for rendering. The two most
popular graphics libraries are DirectX and OpenGL. Both of these libraries are loaded
by games dynamically. Once they are loaded, games then invoke functions in these
libraries. For example, with OpenGL, games can make use of the glDrawElements
function to draw a series of elements from data stored in an array. Since these libraries
are external, the game's developers do not need to implement the rendering logic
themselves.

5.3.3 |dentify

Our goal in this chapter is to create a wallhack by hooking the game’s graphics library
and modifying its logic to display entities through walls.

5.3.4 Understand

DirectX and OpenGL each have different functions for rendering that require different
approaches to hook. Our first goal is to identify the library that the game is using. As
each library has several functions to handle rendering and shading, we will then need
to find a function that is used by the game for rendering. With the function identified,
we can then hook it and disable depth testing through the use of a code cave. This will
cause all entities to be rendered regardless of where they are in the 3D world.
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5.3.5 Locating Drawing Library

Since graphics libraries are loaded dynamically, they must expose their functions to the
main executable. Most debuggers allow you to view all the libraries loaded into an
executable when attached. In x64dbg, this information is collected under the Symbols
tab.

W OunondLrlaes - M08 - Wos b ridid | - Thwe:t 3064 (owtdcted foen Main Nyaach - 313d=g

L L

CIET000)

As we can see in the highlighted elements, opengl32.dllis being loaded into the
game's process. By selecting the OpenGL module, we can see that it exports many
drawing-related functions. From this information, we can conclude that this game is
using OpenGL to render its graphics.
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5.3.6 Locating the Drawing Function

OpenGL has several rendering approaches, and different games will use different
approaches. For example, older games may use glBegin, glVertex, and glEnd; some
games may use glDrawArrays; and others may use glDrawElements. Some even use a
combination of these approaches to render different aspects, such as glDrawElements
for player models and glBegin for screen effects like blood.

Typically, modern games will not use glBegin, glVertex, and glEnd, as these functions
are considered deprecated. For that reason, we won't be focusing on those functions
right now. Instead, we will first investigate glDrawElements, as this is a commonly used
function. Due to how OpenGL works, we will expect this function to be called
constantly if it is used by the game.

By scrolling down to the glDrawElements export in the Symbols tab, we can see that
OpenGL exports it to the process, though this is not a guarantee that it is being used:

xporL : g ICopy TexSublmagel
Export gltopylexsSublmaqe2l
Exporl glCul IFace
Export gluebugkntry
Exporl glDelelel isly
Export - glueletelextures
Export glDepthFunc
rxport . glneprhamask
Export g1DepthRange
rxport | 7 glnisable
Export | 72 glDisableClientState

Cxport | 73 glDrawArrays
Export | 7 glurawsuffer

Q |Drawe lemnenly
gluraw=ixels

g |EdygeF lag

Export gledge-lagrointer
Exporl g |EdgeF lagv

rxport glrnahle

Export glEnakbleClient5tate
rxport ; glrnd

Export ) glEndList

Exporl
Export
Exporl

[ B 3 T W

c
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By double-clicking on the export entry, x64dbg will display the function:

MMy M20 Gl Sk

Next, we can start a game and set a breakpoint on glDrawElements. You will notice
that it will immediately pop, and pop continuously every time the game is resumed.
This is a good indication that this function is responsible for rendering entities. To verify
that this is the case, we can replace the first instruction with the ret statement we see at
the end of the function. The effect of this will be to immediately return to the calling
code without executing any of the glDrawElements logic:

If you then resume execution and attempt to play the game, you will notice that no
new entities are being rendered to the screen:
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This gives us strong proof that Urban Terror is using glDrawElements to display
entities.

5.3.7 Hooking glDrawElements

Examining the glDrawElements function, we can see that it has very few instructions.
Given the complexity of rendering entities to a screen, the majority of the code must
be contained in the two calls near the end of the function:
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Therefore, if we hook an instruction before these calls, we should be able to
accomplish our goal of disabling depth testing. A good candidate instruction is the
mov at @x61B9(C526.

Since OpenGL is loaded dynamically, our hooking approach will have to be slightly
different. First, we will need to ensure that OpenGL is actually loaded. As we are
injecting our DLL into the application when it is first started, this will not be the case.
After we ensure that OpenGL is loaded, we need to figure out where it is loaded. Once
we determine the base address of OpenGL, we can then determine where
glDrawEntities is located inside the OpenGL module.

We will use a combination of techniques that we explored in previous chapters. To
address the issue that OpenGL will not be loaded when our DLL is injected, we will
create a thread to handle the hooking logic. This will allow us to create an infinite loop
that waits until OpenGL is loaded, similar to the thread we saw in Chapter 3.3:

if (fdwReason == DLL_PROCESS_ATTACH) {

CreateThread(NULL, @, (LPTHREAD_START_ROUTINE)injected_thread, NULL, @,
NULL);
ks

In our thread, we will create an infinite loop that will call GetModuleHandle. This API
returns the module handle, or base address, for a loaded module. If the module is not
loaded, it will return NULL:

HMODULE openGLHandle = NULL;

void injected_thread() {
while (true) {
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if (openGLHandle == NULL) {
openGLHandle = GetModuleHandle(L"opengl32.d11");
ks

Sleep(1);

When we have the base address of OpenGL, we can then find where glDrawElements
is located. To do this, we will make use of the GetProcAddress API. When given a
module and the name of a function, this APl returns the address of the function:

unsigned char* hook_location;

if (openGLHandle !
hook_location
“glDrawElements™);

NULL) {
(Cunsigned char*)GetProcAddress(openGLHandle,

This API will return the location of the first instruction in the function, in this case nop.
Since we want to hook the mov instruction, we can subtract its distance from the first
instruction and then add that difference to the result of GetProcAddress. The distance
between these two instructions will always be the same, as they are part of the library's
code and not loaded dynamically.

MMMy M2D F s

61092525
6109:510

This offset can be added directly to the hook_location variable to get our location:

hook_location += 0x16;

Finally, we can hook the code as we have done in previous chapters:
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VirtualProtect((void*)hook_location, 5, PAGE_EXECUTE_READWRITE,
&old_protect);

*hook_location = OxE9;

*(DWORD*)(hook_location + 1) = (DWORD)&codecave - ((DWORD)hook_location + 5);
*(hook_location + 5) = 0x90;

5.3.8 Function Pointers

With glDrawElements hooked, we can start working on the code cave. Our goal is to
disable depth testing when an element is being drawn. To do this, we can use an
OpenGL function called glDepthFunc. glDepthFunc allows you to set the function
used for depth comparisons when OpenGL attempts to render the screen. This can be
several values, but the ones we are interested in are GL_LEQUAL (draw if the element
is in front of another element) and GL_ALWAYS (always draw).

For our wallhack, we will set the depth function to GL_ALWAYS right before any
element is drawn. This will have the effect of making all elements always appear,
regardless of where they actually are in the 3D space.

To start, we will need to locate glDepthFunc. We can use GetProcAddress in a similar
manner to glDrawElements. However, instead of finding an address to hook, our goal
with this call to GetProcAddress is to store the function's address in a way that we can
then invoke in our code cave. The easiest way to do this is through a function pointer.

Just like pointers we have used in previous chapters, function pointers point to an
address. However, unlike the pointers we have been using to modify data and code,
we can also declare a pointer to point to a function. We can then call this function, or
address, like we would call any other C++ function.

To declare a function pointer, we need to know the original function's definition. The
definition of a function includes its return type and its parameters. We can get this
information from the Khronos Group site:

void glDepthFunc(GLenum func);

Looking at the gl.h header file, we can find out what GLenum is:

typedef unsigned int GLenum;
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So far, we can define our glDepthFunc function like so:

void glDepthFunc(unsigned int) = NULL;

Next, we will modify this declaration to have it act as a pointer to this function:

void (*glDepthFunc)(unsigned int) = NULL;

We can now assign this to the result of GetProcAddress:

glDepthFunc = GetProcAddress(openGLHandle, “glDepthFunc™);

However, if we try to build this, we will get the following error:

error C2440: '=': cannot convert from 'FARPROC' to 'void (__cdecl *)(unsigned
int)'

message : This conversion requires a reinterpret_cast, a C-style cast or
function-style cast

Like we have seen in previous chapters, we need to cast the result of GetProcAddress
properly for the compiler to understand how to translate the result. We can use the
error message to quickly figure out how we need to cast the result:

glDepthFunc = (void(__cdecl *)(unsigned int))(openGLHandle, “glDepthFunc™);

5.3.9 glDrawElements Code Cave

Our code cave will be similar to code caves we have written previously. We will start
with our skeleton and restore the original code:

DWORD ret_address = 0;

__declspec(naked) void codecave() {
__asm {
pushad

}

__asm {
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popad
mov esi, dword ptr ds : [esi + OxA18]
jmp ret_address

Unlike previous chapters, we do not have a static location to jump to. Instead, we will
need to calculate our return location similarly to how to we calculated the hook
location. In our thread, after we assign the hook location, we can also dynamically
assign the return location:

ret_address = (DWORD)(Chook_location + @x6);

With our skeleton in place, we can now add in our call to glDepthFunc. First, we need
to find the value for GL_ALWAYS. We can find this in the gl.h header file:

#define GL_ALWAYS 0x0207

Next, we can invoke glDepthFunc to disable depth testing. Since it is a function
pointer, we need to dereference the pointer to invoke the function:

(*glDepthFunc)(0x207);

Our code looks like:

#include <Windows.h>

HMODULE openGLHandle = NULL;

void (*glDepthFunc)(unsigned int) = NULL;
unsigned char* hook_location;

DWORD ret_address = 0;
DWORD old_protect;

__declspec(naked) void codecave() {
__asm {
pushad
}
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¥

(*glDepthFunc)(0x207);

__asm {
popad
mov esi, dword ptr ds:[esi+0xA18]
jmp ret_address

void injected_thread() {

while (true) {
if (openGLHandle == NULL) {
openGLHandle = GetModuleHandle(L"opengl32.dl11");
}

if (openGLHandle '= NULL) {
glDepthFunc = (void(__cdecl *)(unsigned

int))GetProcAddress(openGLHandle, "glDepthFunc");

hook_location = (unsigned char*)GetProcAddress(openGLHandle,

"glDrawElements");

hook_location += 0x16;

VirtualProtect((void*)hook_location, 5, PAGE_EXECUTE_READWRITE,

&old_protect);

*hook_location = OxE9;
*(DWORD*)(hook_location + 1) = (DWORD)&codecave -

((DWORD)hook_location + 5);

}

*(hook_location + 5) = 0x90;

ret_address = (DWORD)(Chook_location + @x6);
ks

Sleep(1);

BOOL WINAPI D11Main(HINSTANCE hinstDLL, DWORD fdwReason, LPVOID 1pvReserved)

{

if (fdwReason == DLL_PROCESS_ATTACH) {
CreateThread(NULL, @, (LPTHREAD_START_ROUTINE)injected_thread, NULL,

@, NULL);

}

return true;
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We can now build this code and inject it into Urban Terror to see if it works.

5.3.10 Calling Conventions

When our DLL is injected, you will notice that the game will crash instantly when
starting with the following error:

Microsaft Vicual ( ++ untime | ibrary

Debug Error!

Program:
Ch\Users\EUser\source\repos\Wallhack\Debug\Wallhack.dll
Module:
CAUsers\EUser\source\repos\Wallhack\Debug\Wallhack.dll
File:

Run-Time Checdk Failure #0 - The value of ESP was not properly
saved across a function call. This is usually a result of calling a
function declared with one calling convention with a function
pointer declared with a different calling convention.

(Press Retry to debug the application)

If we remove the call to glDepthFunc in our code cave, the game no longer crashes. It
looks like our function pointer is not correct in some way. If we look at gl.h, we see that
glDepthFunc is defined as:

GLAPI void APIENTRY glDepthFunc (GLenum func);
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In Microsoft's documentation on data types, we see that APIENTRY is a reference for
WINAPI. If we look at the entry for WINAPI, we see that it is a reference for __stdcall.
Let's try adding this prefix to our function pointer:

void (__stdcall *glDepthFunc)(unsigned int) = NULL;

Building this code results in a familiar error:

error C2440: '=': cannot convert from 'void (__cdecl *)(unsigned int)' to
'void (__stdcall *)Cunsigned int)’

This can be fixed by changing the cast as we did before:

glDepthFunc = (void(__stdcall*)(unsigned int))GetProcAddress(openGLHandle,
“glDepthFunc™);

Calling conventions control how parameters are handled by functions when called.
There are many different types, but for our purposes, we just need to know that Visual
Studio uses __cdecl by default, whereas OpenGL defaults to __stdcall.

With this change, build the code and inject it again. You will notice that Urban Terror
no longer crashes.

5.3.11 Checking Counts

If you join a game, you will notice that you are now able to see entities through walls.
The only problem is that you can see too many things:
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In our current hack, we are disabling depth testing for every element drawn on the
screen, including walls and stairs. Ideally, we only want to draw players through walls.
To accomplish this, we will have to filter out elements that we do not care about.

glDrawElements has the following definition:

void glDrawElements( GLenum mode,
GLsizei count,
GLenum type,
const void * indices);

The count parameter specifies the amount of elements, or vertices, to be rendered.
More detailed objects will have a higher amount of vertices. For example, a player
model will have more detail (nose, hands, fingers, etc.) than a floor. By ensuring that
the count parameter is a certain value, we can filter out elements that we do not want
to display through walls.
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We know that this parameter will be on the stack when our hook is jumped to. To
retrieve its exact location, we can inject our DLL and set a breakpoint on
glDrawElements. As we step through the code, we can identify where it is on the stack
at the time our code cave gets called.

One feature of x64dbg is the ability to view the current parameters on the stack in a
similar manner to how they would be passed in C. This feature is under the panel
showing the values of the registers:

x64dbg is not able to fill this in automatically, so you will need to set the calling
conventions and the number of parameters. If we trigger our breakpoint on
glDrawElements multiple times, we can see that [esp+8] is the only value that appears
to change. We can assume that it holds the value for the count parameter at the start
of the function:
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Continue stepping through the function and then step into the jump to our code cave.
After the pushad instruction in our code cave, examine the stack again:

At this point, we can see that the count parameter is at esp+0x10. We can reference
this value in our code cave to retrieve the current count value of the element being
rendered. In the first asm block, after the pushad instruction, we can take the value of
esp+0x10 and store it in a local variable:

DWORD count = 0;
__asm {
pushad
mov eax, dword ptr ds : [esp + 0x10]
mov count, eax
popad
pushad
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We now have a local variable count that will hold the value of count passed to
glDrawElements. We can then compare this value to a baseline and only disable
depth testing if we exceed that baseline. If we don't exceed it, we will re-enable depth
testing. The value for GL_LEQUAL (0x203) can be found in the same way that we
found the value for GL_ALWAYS. For now, we will use 500 as a baseline value:

if (count > 500) {
(*glDepthFunc)(0x207);

3

else {
(*glDepthFunc)(0x203);

3

If we build and inject this, we can see that our view is much cleaner now, and only
certain elements appear through walls:
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5.3.12 Clipping Planes

Now we are filtering many elements, but we've encountered the problem that no
player models are appearing. Instead, we can only see their weapons and blood effects
through walls:

If we enable third-person view, our player model is also invisible. The only place our
player model will appear is if we turn on no-clip and fly out-of-bounds. This is most
likely due to our player model being drawn first, when the scene is being rendered,
and then other elements of the level drawn on top of it. When we disable depth
testing, these entities are all drawn on top of the player.

draw_player(Q);
draw_guns();
draw_doors(Q);
draw_level_walls(Q);
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To force players to be drawn above these elements, we can use the glDepthRange
function. This function sets the near and far clipping planes for the scene. Clipping
planes are planes that extend across the game scene and clip (or remove) any entities
behind them. By setting these values to be equal to 0, the planes will intersect, causing
all elements to be drawn on the same plane and "fight" for rendering space. This will
result in some flickering, but the player models will appear through walls.

We can create a function pointer for this function identically to the approach we used
for glDepthFunc. The only alterations we need to make are in the parameters:

void (__stdcall* glDepthRange)(double, double) = NULL;

glDepthRange = (void(__stdcall*)(double, double))GetProcAddress(openGLHandle,
“glDepthRange");

We can then call this function in the same location that we change the depth function.
The default values for these planes are (0,1), which we will reset if the count is too low.

if (count > 500) {
(*glDepthRange) (0.0, 0.0);
(*glDepthFunc)(0x207);

ks

else {
(*glDepthRange) (0.0, 1.0);
(*glDepthFunc)(0x203);

ks

With this, player models will now appear through walls, indicating that our wallhack is
successful:
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The full code for this chapter is available in Appendix A.
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5.4 Chams (OpenGlL)

5.4.1 Target

Our target for this chapter will be Urban Terror 4.3.4.

5.4.2 |dentify

Our goal in this chapter is to create a chams hack, which is a type of hack that colors all
players a bright color. We can accomplish this by hooking the game’s graphics library
and modifying its code to make all player models render with a bright color instead of
a texture.

5.4.3 Understand

When entities are rendered to the screen, they are just filled polygons. To make these
entities have visuals (such as eyes, camouflage, or hair), textures have to be applied to
the polygons. These textures are specially formatted images, which wrap around the
entity when applied to it. For example, the oil barrel texture from Urban Terror looks
like:
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When this is applied to the circular barrel model, it wraps around it. This is how 2D
textures are applied to 3D models.

To create a chams hack, we will modify this rendering flow. After the polygons have
been rendered, we will disable textures in OpenGL. When textures are disabled,
OpenGL will fall back to using the lighting (or color) array specified by the game. If we
disable that as well, OpenGL will fall back to using whatever color was last specified by
a call to glColor. If we set our own color and then render the entity, we can make the
entity appear as a bright solid color, such as red.

5.4.4 Texture Function Pointers

To make our development easier, we will build off the OpenGL wallhack we created in
the previous chapter. For that, we created function pointers for two functions related to
depth testing: glDepthFunc and glDepthRange. To disable and enable textures, we
will need to create function pointers to four additional functions:

+ glEnable

« glDisable

+ glEnableClientState
» glDisableClientState

We plan to use glEnable and glDisable to enable and disable GL_COLOR_MATERIAL.
In addition, we will need to call glEnableClientState and glDisableClientState to
enable and disable GL_COLOR_ARRAY and GL_TEXTURE_COORD_ARRAY. We will
enable and disable all these elements to ensure that OpenGL falls back to a mode
where we can set the color.

To set the color after we have done those steps, we will also need to create a function
pointer to glColor. glColor has many forms that allow you to pass in different type of
parameters. Any of these functions will work, but for our hack, we will use glColor4f,
the version of glColor that takes 4 floats (values that allow decimals): one for red,
green, blue, and alpha. The alpha float is responsible for controlling the opacity of the
color.

We can declare these function pointers right below the pointers for glDepthFunc and
glDepthRange:

void(__stdcall* glColor4f)(float, float, float, float) = NULL;
void(__stdcall* glEnable)(unsigned int) = NULL;

218




void(__stdcall* glDisable)(unsigned int) = NULL;
void(__stdcall* glEnableClientState)(unsigned int) = NULL;
void(__stdcall* glDisableClientState)(unsigned int) = NULL;

glColordf = (void(__stdcall*)(float, float, float,
float))GetProcAddress(openGLHandle, "glColor4f");

glEnable = (void(__stdcall*)(unsigned int))GetProcAddress(openGLHandle,
"glEnable");

glDisable = (void(__stdcall*)(unsigned int))GetProcAddress(openGLHandle,
"glDisable™);

glEnableClientState = (void(__stdcall*)(unsigned
int))GetProcAddress(openGLHandle, "glEnableClientState");
glDisable(ClientState = (void(__stdcall*)(unsigned
int))GetProcAddress(openGLHandle, “glDisableClientState");

5.4.5 glDrawElements Code Cave

In our code cave, we already have the logic built out to display models through walls if
they have a count greater than 500. We will expand on this code to also color them.
First, we will disable GL_COLOR_ARRAY and GL_TEXTURE_COORD_ARRAY. The
game uses these client states to let OpenGL know that the game wants to map
textures and color arrays (for lighting) to polygons. To apply a static color to a model,
we need to tell OpenGL that we are not using these features. Since these are
considered client states, we will use glDisableClientState to disable them. We can get
their values from gl.h:

if (count > 500) {

(*glDisableClientState)(0x8078);
(*glDisableClientState)(0x8076);

Next, we will enable GL_COLOR_MATERIAL and set our color to red. glColor4f takes
a value between 0 and 1 for all values. If we want a red color, we will set the red value
to 1 and the alpha to 1. However, if we leave green and blue at O, our ending red color
will be dark and muted. To make it vibrant, we will set these values to 0.6. Adding an f
on the end of a number in C++ will cause the number to be interpreted as a float:

(*glEnable)(@x0B57);
(*glColor4af)(l.0f, @0.6f, 0.6f, 1.01);

219



https://www.khronos.org/registry/OpenGL/api/GLES/1.0/gl.h

Finally, just like with our wallhack, we will disable this coloring when the model's count
is less than 500. To do this, we will enable GL_COLOR_ARRAY and
GL_TEXTURE_COORD_ARRAY and then disable GL_COLOR_MATERIAL. Finally, we
will make another call to glColor, this time setting the color to a pure white. This is not
strictly necessary for Urban Terror, but for some games, this will prevent the colors of
effects from getting corrupted if they use the previously set color:

(*glEnableClientState)(0x8078);
(*glEnableClientState)(0x8076);
(*glDisable)(0x@B57);
(*glColor4f)(l.0f, 1.0f, 1.0f, 1.0f);

With this done, you can inject the DLL into the game, and you will see all the models
appearing through walls with a bright red color:

The full source code for this hack is available in Appendix A.
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5.5 Triggerbot

5.5.1 Target

Our target for this chapter will be the game Assault Cube 1.2.0.2, since it has an easy
way to create bots and disable their movement. However, this same technique will
work on any FPS that displays a player's name when you hover over a player.

5.5.2 |dentify

Our goal in this chapter is to create a triggerbot, a type of hack that automatically fires
whenever we look at another player.

5.5.3 DLL Injection

While the following chapters can be done using the Applnit technique discussed in
previous chapters, using a DLL injector will vastly speed up development time. From
this point on, the rest of the book will assume that you are using an injector. Creating a
DLL injector is discussed in Chapter 7.1. General-purpose DLL injectors can also be
found online.

5.5.4 Understand

To write a triggerbot, we need to calculate where our player is looking and identify if
we are looking at another player. Luckily for us, most games already have this
functionality in their code to display a nametag when you hover over a player or
change the crosshair to a different color. Assault Cube displays a nametag, as seen in
the bottom left-hand corner:
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If we locate the code responsible for displaying this text, we can hook it and write
custom code to send a mouse press.

5.5.5 Locating Code

The method for locating the responsible code will depend on how the game reacts to
hovering over a player. In general, games will react in two different ways:

1. The crosshair will change, either in size or color.
2. The player's name we are looking at will be displayed somewhere on the screen.

In games with the first reaction, we will have to search for one value while not looking

at a player and then filter for a different value while looking at a player. After enough
filtering, a value will remain that will generally be 0 when not looking at a player, and 1
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(or a value linked to the player's location in the entity list) when looking at a player. You
can then set a breakpoint on this memory address and see what code writes to it.

Other games, like Assault Cube, will display a string that represents the player's name.
In these cases, we can locate a player's name in memory and then set a breakpoint on
access on the name. When we hover over the player, this breakpoint should pop at the
code responsible for determining if we are looking at a player.

First, make sure the nametags option is enabled in the HUD settings. Then, start a new
single-player deathmatch game with 8 bots. When the game starts, hit the “~" key to
open the console and run the command idlebots 1. This command will disable bots
from moving and shooting, making it easier to search for the information we want. In
games that do not have a way to disable bot movement, you can use Cheat Engine's
Enable Speedhack feature to slow down the game and allow you to search easier:
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With the game started, find a particular bot and note its name down. Search in Cheat
Engine for this name, which should return about 10 results:

Found: 7
Aldress Valu= Prev_ous
ac client.exel FRT/H Staropramen
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Staropramen

Next, look away from the bot so that its nametag is no longer displayed. For each
address identified, use Cheat Engine's Find out what accesses this address option,

which will attach a debugger to the process to determine what code is touching the

memory:
Address Valie revious New Scan Next Scan
Ac_clisntiexetlOlC < Add selected addiesses to the addresslist
EFSS Y
R . Change valuz of selected addresses Ctr+E
OAFCERB)?
03077275 " Change valus of selected addreswes back to praviousisaved value Ctrl+Alt+E
0308DS12 M Browse this memory region Ctri+B
0309732& | Disassemble this MEMory region Ctl+D
X Remacve selected address Ctri+Del
() Copyselected addresses CtrsC
" Show previous value column
&4 Find out what accesses this address Ctrl4F5
INd ou' Wil T Ctrl+F6
Prefesences
Hexadecima
® Defadlt
an

Undo S

ode
F-1
ase

rmar

224



For each address, look at the bot again so that the nametag displays. We are looking
for an address which has a ton of accesses only when looking at the bot. After going
through several of the addresses, you should find one that is always accessed only

when looking at a bot:
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With this code found, we can close Cheat Engine and start working on reversing the

responsible code.

5.5.6 Locating Code Cave

Open up x64dbg and attach it to Assault Cube. In Assault Cube, make sure that the
nametag is still displaying. Navigate to the address we found in Cheat Engine and
place a breakpoint on the code. It should pop immediately:
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You will notice that we are inside a loop that is loading the player's name into a buffer.
We see that this loop is only entered if the je at @x@040ADA6 does not jump. The
condition for this jump is the test edi, edi instruction. Testing a register against itself
compares its value to 0. From this, we can assume that the nametag is only displayed if
edi is not 0. We can confirm this behavior by setting a breakpoint on the test edi, edi
instruction. When looking at a player, edi will have a value:

However, if we are not looking at a player, edi will hold the value O:
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Looking at the call above, we can see that edi gets its value from eax, which is the
return value from the call:

Since this call is 5 bytes, we will overwrite this call with a code cave to our own code.

5.5.7 Writing Code Cave

The logic for our code cave will be simple. First, we will execute the call we hooked.
Then, we will read the value of eax into a variable. After that, we will read the value of
the variable. If we are looking at a player, we will use the SendInput API to send a left
mouse down event to the game. Otherwise, we will send a left mouse up event to the
game. We need to use this approach since SendInput sets a key's state permanently. If
we do not send a left mouse up event, the mouse button will act as if it is held down.

Like we discussed above, we will hook the call at @2x@04@AD9D. We will do this in an
identical manner to previous chapters:
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unsigned char* hook_location = (unsigned char*)0x0040AD9D;

VirtualProtect((void*)hook_location, 5, PAGE_EXECUTE_READWRITE,
&old_protect);

*hook_location = OxE9;

*(DWORD*)(hook_location + 1) = (DWORD)&codecave - ((DWORD)hook_location + 5);

In our code cave, we will first start by calling the method that we overwrote and then
moving its return value (eax) into a variable that we declare:

DWORD ori_call_address = 0x4607C0;
DWORD edi_value = 0;

__declspec(naked) void codecave() {
__asm {
call ori_call_address
pushad
mov edi_value, eax

Next, we will check the value of our edi_value variable to determine if we should send
a left mouse down or mouse up event:

if (edi_value '= 0) {
//looking at player

}
else {

//not looking at player
}

SendInput takes an array of input events, which allows you to send multiple events.
This can be useful if we want to do multiple actions at once, such as firing and then
reloading. In this chapter, we will only send one input, which is the mouse down or
mouse up event:

INPUT input = { 0 };

if (edi_value '= @) {
input.type = INPUT_MOUSE;
input.mi.dwFlags = MOUSEEVENTF_LEFTDOWN;
SendInput(l, &input, sizeof(INPUT));
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ks

else {
input.type = INPUT_MOUSE;
input.mi.dwFlags = MOUSEEVENTF_LEFTUP;
SendInput(l, &input, sizeof(INPUT));

Just like in previous chapters, we want to restore the registers and jump back to the
original code:

DWORD ori_jump_address = 0xQ04QADAZ2;
_asm {

popad

jmp ori_jump_address

If you are using the DLL injector from Chapter 7.1, we can make some small
modifications to use it for this target:

const char *dll_path = "C:\\Users\\IEUser\\source\\repos\\triggerbot\\Debug\
\triggerbot.dll";

if (strcmp((const char*)pe32.szExeFile, (const char*)L"ac_client.exe") == 0)

{

With those changes, we can inject the DLL into Assault Cube and hover over a player.
When we pass over a player, we will automatically fire.

The full code for this chapter is available in Appendix A.
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5.6 Aimbot

5.6.1 larget

Our target for this chapter will be Assault Cube 1.2.0.2.

5.6.2 |dentify

Our goal in this chapter is to create an aimbot, a type of hack that automatically aims at
other players.

5.6.3 Understand

The core fundamentals of an aimbot rely on trigonometry. Take the following scene
from our target game, Assault Cube:
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Focusing on just our in-game player and the enemy, this scene can be mapped onto a
3D graph that looks like:

To simplify, we can convert this into a 2D graph by fixing our perspective and
eliminating one of the axes. By choosing a top-down perspective, we can eliminate the
Z axis. The resulting graph would look like:
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Every first-person or third-person shooter allows the player to look left and right to aim.
For example, in our first screenshot, our player is looking straight ahead. On our 2D
graph, this would look like:

If we are looking at an enemy, like so:
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Then our graph would change to look like:

Games represent this left and right value as an angle. They can represent this angle in
multiple ways, such as a vector, a radian, or a degree. However, for our current
example, we will assume the view angle is represented in degrees. To create an
aimbot, we need to find a way to calculate this angle for an enemy. We can do this by
first creating a right triangle using our player's position and the enemy's position:

If we knew the value of 8, we could use the tangent operation to determine the ratio
between the opposite (7 above) and adjacent (5 above) sides. In our case, we have the
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opposite and adjacent sides and want to determine 0. To do this, we can calculate the
inverse tangent or arctangent. The arctangent will then represent the angle we need to
set our player's aim to aim at an enemy.

However, this will only correctly aim to the left and right. To aim up and down, we will
need to do a similar operation for the Y and Z axes.

Before we can do any of this, though, we will need to locate where the game stores
enemies. Then, we will need to locate where the game stores our player. Finally, we will
need to reverse the player structure to locate the X, Y, and Z members in the structure,
as well as the view angle members.

5.6.4 Locating Enemies

To locate enemies in the game, first create a game with 8 bots and set them to idle.
Typically, games will store enemies in a list and hold a static location to this list. In the
previous chapter, we found the game code responsible for displaying a player's name
when you hovered over that player. To do this, the game must have code inside that
function that iterates over the enemies in the game and retrieves their names. This was
the code we located in the last chapter:
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When reversing this code, we determined that the call to 9x4607c0@ at 0x40ad9d was
responsible for loading the current player looked at into eax. If we step into this call,
we can see that a call at the end is responsible for getting this value:

Stepping into this call, we can see that it is rather long with many loops and
conditionals. As we step through the code, you will notice the following line:
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From this, we can determine two things. The first is that [0x50f500] will hold the
current number of players in the game. We will need this value later when we are
iterating through all the players to aim at them. The second is that eax is being
compared to this value, with a jmp below that executes if eax is less than this value.
This means that we are most likely in code responsible for looping through all the
active players. A few lines below, you will notice the following code:

:l’]Hl.ll'l-‘ orr
* oder [eax], esi
I l"ll\l'l'.'l" ptrre da: [S0CS5007
m duord plr sx- ey
ienl A6078%
:l’]Hl.ll'l.‘ orr
,dmword our

>1,es

2GS

This code is loading a static memory address into ecx and then retrieving a new
address based on that address's value combined with an offset from eax. This new
value is then loaded into esi. The first time this loop occurs, the value of esi is O:
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However, if we continue and execute the loop again, esi holds a different value:

If we examine esi's value in the dump, we can see that it is always near an address that
holds a player's name:

This is most likely the enemy player's structure in memory, as one of the values that will
be held in this structure is the player's name. For now, we have identified that the list of
enemies is held at [0x50f4f8], with each enemy being at [[0x50f4f8] + 4,8,C...]. Once

we find our player's structure, we will reverse exactly how the player structure is laid out

in memory.
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5.6.5 Locating Our Player

Next, we need to locate where our own player is stored in memory. Since we can never
look at ourselves, we need to find our player in a different manner. Many games have a
way to print your current position and view angle to the screen. In Assault Cube, this
can be done with dbgpos 1. When turned on with showstats 1, the output looks like:

If your target does not have this feature, you will instead have to search for unknown
values and then filter while carefully moving your mouse or player in a single direction.
In Assault Cube, it looks like our view angle is represented by yaw (left and right) and
pitch (up and down), with both values in degrees. We will need to keep this model in
mind for later. For now, we know that our player structure will have to contain these
values. In Cheat Engine, we can search for our yaw in memory and then see what
accesses the address:
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The fstp instruction copies a floating point number into the address specified. In this
case, that address is based on ecx. If we examine this instruction in x64dbg and then

view several lines above, we can find where ecx is being set:
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If we examine the memory pointed to by [0x509b74], we see a structure identical to
what we observed with enemies, with our player's name appearing near this address:




This most likely represents our player's structure. Since we have more control over the
values in this structure, we can begin reversing it.

5.6.6 Reversing Player Structure

We know that the game must store data about each player in memory. This data will
generally be in a continuous section of memory. In C or C++, this would be
represented as a structure or a class. For example, a game might define the Player
structure like:

struct Player {
float x;
float y;
float z;
float yaw;
float pitch;
char model_texture_path[1287;
char name[128];
bool alive;

When viewed in x64dbg, this structure will appear as a long section of memory since
data has no concept of its type. To identify this data, we will need to reverse the
structure. x64dbg allows you to modify the data representation in the dump. The
default view is hex with ASCII representation. We will start by trying to find the values
for our position, which is represented by three float values. We can right-click and
choose Float to have the dump data displayed in this format:
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Upon doing so, several values should jump out immediately, which represent our X, Y,
and Z:

Similarly, our yaw and pitch are easily observable as well:
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5.6.7 Changing our View Angle

At this point, we have all the offsets we need to start creating our aimbot. The first step
is making a DLL that will continuously spin our player in a circle. We want to start with
this to ensure that we have correctly located our player and reversed the player
structure correctly. Like we have done previously, we will start by creating a thread that
will run inside the game's process:

#include <Windows.h>

void injected_thread() {
while (true) {
//aimbot code
Sleep(l);

}

BOOL WINAPI D11Main(HINSTANCE hinstDLL, DWORD fdwReason, LPVOID 1pvReserved)
{
if (fdwReason == DLL_PROCESS_ATTACH) {
CreateThread(NULL, @, (LPTHREAD_START_ROUTINE)injected_thread,
NULL, @, NULL);
ks

return true;

We have covered this code several times in previous chapters. Next, we need to define
our Player structure above our injected_thread function:
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struct Player {

}

From our work before, we know that our X, Y, and Z members are at the base+4,
base+8, and base+C, respectively. We don't know what the first 4 bytes represent, but
we luckily don't need to. Instead, we can create a placeholder member that is an array
of characters. We choose characters since they are 1 byte long. We can then create
float members for our X, Y, and Z values:

struct Player {
char unknownl[4];
float x;
float y;
float z;

Next, we need to add in our yaw and pitch members. If we look at the memory, we see
that Z ends at @xc3a230@ and yaw begins at @xc3a260. Like the placeholder above, we
will use a char member to add @x30@ bytes of padding before adding our yaw and
pitch:

struct Player {
char unknownl[4];
float x;
float y;
float z;
char unknown2[0x30];
float yaw;
float pitch;

We will then create a pointer from this structure that we will use to map the game's
memory into later:

Player *player = NULL
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With our structure created, we can now map the game's memory of the player to our
structure. First, we will create a pointer to @x509b74 in our while loop, since this
represents the base address of our player:

DWORD *player_offset = (DWORD*)(@x509B74);

Next, we will dereference this pointer to get the value of the player's base address. We
will then map the dereferenced address to our Player structure pointer. This will store
the values we observed in the dump into this structure so that we can reference them
in our code.

player = (Player*)(*player_offset);

Finally, we will increase the yaw member in a loop to cause our player to spin in a
circle:

player->yaw++;

From here, we can build and inject this DLL. Our player will now spin around in a circle,
showing that we have correctly reversed the player structure.

5.6.8 Aiming Left and Right

With all of this in place, we can create the first version of our aimbot. This version will
aim left and right at a single opponent. When testing this out, make sure to create a
two-player game, with you and a single bot. This will let you nail down the math.

First, we will use the same approach as before to map the first enemy into a Player
structure. When reversing the code, we identified that the first enemy was at +4:

DWORD* enemy_list = (DWORD*)(@x50F4F8);
DWORD* enemy_offset = (DWORD*)(*enemy_list + 4);
Player* enemy = (Player*)(*enemy_offset);

One issue with our previous code was that we would crash if we were not in a game.
That's because we were accessing memory that wasn't valid. To prevent this, we will
check to make sure both of our pointers are valid before continuing:
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if (player != NULL && enemy != NULL) {

At the beginning of this chapter, we had the following graph:

In this graph, we knew the opposite and adjacent distances based on the enemy's
position. However, as we have seen when reversing, our position is never (0, 0).
Instead, the graph would look more like:

opposite

(30, 20) adjacent
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If we attempt to use the enemy's position, our calculations will be incorrect. Instead, we
need to determine these values by subtracting the enemy's position from the player's
position. This will give us values that will act as if the player is always at (0, 0), or the
absolute position (abspos) between our player and the enemy:

enemy->x - player->x;
enemy->y - player->y;

float abspos_x
float abspos_y

Next, we can calculate the arctangent using the atan2f function. We use this function
as opposed to atanf, as it takes care of the case in which abspos_y is less than 0. Since
the inverse tangent is an unsigned operation (i.e., it doesn't have a concept of positive
or negative), our aimbot would aim in the opposite direction if the enemy was directly
behind us. We could manually check for this by checking abspos_y, but atan2f takes
care of this calculation for us:

#include <math.h>

float azimuth_xy = atan2f(abspos_y, abspos_x);

The atan2f function produces a radian value. When reversing, we saw that the game
represents our yaw as a degree value. To convert the radian to a degree value, we can
multiply the radian by (180 / n):

#define M_PI 3.14159265358979323846

float yaw = (float)(azimuth_xy * (180.0 / M_PI));

Finally, we can set our player's yaw to this value:

player->yaw = yaw;

If you inject this code into the game, you will notice that you aim close to the player,
but always a consistent amount of pixels to the left or right, depending on where you
are standing. This is because in our graphing model, we assumed that 0° was facing
straight ahead. However, if you join a game without the hack, you will notice your
player's starting yaw is 90°. To compensate for this, we can simply add 90 to our
calculated yaw:
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player->yaw = yaw + 90;

With this change, we can run around the map and constantly stay locked on a player.
However, if we jump up and down or go up an incline, we will be aiming above or
below the enemy. Our next step is to set our pitch (or up and down) value correctly.

5.6.9 Aiming Up and Down

When we first approached this problem, we quickly set our perspective as top-down to
eliminate the Z axis. To calculate our up and down angle, we will now fix our
perspective as right-left (i.e., on the right of the player, looking directly at the player's
right side). The most important thing to note in our new graph below is the different
axis values:

We can use a similar approach to the left and right angle to calculate the up and down
angle. First, we will get the absolute distance:

float abspos_z = enemy->z - player->z;

Then, like before, we will calculate the inverse tangent. Unlike the yaw, our initial pitch
starts at 0, so we don't need to add any value to it:

248




float azimuth_z = atan2f(abspos_z, abspos_y);
player->pitch = (float)(azimuth_z * (180.0 / M_PI));

If you inject this code, it will appear to initially work. However, when you get within
arm's distance of an enemy, your player will suddenly look straight up or straight down.
This is due to the game having very limited Z values. For example, most maps in the
game have Z values between 0 and 6. When the value of Y gets too small, the resulting
equation ends up being skewed. Imagine the case where the difference in Z values was
3 but the Y value difference was 1, or arctan(3 / 1). This resolves to 75°, which is
effectively straight up in the air when it comes to pitch.

To account for this behavior, we will look at the value of Y and ensure that it is
reasonably large. If it's not, we will use X. This is not perfect, but it will help alleviate
some of the issues. We will also ensure that the value is positive, regardless:

if (abspos_y < @) {
abspos_y *= -1;
ks
if (abspos_y < 5) {
if (abspos_x < @) {
abspos_x *= -1;
}

abspos_y = abspos_x;

Now you will notice that you can run up directly to the enemy and your aim will not
jump in the air. Our aimbot is now working for a single enemy.

5.6.10 Multiple Enemies

With this foundation down, we can modify our aimbot to work with multiple enemies.
To do this, we will change the code to iterate through the enemy list, pick an enemy to
aim at, and set our yaw and pitch to aim at them. To pick the enemy, we will choose to
always select the enemy closest to us. This will not always be the best case. For
example, if one enemy is down a hall and one enemy is behind a wall next to us, our
aimbot will always pick the enemy behind the wall. However, for the purpose of this
chapter, this method is the easiest to implement.

To find the enemy closest to us, we will calculate the Euclidean distance between our
player and the enemy. The lower the value, the closer the enemy is to us:
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float euclidean_distance(float x, float y) {
return sqrtf((x * x) + (y * y));
ks

Since we need to iterate over a list of enemies, we will create a variable to hold the
closest enemy distance, as well as their associated yaw and pitch values:

while (true) {
DWORD* player_offset = (DWORD*)(@x509B74);
player = (Player*)(*player_offset);

float closest_player = -1.0f;
float closest_yaw = 0.0f;
float closest_pitch = 0.0f;

At the beginning of this chapter, we determined the address that held the current
number of players in the game. We can finally use that value now:

int* current_players = (int*)(@x50F500);

We can now iterate over all the enemies in the game. Unlike before, where we always
added 4, we will now add the current loop index multiplied by 4, identically to how the
game did it

for (int 1 = @; i < *current_players; i++) {
DWORD* enemy_list = (DWORD*)(@x50F4F8);
DWORD* enemy_offset = (DWORD*)(*enemy_list + (i*4));
Player* enemy = (Player*)(*enemy_offset);

We can then calculate the absolute positions like we did before. However, before
calculating the yaw or pitch, we will calculate the distance from our player to the enemy
and ensure that they are the closest enemy. If they are, we will then set the
closest_player value to their distance for future checks:

float temp_distance = euclidean_distance(abspos_x, abspos_y);
if (closest_player == -1.0f || temp_distance < closest_player) {
closest_player = temp_distance;
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Next, instead of directly setting the player's yaw and pitch, we will store these in our
variables. Once we have iterated over all the enemies, we will set the player's yaw and
pitch. This ensures that we aren't constantly flickering through multiple enemies:

closest_yaw = yaw + 90;

closest_pitch = (float)(azimuth_z * (180.0 / M_PI));

player->yaw = closest_yaw;

player->pitch = closest_pitch;

Sleep(l);

We now have a working aimbot that will iterate through multiple enemies and aim at
the closest one correctly in the X and Y axis.

Finally, we can add a check to see if the enemy is alive, to ensure that we instantly
switch from a target when we shoot them. This value can be found by observing the
player structure for values that change when you are alive or dead. After killing yourself
several times, you will notice that one value is set to O when you are alive and 1 when
you are dead:
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We can add this to our player structure, ensuring that we correctly offset it:

float yaw;

float pitch;

char unknown3[0x2fQ];
int dead;

+s

We can then check this value in our initial check to ensure that the player and enemy
are valid:

if (player != NULL &% enemy != NULL && !enemy->dead) {

The full code is available in Appendix A for comparison.
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5.7 No Recoil

5.7.1 Target

Our target for this chapter will be Assault Cube 1.2.0.2.

5.7.2 ldentify

Our goal in this chapter is to create a no recoil hack, a type of hack that eliminates
recoil when firing. Recoil is defined as the automatic upward motion of your player's
view when firing a weapon.

5.7.3 Understand

When firing a weapon in an FPS, different effects are applied by most games:

*  Recoil (up and down movement)
e Spread (crosshair widening, random distribution of shots)
e Pushback (player pushed in the opposite direction they are firing)

Our focus in this chapter is to remove recoil only.

In most games, these effects are applied consecutively after each shot is fired. Recoil
generally works by increasing the player's up and down view angle by adding a certain
value to it. Because view angles are usually floating point numbers, this operation will
typically take the following assembled form:

fld recoil_amount ; load recoil amount into st(@)
fadd st(@), players_y_view_angle ; add recoil_amount to view angle
fstp players_y_view_angle, st(@) ; store result in view angle

Unlike integers, float values must be pushed on a special register stack to be operated
on known as the FPU stack. However, like normal instructions, if this code is nop’d out,
recoil will not be applied to the player.
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When firing a weapon, games execute several functions, including playing a sound,
displaying a firing animation, and decreasing the player's ammo. These functions are
often located near the function that applies recoil to the player's view. We can use
these functions to help locate the recoil code. We have multiple approaches that we
can use to locate this code. In this chapter, we will use the code responsible for
decreasing the player's ammo, as this value is easy to search for.

5.7.4 Locating Firing Function

Start a game of Assault Cube and use Cheat Engine to locate your current ammo
count, using the same approach discussed in Chapter 1.5. Once that is identified,
attach x64dbg to Assault Cube and set a hardware breakpoint on write on the
identified address. When you go back to Assault Cube and fire, the breakpoint should
pop at the following location:

We can see that this code is responsible for decreasing the ammo count. If we step out
of this code using execute until return/step, we see that the calling location is here:
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Next, let's determine our context in the code. We want to determine if we are in the
code responsible only for setting the ammo count or if we are in the general firing
code. We can do this by setting a breakpoint on the call edx instruction. After that, we
can see that this code is called constantly, whether we are firing or not. This means that
we are too high-level and we will need to dig into this function.

If we step into the call after the breakpoint is triggered, we can see that the function
has several branches:

ds pT
¢ daard prre

If we step through the code, we can see that the jmp at @x46363A is not taken if we are
not firing:

If we change this to a jmp and go back in the game, we will notice that our player now
fires constantly, even if we are holding down the mouse button. This jmp appears to be
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responsible for checking if the player is firing. If we follow this jmp, we can see that it
jumps past a return statement and to the following instruction:

3 s

When we set a breakpoint on this instruction, we see that this code is only called when
we are actively firing.

5.7.5 Locating Recoil

We have now found the beginning of the weapon firing code. We could also see that
one of the final instructions in the weapon firing code is responsible for decreasing the
ammo. Therefore, somewhere between these two instructions is the code responsible
for adding recoil.

While we could step through this code to identify the instruction, we can use a quicker
approach. We know that the recoil instruction must modify the player's yaw value. After
we hit our breakpoint on our weapon firing, if we then set a breakpoint on the yaw
value, we can continue execution and wait for the breakpoint to pop. This prevents us
from stepping through a large amount of code.

It's important that we only set the breakpoint on the yaw value after the firing code is
started. Assault Cube, like many other games, constantly writes to the yaw value. If we
just set a breakpoint on it without being in the firing code, we will end up in another
section of code.
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We can locate the address of the yaw value using the same approach discussed in the
previous chapter or by searching for it in Cheat Engine. After that, set a breakpoint on
the start of the firing code at @x46366C. Then, fire a single shot so the breakpoint pops.
When it does, set a breakpoint on write on the address of the yaw value. Continue
execution and the write breakpoint should pop at the following code:

JOTTEL TN 7SR & P N 5

(e 3TuAal Pty

We can see that this code matches the pattern we expected. In this particular code,
dword ptr ds:[ebx+0x44] is responsible for holding the player's yaw value. The recail
value is held on the top of the FPU stack, which is pointed to by stO0.

The operation to calculate recoil appears to be composed of several instructions. While
we could investigate the exact way in which the recoil is set, we can skip that process
to make a no recoil hack and simply prevent the recoil value from being placed in the
player's yaw value.

The fstp instruction is responsible for popping the top value off the FPU stack into the
provided address. Since we do not want to corrupt the stack, we do not want to nop
this instruction, as the stack would then have an extra value on it. Instead, we will just

257



pop the value off the top of the stack into st0. Since st0 is then set in the next
instruction, this will result in the value effectively disappearing:

TC0) ,eard prr s [enndl ]

With this change made, you will notice that you no longer have any recoil in the game.

5.7.6 Changing Recaoil

Finally, we can write a DLL to make this change automatically. Since this hack only
requires us to change bytes at an instruction, we can use the same template we
covered in Chapter 4.2. For this hack, we will change the code for editing the bytes at
@x45BAAD to the identical values we observed in x64dbg:

#include <Windows.h>
unsigned char new_bytes[3] = { 0xDD, ©0xD8, 0x90 };

BOOL WINAPI D11Main(HINSTANCE hinstDLL, DWORD fdwReason, LPVOID 1pvReserved)

{
DWORD old_protect;

unsigned char* hook_location = (unsigned char*)@x45BAAD;

if (fdwReason == DLL_PROCESS_ATTACH) {
VirtualProtect((void*)hook_location, 3, PAGE_EXECUTE_READWRITE,
&old_protect);
for (int i = 0; i < sizeof(new_bytes); i++) {
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*(hook_location + i) = new_bytes[i];

}

return true;

The code for this hack is also available in Appendix A.
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5.8 Radar Hack

5.8.1 larget

Our target for this chapter will be Assault Cube 1.2.0.2.

5.8.2 |dentify

Our goal in this chapter is to create a radar hack, a type of hack that displays both
enemies and friendly players on the radar.
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5.8.3 Understand

Many FPS games have a radar that will display an icon for each player on top of a
scaled-down version of the current map. When playing in a game with teams, these
radars will only show the players on the same team as the active player. In Chapter 5.6,
we discovered the location of the list of players in the game. The code for most games
will iterate over this list when drawing a player’s icon on the radar, in a similar manner
to the following block:

void draw_radar() {
for(int i = 0; i < max_players; i++) {
if(player_list[i]->team == current_player->team) {
//draw on radar

}

If we locate this code, we can change the if conditional to always draw the player on
the radar regardless of the team. To locate the code, we will first need to identify the
team member in our player structure. Then, we can set a breakpoint on access to
identify where this member is accessed in code.

5.8.4 Locate Player's Team

We can use two approaches to locate the player's team in the player structure:

1. Use Cheat Engine and search for an Unknown initial value. Then, alternate
between teams and search for Changed value.

2. Use x64dbg and locate the player's structure in a dump. Then, alternate
between teams and search for a member that changes.

We have covered both of these approaches in past chapters. Using the techniques
discussed previously, you should be able to identify a member that alternates between
0 and 1 depending on your team. This member is relatively close to the member we
identified previously that held whether the player was alive or not.
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5.8.5 Locate Radar Function

We know that the radar function must access the player's team. Therefore, we can
place a breakpoint on access on the team member we just identified. Immediately, the
breakpoint should pop. However, if you continue execution several times, you should
see that the breakpoint pops in completely different sections of code. This is most
likely because several sections of code access this member. Our next step is identifying
the section of code responsible for drawing the radar.

We can assume a few things about the code we are looking for, based on the pseudo
code we described above:

1. It will have a ecmp (or test) instruction followed by a conditional jump (je, jne, jg,
etc.).

2. It will either call a function or have a fair amount of code, due to the many
operations involved.

3. It will most likely make use of the floating point operations (fld, fstp) to position
the icon on the radar.

We can use these features to help figure out which location we care about in the code.

Because we are interrupting program execution, the breakpoints will not pop in a
consistent manner. In this chapter, we will examine each piece of code in the order they
were encountered when writing the chapter. In your environment, the order of pops will
most likely be different.

The first pop occurs at the following code:

RLCAKEAEE IR97 20030000
183z, 75 10

STCECEE

This initially looks like it checks off several of the conditions we care about. However, if
we nop the jne instruction at @x415322, we notice that there is no change in the game.
If you explore the call at @x415326, you should see the following code:
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From this string constant, we can assume that this code has something to do with
drawing the voice chat (or communication) symbols on the radar. Now we will continue
on to the next location:

jon

0SE 82200000 CO

1 ACSESQOD e yOr s client, 004097 25
19 rc_rclicep deord ptr ds:
NECY ronv ooy . eanov etx.dword ptr

SIIs OO SJOn S
' "o

For our immediate reversing purpose, testing a register against itself is the same as
comparing the register to 0. Here, we see that the code executes a branch if the
player's team is set to O, or the CLA team. The radar drawing operation should execute
according to the value stored in the player's structure, not a static value. Now we can
move on to the next location:

wcx dnord ptr ds
v, Unord pLr

74 03 Tt

DSOS 64E24E00 Md s1(0) ,daor

Examining this code, we see that it is doing an operation similar to the previous code.
After loading in the value of the player's team to ecx, the code compares this value to
1, or the RSVF team with the test cl, 1 instruction. The same logic applies here as it
does in the paragraph above, so let's examine the next location:

263



X C'.‘VJI"j. C’.I‘A
ward nrr s

4 prr 55|
an¥ award pTr
. tward ple

word ot
o

Like our first location, this looks like a promising candidate. The emp instruction at the
top compares our current player's team against eax, which appears to be loading the
same team offset from another data structure, potentially another player. We also see
several floating point operations that may be responsible for placing the icon on the
radar. Let's see what happens if we nop out the jne instruction:

. 3936 2¢€0300CC ¢ dword ptr
COL09FB3 Y

COZ09F-84

CO<09FB5

C0409FB5

C0409rB7
CO/09FBB

If you go back into Assault Cube, you should notice that you can now see every player
on the radar, including the ones that are not on your team. We have found our
responsible radar code.

5.8.6 Changing the Code

Since this hack only requires us to write bytes to a memory address, we can use the
same technique as discussed in Chapter 5.7:

#include <Windows.h>

unsigned char new_bytes[3] = { 0x90, 0x90, 0x90, 0x90, 0x90 },;

264




BOOL WINAPI D11Main(HINSTANCE hinstDLL, DWORD fdwReason, LPVOID 1pvReserved)
{

DWORD old_protect;

unsigned char* hook_location = (unsigned char*)@x409FB3;

if (fdwReason == DLL_PROCESS_ATTACH) {
VirtualProtect((void*)hook_location, 5, PAGE_EXECUTE_READWRITE,
&old_protect);
for (int i = 0; i < sizeof(new_bytes); i++) {
*Chook_location + i) = new_bytes[i];
ks
}

return true;
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5.9 ESP

5.9.1 Target

Our target for this chapter will be Assault Cube 1.2.0.2.

5.9.2 ldentify

Our goal in this chapter is to create an ESP hack, a type of hack that displays player
information above their heads. This information includes the player's health, name, or
current weapon in use, and it is also displayed through walls.

5.9.3 Understand

In Chapter 5.6, we created an aimbot, which worked by calculating the angle between
our player and an enemy and then setting our player's current view angle to that
calculated angle. For games where a camera is always bound to our player's view, such
as an FPS, we can use these same angles to create an ESP.

Instead of setting our player's view angle, we will use the difference in these angles to
convert the enemy's 3D location in the world to a 2D position relative to our player's
view. We will then draw text at this position.

The method discussed in this chapter has several drawbacks, but it demonstrates the
basic concepts used in an ESP. A more accurate approach is to use the game’s
viewmatrix.

5.9.4 Viewports

Take the following scene from Assault Cube:
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1ps ALy

We know from the previous chapter that the enemy we see in the scene above has a
3D position in the world represented by X, Y, and Z coordinates. However, when we are
playing Assault Cube, the game needs to display this enemy on a monitor, which is
two-dimensional. To do this, the game will choose a static view of the world, called a
viewport. In this case, the viewport is tied to the player model that we are controlling.
The game will then use this viewport to determine where 3D objects in the world
should be displayed.

A good way to visualize a viewport is to imagine a movie set. When filming a movie,
the set has actors, sound fixtures, lighting fixtures, and people and fixtures responsible
for practical effects. However, none of this extra information is shown when you watch
the movie, as the only view of this 3D world (the set) that you can access is the camera
filming a specific section. In this analogy, the camera is acting as your viewport into the
movie set's 3D world.
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By moving around in the world, we are adjusting our viewport's position. For example,
by moving to the right of the position shown in the scene above, we have the following
scene:

fps 121

We can see that the enemy has not moved, but his model is now being displayed on
the left side of our screen. This is because when we moved our player, we also moved
our viewport into this world to a different position.

5.9.5 World to Screen

Like we did when developing our aimbot, we will simplify our ESP development by first
isolating the X (or left and right) value. After we have figured out how to calculate this
value, we can add our Y (up and down value). We will also develop our hack for a single
enemy and then add support for multiple enemies.
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In this chapter, we will assume that you are running Assault Cube in a window of
1024x768. This means that our window is 1024 pixels wide and 768 pixels high.
Depending on where your viewport is in the world, the enemy will appear at certain
pixel values when the scene is rendered. For example, take the following scene where
we are looking at the enemy:

gruiiik_gruiiik :
100 = 200

In this case, the enemy is in the middle of our screen, or 1024 / 2. This means that the
enemy is at (roughly) the 512th pixel. When we move our player left, the enemy will
now appear on the far right of our screen:

269



It is hard to identify the exact pixel that the enemy is at here, but we can assume it is
roughly 1000. Likewise, if we move right, the enemy will appear on the far left of our
screen:

fps 121
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Here the enemy starts at roughly 100 pixels.

We can represent these different scenarios in a series of equations. Since the default
view has the middle of our viewport lining up to the middle of our screen, we want to
find a value S such that all these equations below will be satisfied:

512 = 512 + S
100 = 512 + S
1000 = 512 + S

There is no constant value of S that will make all these equations true. We need a way
for S to be both negative and positive and represent values from roughly -400 to O to
400. To achieve this, we can expand S out into a multiplication of two values, as shown
below:

512 = 512 + (A * F)
100 = 512 + (A * F)
1000 = 512 + (A * F)

In these equations, A will be tied to how far the enemy is from our viewport's center,
and F will be a static scaling value. If we are looking directly at the enemy, A will be O,
making our first equation true. If we are looking to the right of the enemy, (A * F) will
produce a negative value to subtract from 512. Likewise, if we are looking to the left,
(A * F) will produce a positive value to add to 512.

5.9.6 Scaling Values

Next, we need to determine the values of A and F. When writing our aimbot, we
determined our current player's yaw as well as the yaw needed to aim at an enemy. In
that case, we then set our current player's yaw to the latter yaw. However, for this hack,
we can use the difference between these values as a value for A above. The larger the
difference between these values is, the farther away the enemy is from the center of
our screen.

We can use our aimbot code to determine what these values look like in the game. In
our aimbot code, we calculated the yaw via:

float abspos_x = enemy->x - player->x;
float abspos_y = enemy->y - player->y;
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float azimuth_xy = atan2f(abspos_y, abspos_x);
float yaw = (float)(azimuth_xy * (180.0 / M_PI));
yaw += 90;

Unlike in the aimbot, where we set player->yaw = yaw, we will instead calculate the
difference between these yaws:

float yaw_dif = player->yaw - yaw;

We can use Visual Studio's built-in debugger to see what this value is. First, build your
DLL as normal. Then, open up Assault Cube, create a two-player game just like we did
in Chapter 5.6, and inject the DLL with a DLL injector. With our DLL injected, go into
Visual Studio and choose Debug -> Attach to Process:

Project Build Debug Test Analyze Tools Extensions Window Hel

Del Windows > |1

Graphics >

Auto

a_tnreaal )

\ J
] \

player off §

B - ( E aver*

enemy list #"

enemy offs
enemy = (

player != NUL

abspos

N
a

~

Start Debugging

Start Without Debugging
Performance Profiler...
Relaunch Performance Profiler
Attach to Process...

Reattach to Process

Other Debug Targets

Step Into
Step Over

F5

Ctrl+F5
Alt+F2
Shift+Alt+F2
Ctrl+Alt+P
Shift+Alt+P
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Next, choose the Assault Cube process, ac_client:
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With this done, you can set breakpoints on your DLL code in an identical manner to

how we did previously for regular executable code. If you put a breakpoint on the line
assigning yaw_dif, you can see its value in the Autos window at the bottom of Visual

Studio:
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With this set up, we can now get our yaw_dif values. Repeat the same scenarios that
we discussed above (looking at, far left, and far right) and get the corresponding
yaw_dif values for each:

Looking at enemy:
yaw_dif -0.307769775

Enemy on far left of screen:
yaw_dif 34.9015427

Enemy on far right of screen:
yaw_dif -39.5185280

Depending on where you stand in the map, your values may be different. For the sake
of this chapter, we will use the values above for our equations. Let's plug these values
into our equations as the value for A:
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Looking at enemy:
512 = 512 + (-0.307769775 * F)

Enemy on far left of screen:
<100 = 512 + (34.9015427 * F)

Enemy on far right of screen:
>950 = 512 + (-39.5185280 * F)

Since we are roughly estimating, we will round these values to the closest whole
number:

Looking at enemy:
512 =512 + (@ * F)

Enemy on far left of screen:
100 = 512 + (35 * F)

Enemy on far right of screen:
1000 = 512 + (-40 * F)

We can see that yaw_dif will satisfy our first equation regardless of the value we
choose for F. Using some basic algebra, we can solve for F using the far left and far
right equations:

Enemy on far left of screen:
F = -11.771428571

Enemy on far right of screen:
F=-12.2

Since these were approximations, we will take the loose average and choose -12 as our
value for F. Our initial equation to convert an enemy's position to a 2D screen
coordinate for the X dimension is:

screen_x = 512 + (yaw_dif * -12)

We will have to make adjustments to this equation, but it gives us a good starting
point.
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5.9.7 Locating Print Text

To continue testing our equation, we need to find a way to print text on the screen. We
talked about how to find and hook a text printing function in Chapter 3.5. We will use a
similar approach here.

We want to identify some text that looks like it can be easily displayed anywhere on the
screen. After investigating some of the documentation, we can determine that the
showspeed command text is a good candidate, as it displays in the exact middle of the
screen:

Bots are ille
thowspeed » 0

Speed: 0.00

Since this text is static, we can search for its pattern in x64dbg and find where it resides
in memory. Attach x64dbg to Assault Cube, then navigate to the Memory Map tab and
right-click. Choose Find Pattern:

276



Sy

Fevrulakle ch
Head only 1niT
inicialized dar
Regources

Rasw 1w lim = i

Leeeutak 1 cod
Read-only init
Inilialiced da

Resrace &

Fel owr in Dizaszaay bies
Fel ow e Dure
Damp Yarony w0 Ak
Cowmers

Ryl Patternr

SRTET ey

This will allow us to search all the active memory in the game for whatever pattern of

bytes we specify. In this case, we will search for the start of this text, Speed: :

-~
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The search should find a single pattern:

Address Data
004e201Cc | 53 70 65 65 64 3a 20

Double-click on it to show the address in the dump. Next, we want to see where this
memory address is referenced in code. Select the first letter and right-click. Choose
Find references:

x,dword ptr
Siod Pattern 15
14

=nd References dwere ptr
SYNS with exoression

Allocate Memaony

S0 %o

e x

lext
ecx=0
004202 "
~ [Tteger
.TexT:00408
et

AMddress

Dumrp S @ Waicn )
Disassermbly ASCIT

7T.GHOS
Al...[RVS
J layer As. .
wadigT ts. . .oack
ages/m sc/starts
craen.prg. . .USC

ny o> Speed
Lo ouU
N0 ob
[
65
b

b s ) 02

S LA 1T, -
M MO

278



This will return a single reference, or place where this address was referenced by the
code of the game:

Brea<palnts W Memory Map

Pattern: 5370656564320

Aadress Disassembly

CO40BEGC muv e ,ac_u] ienl.<g201cC

Double-click again on this reference to be brought to the code responsible for
accessing this memory:

Breakpoi s ! 3 N ' Sugt ﬁ Svnbod:

B9 1C204ed0
DEZ1

¥ A

polc24

BY DUL/DUJD

wdd asp, 10
word pL
E¥ YFEYFFFF n -
8350 3CkR25000 OO0 cmp dword okr

Quickly analyzing this code, we see that we move a text string into ecx (in this case, our
Speed: string) and then push two values on the stack before calling @x419880. We can
see one value is @x708, or 1800 decimal. If we set a breakpoint on the call, we can see
the value of eax:
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0x4B0, or 1200, and 1800 seem like reasonable X and Y values. Combined with a text
string in ecx, this function is most likely responsible for printing the Speed: text. We

can verify this behavior by modifying the push 0x708 to another value, like push
0x100:

DEC1

DIFA Fsqr

DD1C24 fstp qword ptr
68 0000 push 10C

0040BE7D 50 oush eax

83¢4 10 add esp, 10
Frl5 ADA24D00 dword ptr
> L . 3 14

Upon doing this, our Speed: text will appear near the top of the screen:

Speed: 0.00

From this, we can see that the method responsible for printing text expects Y to be
pushed first, followed by X.
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5.9.8 Print Text Code Cave

To nail down our equation, we will use a code cave that will modify the showspeed
print text call to draw our enemy text. We will hook at the first push so we can push our
desired values on the stack:

BOOL WINAPI D11Main(HINSTANCE hinstDLL, DWORD fdwReason, LPVOID 1pvReserved)
{
DWORD old_protect;
unsigned char* hook_location = (unsigned char*)0x0040BE7S8;

if (fdwReason == DLL_PROCESS_ATTACH) {
CreateThread(NULL, @, (LPTHREAD_START_ROUTINE)injected_thread,
NULL, @, NULL);

VirtualProtect((void*)hook_location, 5, PAGE_EXECUTE_READWRITE,
&old_protect);

*hook_location = OxE9;

*(DWORD*)(Chook_location + 1) = (DWORD)&codecave -
((DWORD)hook_location + 5);

*(hook_location + 5) = 0x90;

Our code cave itself will push our currently assigned X and Y values on the stack, as
well as move some generic Enemy text into ecx. After we do this, we will jump back to
the original call to have it print out our text:

DWORD ret_address = OxQ040BEYE;
const char *text = "Enemy";

DWORD x
DWORD y

0;
0

__declspec(naked) void codecave() {
__asm {
mov ecx, text
push y
push x
jmp ret_address
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We can verify that this code is working by setting our X and Y to @x10@0 in our thread,
after we calculate the yaw_dif:

X
|

= 0x100;
= 0x100;

<
|

If we go into a game and show the speed, you will see our text appearing in the upper-
left corner of the screen:

For now, we can use this to nail down our ESP. We will come back later and adjust this
approach so that we can write multiple text strings for multiple players.
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5.9.9 Refining Equation

With a text function, we can now start working on the ESP. However, we first need to
adjust our equations. When we initially modeled the screen, we assumed that center
would be 512. However, from the speed function, we saw that center was 0x4B@, or
1200. Games will often make use of a "virtual" screen that will always be an identical
size regardless of the resolution. That way, developers only have to convert the
resolution into the virtual screen size once, but they can use consistent coordinates in
the rest of the code.

In this case, it looks like the game's virtual screen is 2400x1800. We can go back to our
original equations and update them with these new numbers:

Looking at enemy:
1200 = 1200 + (@ * F)

Enemy on far left of screen:
100 = 1200 + (35 * F)

Enemy on far right of screen:
2400 = 1200 + (-40 * F)

Calculating with these new values, we will get a different value for F:

Enemy on far left of screen:
F = -31.428571429

Enemy on far right of screen:
F=-30

Since these are again approximations, we will choose a value of -30 as our value for F,
making our new equation:

screen_x = 1200 + (yaw_dif * -30)

We can implement this equation in our main thread like so:

float yaw_dif = player->yaw - yaw;
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X
I

(DWORD) (1200 + (yaw_dif * -30));
0x200;

<
Il

If you go into a game, the Enemy text will appear on the same X axis as the enemy
from certain angles, as we expect:

tme 'emiining: 1§ minutes

teh_ownerer

= 100

However, depending on what angle we are looking at, the text will appear far off to the
side:
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Just as a contrast, we can see that correct text values always have a yaw_dif value
under 180:

vas dif plaver->yaw - |

1{1282 + (yaw dif *

e 175 Chel TABS

- B X Crll Hack

Search Deptik = » Nome
zepdlllinjecte

Neme
¥ azimuth_xy
P& player
™ playsr->yaw
¥ yvaw
& yaw dif

This situation appears to occur when our player's yaw and the calculated yaw for the
enemy are between 275 and 360/0. When subtracting to get our difference, the
equations produce artificially high values that do not work with our scaling factor. For
example, if our yaw difference is 5, our text will be correctly displayed. Likewise, if our
difference is -5, the text will be displayed correctly in the opposite direction. However,
if our difference is -355, the text will be displayed incorrectly, as the equation's result
will now be 11,850, causing the text to wrap over to the other side of the screen.

Regardless of the viewport we choose, our viewport can never show more than 180
degrees of the screen. Any more would result in us seeing behind our player.
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Viewport

To fix the case of -355 that we described above, we can subtract (or add, in the case of
negative) 360:

if (yaw_dif > 180)
yoaw_dif = yaw_dif - 360;

if (yaw_dif < -180)
yoaw_dif = yaw_dif + 360;

x = (DWORD)(1200 + (yaw_dif * -30));

With this in place, our text will always correctly display, regardless of the angle.
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5.9.10 Up and Down

To calculate the Y dimension for our aimbot, we had the following code:

float abspos_z = enemy->z - player->z;

if (abspos_y < @) {

abspos_y *= -1;
}
if (abspos_y < 5) {

if (abspos_x < @) {

abspos_x *= -1;

ks

abspos_y = abspos_x;
}
float azimuth_z = atan2f(abspos_z, abspos_y);
float pitch = (float)(azimuth_z * (180.0 / M_PI));

We can use the same approach as above to calculate our Y dimension. We learned
from the speed function that @x7@8, or 1800, was the bottom of the virtual screen. We
can perform the same series of equations as above to get the scaling factor for V:

looking above the enemy (enemy at 1800)

pitch_dif 25.4983654
F=35.4

looking at enemy, 1800/2
pitch_dif -4.36527729
F=0

looking below the enemy (enemy at 100)
pitch_dif -41.1258888

F = 19.464720195

From these values, we will choose a value of 25 as our scaling factor:

float pitch_dif = player->pitch - pitch;
y = (DWORD)(900 + ((pitch_dif) * 25));

With this in place, text will now correctly display in the Y axis:
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5.9.11 Final Adjustments

Right now, our text will always display, even if the enemy is behind us. To prevent this,
we will add a check into our print text code cave. In this check, we will set our string to
empty if the enemy is not visible in our viewport:

__declspec(naked) void codecave() {
if (x>2400 |1l x <0 Il y<0Ily>1800) {

text = llll;
ks
else {

text = "Enemy";
ks

We can also resolve the issue of text always appearing slightly to the left of the enemy.
For this, we will simply always add 200 to whatever X value we calculated:
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else {
text = "Enemy";

}

X += 200;

Our text is now displaying correctly for a single enemy.

5.9.12 Enemy Name

With our coordinates nailed down, we can work on getting the enemy's name to
display above their head. Like before, we can find the player's name in the game's
Player structure and add it to our code's Player structure. Looking at the player
structure in memory, we see the player's name a bit after the yaw element we identified
before:

290




x

Addrecss

Y 10
1))
01
00
b 42
00
00
00
00
00
00
00
00
00
00
00
00
00
0o
00
00
0o
00
00
00
00
00
00
00

20 C1 00 00 0L ...@3
N ca 20 40 DD Cd 0n

20 CQ 00 0D 00

28 CQ 00 00 00

2E COQ 0O 00 DB CO 0o

)2 C 02 )Z 00 -
J0 CO <8 4. 2 00 (C....u
30 F9 FF 0D CO c& 42 ....(
30 €3 &9 07 BD K9 89 02

24 CO 00 00 00

26 CQ 00 00 00

a0 CU 0o 0y (4 0

28 CO 00 00 00

21 CO 00 00 00

20 CQ 00 00 00

20 CO 00 00

20 CO 00

78 CQ 00

W Ca oo

20 CQ 00

20 CO 00

J0 CU Lo

20 CO 00

o1 CO 00

=7 28 00

20 €O 00

20 CQ 00

20 CO 00

ab b1l BE

23 €0 00

s

=83 SARERR%Y

: 800 88K

—
b

1888
B8

‘888

88

88!

88"

) (
)

) (
) (

VOLUOUOL WO QUOUETI T QI Qg = o f

4
J
8
J
J
9
a
5
5
8
J
9
)
J
0
0

]
0
0
8
J
0

888!
888

=RR:

-
-

IS 528!

If we try to change our own player's name, we find that this can be a maximum of 16
characters. Subtracting the offset from our yaw value, we can create padding with an
unknown element, like we did in Chapter 5.6. Our player structure with the name now
looks like:

struct Player {
char unknownl[4];
float x;
float y;
float z;
char unknown2[0x30] ;
float yaw;
float pitch;
char unknown3[@x1DD];
char name[16];

1

We can now modify our code to use this enemy name instead of the generic Enemy
text. First, remove the else condition in the code cave which set the text to Enemy:
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const char* text = ;

__declspec(naked) void codecave() {
if (x > 2400 |1 x <@ Il y <0 1l y>1800) {
text = "";

}

X += 200;

Next, after we calculate our X and Y, we want to set the text member to the enemy's
name by assigning the pointer:

text = enemy->name;

With this change, enemy names will now appear above their head:

stefanhendriks
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In this chapter, we will only display the enemy's name. A similar approach can be used
to display the enemy's weapon, health, and other information.

5.9.13 Multiple Enemies

Now that we have a working ESP for a single enemy, we can expand it to include
multiple enemies. Like we did when creating our aimbot, we can use the same code we
nailed down above and include it in a loop.

First, instead of one X, Y, and name value, we will create an array. The maximum
amount of players in an Assault Cube game is 32, so we will use this as the size of our
array. For our loops, we will use the current number of players we identified previously,
so any extra array elements will not cause an issue. Since we will need to use this
current player element in both our calculation loop and draw loop, we will create a
global variable for it as well:

#define MAX_PLAYERS 32

DWORD x_values[MAX_PLAYERS] {0313,
DWORD y_values[MAX_PLAYERS] {01},
char* names[MAX_PLAYERS] = { NULL };

int* current_players;

Next, we will modify our thread to iterate over all enemies in an identical manner to the
aimbot. When we calculate the X and Y values, we will store these values in an array
instead of a single element:

current_players = (int*)(0x50F500);

for (int 1 = 1; 1 < *current_players; i++) {
DWORD* enemy_list = (DWORD*)(@x50F4F8);
DWORD* enemy_offset = (DWORD*)(*enemy_list + (i*4));

x_values[i] (DWORD)(1200 + (yaw_dif * -30));

y_values[i]

(DWORD)(center_y + ((pitch_dif) * 25));

names[i] = enemy->name;
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Finally, we need to redo our text printing function so that we can print multiple enemy
names. We will use the same location, but instead of replacing the pushed parameters,
we will hook the call itself. In our code cave, we will replace the call with empty text,
and then create a loop to call the print text function several times.

First, we will change our hook location to hook the call:

unsigned char* hook_location = (unsigned char*)0x0040BE7E;

if (fdwReason == DLL_PROCESS_ATTACH) {
CreateThread(NULL, @, (LPTHREAD_START_ROUTINE)injected_thread, NULL, 0,
NULL);

VirtualProtect((void*)hook_location, 5, PAGE_EXECUTE_READWRITE,
&old_protect);

*hook_location = OxE9;

*(DWORD*)(hook_location + 1) = (DWORD)&codecave - ((DWORD)hook_location +
5);
ks

We can then delete our previous code cave and create a new one. In it, we will first
replace ecx with empty text, then call the print text function, and then save and restore
everything as we have done before:

DWORD ret_address = 0Ox0040BE&3;
DWORD text_address = 0x419880;

const char* empty_text = ;
__declspec(naked) void codecave() {
__asm {

mov ecx, empty_text
call text_address

pushad
ks
//1loop
__asm {
popad

jmp ret_address
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To call the print text function by ourselves, we need to figure out how to fix the stack.
Remember the code we found:

DEC1

D9 =A fsq

DD1C24 fstp gword ptr ss:[esp
68 080700C0 push 70¢

£

. ;  - _() - e
D0£03ETE ES FDDI00DCO s client.419880
J403E0J 6324 10 rdd eso . 10
FF1S a0A24000 dnord pt
Q - E .

When you see add esp or sub esp after a call, it means the called code expects you to
balance the stack. The easiest way to determine how to balance the stack is to find the
smallest value of esp being modified and use that call as a basis. This can be done by
entering the print text call and finding the references:

. Log ' Notes Breakpoints
004198

Address Disassembly

00404A22 call ac_client.419880

00408BD0 | call ac_client.419880

0040BBED | call ac_client.419880
call ac_client.419880
call ac_client.419880
call ac_client.419880
call ac_client.419880
call ac_client.419880
call ac_client.419880
call ac_client.419880
call ac_client.419880
call ac_client.419880
call ac_client.419880
call ac_client.419880
call ac_client.419880
call ac_client.419880
call ac_client.419880
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After going through several of these references, you should find the following
reference, which shows that add esp, 8 is the lowest required value to balance the
stack:

“q]
7E A
& F030000
VR
< Wil & C0

£ ALy 20Co
$:C1 0B

e et

e 724 3

With this information, we can invoke the print text call ourselves. First, we will create a
loop that will iterate over all the current players in the game:

current_players = (int*)(0x50F500);

for (int i = 1; 1 < *current_players; i++) {

To make our array of values easy to use inside the asm block, we will copy the current
value into temporary variables:

const char* text = ;

DWORD x = 0;
DWORD y = 0;
for ...

x = x_values[i];
y = y_values[i];
text = names[i];

Like before, we will then check the values to make sure that they can be displayed on
screen:

if (x>2400 |1l x <0 Il y<0 Ily>1800) {
text = "";

}

Finally, we will move the enemy's name into ecx, push our X and Y values, and call the
print text function. After that, we will balance the stack:

__asm {
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mov ecx, text
push y

push x

call text_address
add esp, 8

With this in place, we now have all the parts we need to handle multiple enemies. If
you build and inject the DLL into Assault Cube, you will see multiple enemy names
appearing above their heads:

wrulb ik graidis s edded
Lagin Kuits shraddad BUY NOW!

Lapin_Kulta Killer
HIBUY_NOW!!!

Kaltenberg

teh_smex

The full code is available for reference in Appendix A.
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5.10 Multihack

5.10.1 Target

Our target for this chapter will be Assault Cube 1.2.0.2.

5.10.2 Identify

In the previous chapters, we created several hacks for Assault Cube, including a
triggerbot, an aimbot, and ESP. In this chapter, we will create a multihack that
combines these hacks together along with a wallhack. Then, we will add an interactive
menu that will allow us to toggle all the hacks we have created at once.

5.10.3 Understand

We have written code in the previous chapters for a wallhack, triggerbot, aimbot, and
ESP. However, if we try to combine all this code together, it will quickly become
overwhelming to add new features. To create our multihack, we will use a software
development technique known as refactoring.

When refactoring code, you take existing code and alter its structure without changing
its behavior. There can be many goals when refactoring, but in our case, our goal will
be to encapsulate certain functionality into classes so that the code can be separated
out into logical sections. This will clean up the code and make it easier to maintain.
Once this is done, we will build off this refactored code to add our menu.

This chapter will involve working with a lot of code. Each separate stage of the code
will be available in Appendix A for this chapter. The final code will be in the “Finished”
section.

5.10.4 Wallhack

In Chapter 5.3, we covered an approach for making a wallhack for games that used
OpenGL. We can use the same technique for Assault Cube with some small
modifications.
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In the original target game (Urban Terror), we needed to check for counts and re-
enable depth testing if the model's count was not large enough. If we did not do this,
every item would have depth testing disabled. However, in Assault Cube, the rendering
logic works differently, and this check is not required. Additionally, Assault Cube does
not require us to worry about clipping planes. As a result, our glDrawElements code
cave can be simplified:

__declspec(naked) void opengl_codecave() {
__asm {
pushad
3

(*glDepthFunc)(0x207);

// Findlly, restore the original instruction and jump back
__asm {

popad

mov esi, dword ptr ds : [esi + OxA18]

jmp opengl_ret_address

By using the same hooking technique described in Chapter 5.3, we now have a
working wallhack for Assault Cube.

5.10.5 Combining

This combined code we are covering in this section is available in the “Combined”

section in Appendix A.

Our first task is to combine all of our code from the previous chapters into one DLL.
Our multihack will contain the following hacks:

¢ OpenGL Wallhack
«  Triggerbot
Aimbot

« ESP

We can combine this code by copying it all into a single main file and changing any

conflicting variable or function names (like all the versions of injected_thread). The
result of this can be seen in Appendix A.
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Looking over this code, the first thing that should jump out is that it is over 300 lines
long with 20 global variables. In addition, we can see that we have two threads being
created (one for hooking OpenGL and one for our aimbot) and multiple code caves.

With our combined code, we can make two small changes to slightly improve the size
of the code. First, we can combine together the aimbot and ESP code, since they use a
majority of the same logic. Second, we can modify the thread for OpenGL to break out
of its while loop once it hooks glDrawElements:

if (openGLHandle != NULL && glDepthFunc == NULL) {
glDepthFunc = (void(__stdcall*)(unsigned
int))GetProcAddress(openGLHandle, "glDepthFunc™);

// Since OpenGL is loaded dynamically, we need to dynamically calculate
the return address
opengl_ret_address = (DWORD)(opengl_hook_location + 0x6);

ks

else {
break;

ks

This will effectively exit the thread once we hook OpenGL, to prevent our hack from
having so many open threads.

In its current form, this code could be built and used as a multihack; however, it is
almost impossible to maintain. If we want to add a menu and a method to toggle
functionality, we would need to thoroughly examine all 300+ lines of code and make
sure our toggles do not introduce any unexpected behavior across the many threads.
Furthermore, we do not currently have a good way to print text outside of our ESP.

5.10.6 First Refactor

The source code we are covering in this section is available in the “First Refactor”

section in Appendix A.

There are multiple approaches that can be used to simplify our code. For our purposes,
we will encapsulate major functionality inside classes. Our end goal is to create classes
that can be easily reused in other FPS games. We will then call those classes from the
main file.
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Classes in C++ commonly have two components: the header, which describes what the
class contains and is included by the caller, and the source, which contains all the
class's code. Therefore, we will split our multihack's code into Header and Source
folders for all the following refactoring.

A good place to start is the triggerbot. In its most basic form, our triggerbot sends a
mouse down event whenever we are looking at a player. To make this code reusable,
we will structure the triggerbot class to require the main hack to provide information on
if we are looking at a player.

Let's start with the current triggerbot code:

__declspec(naked) void triggerbot_codecave() {
__asm {
call triggerbot_ori_call_address
pushad
mov edi_value, eax

}

if (edi_value '= 0) {
input.type = INPUT_MOUSE;
input.mi.dwFlags = MOUSEEVENTF_LEFTDOWN;
SendInput(l, &input, sizeof(INPUT));

ks

else {
input.type = INPUT_MOUSE;
input.mi.dwFlags = MOUSEEVENTF_LEFTUP;
SendInput(l, &input, sizeof(INPUT));

}

_asm {
popad
jmp triggerbot_ori_jump_address

In Assault Cube, the edi register holds whether a player is being looked at. However, in
other games, this will be different. Therefore, it makes sense to only abstract out the
code between the __asm blocks. We can replace this code with a call to our triggerbot
class:

__declspec(naked) void triggerbot_codecave() {
__asm {
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call triggerbot_ori_call_address
pushad
mov edi_value, eax

}

triggerbot->execute(edi_value);

_asm {
popad
jmp triggerbot_ori_jump_address

Now that we know how the calling code will look, we can create the class. First, we can
create a header that will contain the definition of our triggerbot class:

#pragma once
#include <Windows.h>

class Triggerbot {
private:
INPUT input = { 0 };
public:
Triggerbot();
void execute(int isLookingAtEnemy);

+s

Classes have both private and public members. Public members can be accessed by
other code. For example, we can see that the execute method will be called directly
by our main file. However, the main file will not have access to the input variable.

To implement the code for our triggerbot class, we will create the source file next. This
file will include the header we defined above, but will contain the actual code of the
class:

#include <Windows.h>
#include "Triggerbot.h"

Triggerbot::Triggerbot() {
input = { 0 };
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}

void Triggerbot::execute(int isLookingAtEnemy) {
if (isLookingAtEnemy != @) {
input.type = INPUT_MOUSE;
input.mi.dwFlags = MOUSEEVENTF_LEFTDOWN;
SendInput(l, &input, sizeof(INPUT));

}

else {
input.type = INPUT_MOUSE;
input.mi.dwFlags = MOUSEEVENTF_LEFTUP;
SendInput(l, &input, sizeof(INPUT));

ks

This is the same as the original triggerbot code, except now encapsulated into this one
class. We could add this class to a hack for another game and it would work, assuming
that the main source file in that hack provided the correct value for isLookingAtEnemy.

To use this class in our main code, we will need to include the header and create an
instance of it:

#include "Triggerbot.h"
Triggerbot *triggerbot;

BOOL WINAPI D11Main(HINSTANCE hinstDLL, DWORD fdwReason, LPVOID 1pvReserved)
{

if (fdwReason == DLL_PROCESS_ATTACH) {
triggerbot = new Triggerbot();

}
else if (fdwReason == DLL_PROCESS_DETACH) {
delete triggerbot;

}

By structuring the code this way, our triggerbot code is now simplified and can be
easily modified. For example, to toggle the triggerbot on and off, we could simply add
a single conditional, like:

if(triggerbot_enabled) {
triggerbot->execute(edi_value);
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We can also use this opportunity to remove the input global variable from the main
source file.

5.10.7 Finish Refactor

The code for this section is in the “Refactor Finished” section in Appendix A.

Another major component we would like to separate out is the code responsible for
the aimbot and ESP. Looking at the code, we see that it is responsible for setting the
following values:

x_values[i] = (DWORD)(1200 + (yaw_dif * -30));
y_values[i] = (DWORD)(900 + ((pitch_dif) * 25));
names[i] = enemy->name;

player->yaw = closest_yaw;
player->pitch = closest_pitch;

The X, Y, and name values are used for the ESP whereas the player's yaw and pitch are
used for the aimbot. To calculate these values, our aimbot and ESP require the player's
base address, the enemy list's base address, and the current number of players in the
game.

To encapsulate this behavior in a class, we will separate the functionality into two
functions. The first function will be responsible for calculating all the X, Y, and name
values for the ESP, as well as the closest yaw and pitch. The second function will be
responsible for setting the player's view to the calculated location. Separating these
functions will allow us to easily toggle both the ESP and aimbot.

Since this class is responsible for player geometry and the player's relation to the
world, we will call it PlayerGeometry. Like we did with the triggerbot, we can change
our aimbot thread to:

void aimbot_thread() {
while (true) {
playerGeometry->update();
playerGeometry->set_player_view();
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Since this code is now easily maintainable, we can combine the two threads in the main
file:

void injected_thread() {
while (true) {
if (openGLHandle != NULL && glDepthFunc == NULL) {

playerGeometry->update();
playerGeometry->set_player_view();

Sleep(l);

Our PlayerGeometry class will contain all player-relevant functions. To handle printing
the ESP in our main file, the class will expose the array of X, Y, and name values:

class PlayerGeometry {

private:
DWORD player_offset_address;
DWORD enemy_list_address;
DWORD current_players_address;

float closest_yaw;
float closest_pitch;

Player* player;

float euclidean_distance(float, float);
public:

DWORD x_values[MAX_PLAYERS] = { 0 };

DWORD y_values[MAX_PLAYERS] = { @ };
char* names[MAX_PLAYERS] = { NULL };

int* current_players;

PlayerGeometry(DWORD, DWORD, DWORD);
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void update();
void set_player_view();

+s

Unlike the triggerbot class, which just needed a parameter, this class requires the
player's base address, the enemy list's base address, and the current number of players
in the game. We will pass these in the constructor of the class, which is a special
function that executes when the class is created:

PlayerGeometry: :PlayerGeometry(DWORD p_address, DWORD e_address, DWORD
cp_address) {

player_offset_address = p_address;

enemy_list_address = e_address;

current_players_address = cp_address;

We can then use these values in the class's code:

void PlayerGeometry: :update() {
DWORD* player_offset = (DWORD*)(player_offset_address);
player = (Player*)(*player_offset);
. rest of aimbot and ESP code ...

}

void PlayerGeometry::set_player_view() {
player->yaw = closest_yaw;
player->pitch = closest_pitch;

When we create this class in our main file, we will pass these values. In this way, we can
reuse the aimbot code in any game that has a similar memory layout:

playerGeometry = new PlayerGeometry(@x509B74, Ox50F4F8, Ox50F500);

We will also need to adjust the ESP code to use the values from this class:

for (int i = 1; i < *playerGeometry->current_players; i++) {
x = playerGeometry->x_values[i];
y = playerGeometry->y_values[i];
text = playerGeometry->names[i];
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Finally, we can move some variables that never change to a constants header, just to
separate the variables out from the main file.

5.10.8 Adding a Menu

The code for the rest of this chapter is in the “Finished” section in Appendix A.

With our code refactored, we can add a menu. First, we will extract out the text
printing functionality to its own function:

void print_text(DWORD x, DWORD y, const char* text) {
if (x>2400 |11l x <0 Il y<0Ily>1800) {
text = llll;

¥
X += 200;

__asm {
mov ecx, text
push y
push x
call text_address
add esp, 8

Like we have done with our refactoring, we will place our menu functionality in its own
class. Our menu needs to handle two things:

e Toggling items on and off
e Displaying a cursor and set of menu items

We will focus on displaying the menu first. To make the job of displaying the menu
easier, we will create two arrays in our menu class definition: one that contains item
display texts, and one that contains item states:

#define MAX_ITEMS 4

public:
const char* items[MAX_ITEMS] = { "Wallhack", "ESP", "Aimbot", "Triggerbot" };
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bool item_enabled[MAX_ITEMS] = { false };

We will also need a way to return a string of On or Off depending on the item's state:

const char* Menu: :get_state(int item) {
return item_enabled[item] ? "On" : "Off";

}

With these pieces in place, we can now add a loop in the text code cave to display all
the menu items:

for (int 1 = @; 1 < MAX_ITEMS; i++) {
print_text(50, 250 + (100 * i), menu->items[i]);
print_text(500, 250 + (100 * i), menu->get_state(i));

With our items printed, we can move on to adding a cursor. Our cursor will need to
have a character and a position, so we will add these in the class definition. We also
need to create an external function to handle all input for our menu:

public:
int cursor_position;
const char* cursor = ">";

const char* get_state(int);

To handle our input, we will use GetAsyncKeyState, similar to what we did in previous
chapters. First, we will handle up and down:

void Menu: :handle_input() {

if (GetAsyncKeyState(VK_DOWN) & 1) {
cursor_position++;

ks
else if (GetAsyncKeyState(VK_UP) & 1) {
cursor_position--;

}
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The &1 has the effect of only registering the key press a single time for a short period
of time instead of spamming it. The APl documentation discusses this behavior.

If we press left and right, we want to enable or disable an item. Since all the item states
are either true or false, we can simply switch their current value with the not (})
operator:

else if ((GetAsyncKeyState(VK_LEFT) & 1) || (GetAsyncKeyState(VK_RIGHT) & 1))
{

item_enabled[cursor_position] = !item_enabled[cursor_position];

¥

If we navigate past the boundaries of our menu, we want the cursor to appear at the
other end. We can do that by adding a few checks:

if (cursor_position < @) {
cursor_position = 3;

ks

else if (cursor_position > 3) {
cursor_position = 0;

}

We can now add our menu to our main file. First, we need the text code cave to also
print the cursor. We will make it look like it's moving by offsetting the current position
with a multiple of 100:

print_text(10, 250 + (100 * menu->cursor_position), menu->cursor);

In our thread, we also need to pass input to the menu to check for key presses:

menu->handle_input();

playerGeometry->update();
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https://docs.microsoft.com/en-us/windows/win32/api/winuser/nf-winuser-getasynckeystate

5.10.9 Toggling Features

Finally, we need to toggle features based on their menu state. We already created an
array of all the item states. To determine the current value of one of the features, we
can query this array via:

if (menu->item_enabled[0])

To make these entries more readable, we can create constants in our menu header that
reference the positions for each item:

#define WALLHACK @
#define ESP 1
#define AIMBOT 2
#define TRIGGERBOT 3

We can implement checks in our code by using these values. For example, to toggle
the wallhack, we can change the code to:

if (menu->item_enabled[WALLHACK]) {
(*glDepthFunc)(0x207);
ks

This builds off of our refactoring efforts from before. To toggle our aimbot, we can
easily do the following in the thread:

if (menu->item_enabled[AIMBOT]) {
playerGeometry->set_player_view();

¥

Similar checks can be done for the triggerbot and ESP.

5.10.10 Adding Colors

Just for some visual flair, we can add colors to the menu items to make them easier to
read. By issuing votes in game, we can see that some text in the game already has
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color, like the Press F1 to vote text. If we examine this string in x64dbg, we see that it
has the following data:

2% GRTM

R s e L

x5l
OrSecl

Osad ac_cliart.ova: fsund fuond

It looks like strings prefixed with @x@C 33 are given a color. If we look for other strings,
we see that @x@C is always there, but occasionally the value of @x33 will be different.
Let's incorporate these bytes into our on/off strings:

class Menu {
private:
const char on_text[5] = { @Oxc, 0x33, '0', 'N', 0 };
const char off_text[6] = { @xc, @x33, '0', '"F', '"F', @ };

If you go into the game, you will see both our strings are now red. If you play around
with the @x33 and try different values (@x31, @x38, etc.), you will eventually see that
0x30 is green. Now we can modify our code to change the On text to green:

const char on_text[5] = { @xc, @x30, '0', 'N', @ };

With this, our multihack is complete.
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Part 6
Multiplayer



6.1 Multiplayer
Fundamentals

6.1.1 Peer-2-Peer

Imagine that two neighbors want to play a game of chess. One approach may be to
have Neighbor A set up a chess board in his house and give Neighbor B the house
keys. At any point during the day, Neighbor A could make a move. However, if
Neighbor B wants to make a move, he has to walk over to Neighbor A's house.
Additionally, if Neighbor B wanted to think on his move, he would need to take a
picture or somehow record the copy of the chess board before he went back over to
his own house.

This is an example of a Peer-2-Peer (P2P) model. In a P2P model, one player acts as the
host and all other players act as guests. This is the model many console games use to
handle multiplayer functionality. Its major downside is that the host will have an
advantage in terms of response time. This is because all other players must connect to
the host to retrieve and send updates, while the host can update his local copy.

6.1.2 Client-Server

Imagine now that Neighbor A and B want to play chess, while another neighbor (C)
wants to observe the chess game. This time, each neighbor has their own chess board
and all players agree that an additional neighbor (D) will be the judge. The judge is the
most trusted party of all involved and his roles are making sure no illegal moves
happen and maintaining the “correct” version of the chess board.

To make a move, Neighbor A would write his move on an envelope and place the
envelope in Neighbor D's mailbox. Neighbor D would then ensure that the move is
legal, update his board, and then place letters in Neighbor B and C's mailboxes
containing the move. Neighbors A, B, and C are all responsible for updating their
boards to match the board of Neighbor D. If Neighbor A delivers a move that is
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impossible, Neighbor D will warn him that it appears his board is not up-to-date and he
cannot make that move.

This is an example of a client-server model, which we briefly discussed in Chapter 1.2.

Client — 1 Client
Client F— Server ~— Client
Client — | Client

In a client-server model, the server is a trusted entity that all clients connect to. When
playing a multiplayer game, the server will not directly participate in the game, but it is
responsible for keeping a trusted copy of the game's state. Each client will send
updates to the server, and the server will distribute those updates to other clients. If a
player sends too many updates that are not legal, the server will warn the client that it
is desynchronized before kicking the client off.

6.1.3 Packets

In the client-server chess example, each neighbor placed an envelope with their move
inside Neighbor D's mailbox. In networking, these envelopes are known as packets.
Just like envelopes, packets contain who the packet is from, who the packet is going
to, and the data itself. For example, if a player sends a chat message of hello in a
multiplayer game like Wesnoth, the packet might contain the following information:

source: player
destination: server
data: hello

The larger the packet, the more time it will take to transmit from the client to the server.
The more time it takes, the more lag is present in the client and server communication.
To ensure that lag is at a minimum, packets contain the minimum amount of
information possible. For example, if a client wants to say they fired a single shot from
their weapon, the packet might look like:
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source: player
destination: server
data: f1

In this example, both the client and server agree that f means fire and 1 means 1
round.

6.1.4 Network Protocols

If you want to tell someone, "I like this restaurant,” you need to ensure that you are
speaking the same language as the other person. Depending on their language, the
syntax or structure of this sentence may differ, or certain words may be conjugated
differently. This same logic applies when sending packets over a network. These
communication rules are called protocols. These protocols determine how both the
source and destination will communicate and how individual packets will look. The two
main protocols you will encounter when looking at game network traffic are UDP and
TCP.

Imagine you want to send a letter to the neighbor across the street, reminding him to
water his plants. You do not expect a response to this letter, so you give it to your dog
to take over to him. You would like this letter to get to him, but you will not be
particularly upset if it does not. This is an example of UDP, in which packets are sent
without any method to determine that they have arrived.

Now imagine you want to exchange multiple letters with your neighbor. Since you will
be responding directly to what your neighbor says, you want to ensure that all letters
are delivered. You and your neighbor agree to light your respective porch lights when
you have received a letter. This is an example of TCP, in which an upfront connection is
established and packets are acknowledged as delivered.

The data contained within TCP and UDP packets can be identical, but the packets will
be different. This is because each protocol has a different header that is used by both
the source and the destination to understand the data in the packet.

6.1.5 Sockets

Both TCP and UDP packets use the Internet Protocol (IP) to handle the process of
routing the packet from the source to the destination. Each network device has an IP
address that represents that device's “location”. To differentiate between types of
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traffic (such as web browsing, email, or video chat), packets also have a port number.
For example, to browse a website over HTTP, you could visit 123.45.67.89 on port 80.
While browsing, you could also connect to this machine using SSH, another service, on
port 22. Both of these requests could be handled simultaneously as they are being
handled by different programs listening on different ports.

An IP:Port pair is sometimes referred to as a socket. Sockets represent endpoints that
can be communicated with. Windows has an APl known as WinSock to enable

programmers to quickly write programs that communicate to different destinations
over TCP or UDP.

316



6.2 Packet Analysis

6.2.1 Target

Our target in this chapter will be Wesnoth 1.14.9.

6.2.2 |dentify

Like many games, Wesnoth has a multiplayer mode that allows multiple players to join
a lobby, chat with each other, and play games against each other over a network. Our
goal in this chapter is to analyze the packets used for connecting to the lobby and
create a client that will connect to a lobby.
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6.2.3 Understand

For multiple players to communicate over a network, all of the clients (in this case, the
Wesnoth game executable) must agree on a network model and protocol. They also
must agree on the data each packet will contain. If there is a server, the server must
also agree with all of these components.

Since this data is structured, we can first identify the network model and protocol used
by the game. Then, we can observe the packets being sent and reverse the data to
determine what each packet is doing. We can then use the data in these packets to
create our own client using the Windows' Socket API.

6.2.4 Local Server

If you start Wesnoth and click Multiplayer, you will see the following screen:

Multiplayer

Login: |EUser
A registered account on the
Wesnoth forums is required to

join the official server.
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These entries indicate that Wesnoth is using a client-server model. If we explore the
Wesnoth game folder in C:\Program Files (x86)\Battle for Wesnoth 1.14.9, you will find
a program called wesnothd.exe. Reading the documentation on the developer's
website, we know that this is a server daemon that allows you to host a server. It can be
run by invoking it from the command prompt:

B Ccmmanrd Frompt - wesnothd.exe

:\Program Files (x&€)\Battle for Wesrcth 1.14 _9>wasnothd.ex2

With the server running, we can now connect to it from Wesnoth. In the previous
chapter, we discussed how clients need to know two pieces of information to connect
to another host: the IP address and the port. In this case, the server is running on our
local machine. There are several reserved IP address ranges that will never be used for
normal network assignments. One of these is the range from 127.0.0.0 to
127.255.255.255, which is reserved for loopback addresses on the local machine. The
loopback component indicates that the external network will not be able to access
these IP ranges.

On all operating systems, 127.0.0.1 will always direct to your current host. In addition,
localhost is a hostname that directs to 127.0.0.1. Therefore, we know that the IP for this
serveris 127.0.0.1 or localhost. From the documentation, we know that the server runs
by default on port 15000. With these two pieces of information, we can connect to the
server.

Choose Connect to Server and then enter in localhost: 15000:

Connect to Server

You will now connect to the multiplayer ssrver

Scrver: |lecalhost15C20)
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When you hit Connect, your client will join a multiplayer lobby. If you observe the
server running in the command prompt, you should see that it has printed out the
connection event:

wisating connection »

TEUSaT das lopged «

6.2.5 Observing Packets

With the server running, we can close the Wesnoth client and start the process of
observing packets. There are many tools that can be used, but for these chapters, we
will use Wireshark. This can be installed via:

choco install wireshark

The first time you use Wireshark, you will also need to install the WinPcap driver as
instructed by the program.

With Wireshark and the driver installed, you can pick a network interface to observe on:

Capture

...Jsing this filter: |

Local Area Connaction* 8
Local Area Connaction* 7
Local Area Connaction™ 6

Ethernetd f._

Each listed network interface represents a piece of software or hardware that connects
to a public or private network. For example, the EthernetO interface listed is the default
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network card used to communicate over the Internet for this particular VM. Depending
on your VM and computer, these interfaces may be different.

In this case, we know all of the traffic for our game will be flowing on the loopback
interface, so select Adapter for loopback traffic capture. Upon selecting this, Wireshark
will start monitoring for packets. Open up Wesnoth and connect to the local server.
When connecting, you should see Wireshark log multiple packets:

3 S 01 13000 [ACK] Sewrl Whsl Sl 2019048 Lowd
10 3.104655 127000 127001 rce - f‘“‘: - 15000 [P0, ACK] Seged Ackel WIn<ICISCAN Lened l

11 3, 19465 12r.e0, 120,001 e 4l 1000 « 59563 [AMK] Sear] MinS dimelGl96i8 Lend
12 3. 19a8 12ree. 120,001 e g A1 1000 « SO56D [P, M) Seqel Ackes WInelG1v6AE Lened
13 11950 121,00, 120,001 e A SES60 + 15000 [AX] SeqeS MinS dim G968 Lend

Initially, this can appear overwhelming, so let's break down what exactly we are seeing
here and identify what we care about. In the protocol column, we can see that Wesnoth
is using TCP:

? L A%eN : 12500,
10 3. 1044555 127900 127002
11 3, 19445 121,00, 120,00,.1
12 3, 19a8 121,00, 120,001
13 31,1950 120,001

A4 3301+ 13000 [AX] Sewrl Mhsl wlew2003048 Lot
A SHECT < 15000 (PRI, ACH] Sead Ackel MIA-IG1SEAN Lenod ]
&l 1900 « 59563 [AMK] Sear] MinS dimelGl96i8 Lend

45 19900 « 5956 (P9, MCK) Saqel Ackel WInelG19648 Lened

41 SE56) <+ 15000 [AK] Seqs MinS dimlGI96I8 Lend

We know from the previous chapter that TCP initiates an upfront connection and
acknowledges when packets have been received. This initial negotiation is known as a
three-way handshake, and has three parts:

1. One side sends a packet with a SYN flag.
2. The other side responds with SYN and ACK flags.
3. The first side sends an ACK flag.

We can see this behavior in the first few packets highlighted below:

: b 3301 + 15000 [AX] Jewrl WMhsl sl 9048 Lowd
10 3. 1044555 1227900 127001 rce A) SH5CL - 15000 (PRI, ACK] Seg-] Ackel WIN<IGISCAR Lened l

11 3, 19445% 121,00, 120,00,.1 oe 4l 1900 + S5 TAMK] Seae]l MinS dimlGl96i8 Lend
12 3, 19a8 121,90, 120,001 ey A5 1000 « SO%ED (PR, K] Seqel Ackes WInelG16AE Lened
13 1,198 121,90, 12,00 e & SE560 + 15000 [AX] SeqeS MinS dimelGI96G8 Lend
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Since we know 15000 is the server's port, we can determine that 50563 is our client's
port. However, this number will probably not match the number you are seeing. If we
close Wesnoth and start it again, we will also see that this number changes:

kn Tine Sore Destnaien Fratocel  1ength  Info
1€ 1.608314 127.2.9.1 127.0.¢.1 TCP 48 5077¢ » 150¢¢
12 1.699436 127.6.9.1 127.8.€.1 icP
14 1.910652 127.€.9.1 147.9.€.1 P
1€ 1.613925 127.2.9.1 127.0.€.1 ~CP
18 1.020996 127.2.9.1 127.8.¢.1 Tcp
20 1.9435/09 127.2.9.1 1./.9.0.1 P
22 1.624201 127.2.9.1 127.0.€.1 ~CP BS 15@ee - S877¢
24 1.7%475a 127 .2.9.1 127.0.é.1 Tce 174 150@@ -+ 50776

This is an example of an ephemeral, or short-lived, port. Since the Wesnoth client does
not need to be discoverable by other users, it can choose a "random™ available port
each time it starts up. When the client is closed, it will free this port. This is in contrast
to the server, which always needs to be discoverable on port 15000 by clients.

None of the packets we have examined so far contain any data. We can determine this
by looking at the len member:

11 3, 19445% 121,00, 125,001 e g 4l 1900 + S5 TAK] Sear]l M5 dimelbi96i8 Lend
12 3, 19a8 121,00, 120,001 roe A1 1000 « SO56D (PR, K] Seqed kel WInelG16AE Lened
13 .19%58 12190, 125,00 e & SE560 <+ 15000 [AMX] SeaS MknS dmIGl96i8 Lend

Looking at all the packets, we can see that the only packets with data have the PSH
flag. This flag tells the TCP connection to immediately send whatever data is inside the
packet to the associated application instead of placing it in a buffer. We can filter for
this flag in Wireshark to only see the packets that we care about via tcp.flags.push ==
1:

dw @ TRE N ETAESEAQAQaD
N Tecptage puth we 1 B
e e Soue Cesonaton Mool Lergth Ve
19 L.1mese 127.0.01 12).0.01 o A5 WSS « 1HONN [ F3, AK] 30gv] ACKrl NIASZAI9GLE Lenes
12 195884 127.0.0.2 12J.0.0.1 1 48 B000 « SA563 [PSh, AK] Segel ACKsS WLAR2R19648 Lennd
14 _.19i818 127.0.0.1 12].0.0.1 e 81 5000 « SA563 [PSH, AK] SeqeS ACKS WiA=2819648 Lenwd)
16 . vRas 17408 121 A0 "we A5 GACAT « 10 [PCS, A0K] Sanel Arked) YEne RTOMAR lanatY
18 0.21:497 127.0.0.1 127.0.0.1 bl 84 5000 » 51563 [PSH, MK] Seqedd ACKe56 Wim 2619648 Lensdd
% _.21s008 nr.e.ai i22.0.0.1 T 26 0343 » 11000 [F30, AK] Sowe3S ALusB2 Nl ld19048 Lowde
22 1. 21646 127.0.9.1 127.0.0.1 T 85 500 «» SI561 [PSH, MK] SeqeR Actell) Wine2619648 Lered)
M4 L2579 127.0.90.13 127.0.0.1 e %9 B - SA56] [PSE, MK] Seqel2d Akell® Mne1568 LenelS
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6.2.6 Packet Structure

When you select a packet in Wireshark, it displays the full packet broken down in
different segments. For example, if we select the first packet of len 4, we will see the
following view:

Sull/Loopbacs
Internet Pretocel version 2, Src: 127.0.9.1, Dst: 1z7.9.2.1
» Transni=sian Contrnl Protarnl, Sec Port: 86553, Dst Porc: 15840, Seq: 1, Ack: 1, len: &
v Data (1 bytes)
Nata: OIKEARE
[Cengtih: 4)

LAY R L AL 99 €9 2¢ 5b 22 19 D@ B €5
210 CAEC I e - Rl ¢S 33 33 98 ¢S 51 62 75 Sbu
"4 hA dE Sa ¢1 G54 18 27 F9 53 51 @A BA 32 @2 0@ M 2-p rQ

As you select different components (like IP and TCP), the associated parts of the packet

will be highlighted in the bottom section. For example, by selecting the TCP
component, the following section is highlighted:

Null//Loopback
Internet Protecal varsion 4, Srcr 127.2.0.1, Ost: 127.0.€.1
Transmission Contreo’ Protocal, S~ Tort: S3563, D=t Port: 15622, Seq: 1, Ack: 1, len: &
v TJata (8 ytes
Nata: AMREDIEG

[Tengra: 4]

G2 GF @8 M 45 G2 @B 2¢c Sh 27 AR €6 3G 95 B2 GR
w18 7f OC 96 Jf 02 OC
8020 g 2 10 27 o0 5 92 o2
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For the purposes of this chapter, we can ignore the IP and TCP components and focus
on the data component for all the packets:

» Interaet Protocol Version 4, Sec: 127.9.9.1, Dst: 127.8.9.1
» Transmdssicn Control Protocol, Src Port: 53553, Dzt Port: 15220, Seq: 1, fck: 1, Len: 4
v Data (1 bytes)

Tarar AMADIA

[engthk: 4]

B7 FQ A6 AR A5 M ERQ Pc Sh 27 A7 B RO @6 @R ceeiBaa, TP
TF 20 20 0L TF 20 €0 01 3 82 3y £8 ¢ £3 62 T : Shy
€020 bG e3 Sa iR lB 2779 0510 o BB -zZe'- - BB

Given that data in packets is often compressed, it is difficult to determine the purpose

of a single packet in isolation. Instead, it is easier to look at the overall flow of network

traffic and determine the role of each packet. In our case, the flow of network traffic for
connecting looks like:

d = @ TRE N ETE S aqeam
N |ecptagegush we o ]
e ~e Souce Cesonaton Poocl  Lergth Ve
19 LIS 127.0.01 12).0.01 wor A5 WSS « 1HNW [ P38, AK] 30gvl ALKl NLASIAIZLE Lened
12 L.19888 127.0.0.12 12.0.0.1 1w 48 B000 « SA563 [PSh, AK] Segel ACKS WLARR19648 Lennd
14 L. 19818 127.0.0.1 12.0.0.1 e 81 5000 « SA563 [PSH, AK] SeqeS ACKS WiA=2819648 Lenwd)
15 Misaa 127400 12101 " G5 GACAT « 10 [P, K] el Arkad) YIna RI0MAR Tanety
18 1.21:497 127.0.0.1 127.0.0.1 e 84 5000 » S563 [PSH, MK] Seqedd AC=56 Win2619648 Lensdd
% L.21s008 nre.si 122.0.0.1 T 96 0343 » L1000 [F38, AK] Soue38 ALisB2 Nl lal0048 Lowdde
22 1. 2166 127.0.9.1 127.0.0.1 e 85 500 «» SI563 [PSH, MK] SeqeR ACtell) Wine2619648 Lered)
M L2079 127.0.0.13 123.0.0.1 e B9 B0 « SI561 [PSE, MK] Seqel2d Akell® Mne15648 LenelS

We know that packets from 50563 -> 15000 represent communication sent from our
client to the server, and 15000 -> 50563 represent communication sent from the server
to our client. As such, the network traffic looks like:

Client -> Server Packet 1
Server -> Client
Client -> Server Packet 2
Server -> Client
Client -> Server Packet 3

M

Since we are writing a client, we will only need to reverse the three packets being sent
from the client to the server.
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6.2.7 Sockets

Each OS will have its own set of API’s that allows you to interact with the networking
stack. In Windows, this APl is known as Winsock. Microsoft has comprehensive
documentation available on how to use this API, including the process to establish a
socket. This is available here.

Microsoft also provides a complete example using these API's here. This example will
create a TCP connection to a provided IP on port 27015 and send a single packet
containing the data this is a test. It will then continuously wait for packets from the
server. We will base our code on this example.

A good starting place is to see how the server responds when we simply use the code
as is. Since we are targeting a specific IP, we will remove the following code from the
example:

i Carget=—2)f
—return—1;
3

Next, we can modify the getaddrinfo function to use the values for our server:

iResult = getaddrinfo("127.0.0.1", "15000", &hints, &result);

With these changes, compile the code and run the executable. If you have Wireshark
still logging, you should notice your host sending a packet with the data this is a test
to the server. If you look at the server process, you will see the following message:

20210403 909:34:98 error server: 127.92.0.1 incorrect handshake

6.2.8 Reversing Packets

This message indicates that the first packets sent by our client must initiate some sort
of handshake. Let's compare the first message logged by the server for a valid
connection:
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P | yer ]-‘Fil\"'d <3 ng ac l'v"[‘;f' = version 1.14.9; = | l‘.ll‘l‘l‘{ them To lx‘:.-’_ in

I[ZJser has lczped cr
Going back to our Wireshark capture, we can see that the first packet sent by the client
contains 0@ @@ @0 0. The server then responds with data. From this, we can assume
that the data 00 00 00 00 is interpreted by the Wesnoth server as the start of a
handshake.

We can modify our socket example to perform this behavior. First, remove the
following code since we will be writing our own sending code:

Next, create a buffer that will hold our 20 00 00 00 data:

const unsigned char buff_handshake_pl[] = {
0x00, 0x00, 0x00, 0x00
s

Finally, add the following code to send this data and receive a single packet back:

iResult = send(ConnectSocket, (const char*)buff_handshake_p1,
(int)sizeof(buff_handshake_pl), 0);
printf("Bytes Sent: %ld\n", iResult);
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iResult = recv(ConnectSocket, recvbuf, recvbuflen, 0);
printf("Bytes received: %d\n", iResult);

If you run this program, you will receive 41 bytes back. This is equal to the two
responses sent by the server in Wireshark, indicating that the first packet sent by the
client initiates the handshake:

dm:® DRET A ETL oD aqau
N | cptagepush we Y x

[ - Some Cresmatxn Moocd  Lergth e

19 .1wese 127.0.01 12.0.01 wr A5 WSS « 1HONN |3, AK] 3gel ACKel WIA=NI90AY Lenad

12 L.19884 127.0.0.1 12J.0.0.1 e 48 B000 « SA563 [PS, AK] Segrl ACKsS NWiae23196:8 Lened

14 19:818 127.0.8.12 12).0.0.1 o 81 5000 « SA563 [PSE, AK] SeqeS ACksS Wia=23196:8 Lened)

15 Mrigaa 127000 121 A0 " G5 GACAT « 10 (PSS, AK]) aef Arkad) inea 'R OUER ToanatY

18 0.21:497 127.0.9.1 127.0.0.1 e 84 5000 » SA563 [PSH, MK] Seqe® AC+56 Win 2619648 Lensdd
i® 21018 i27.0.%.1 i27.0.0.12 LA 36 30343 » 11000 [F30, AK] Sowued Avis=B2 Niln2d10048 Lode
22 216046 127.0.0,1 127.0.8.1 e 35 5990 - 9563 [F"-l, ME] SeqeR Aci=11) Wine26I9648 Lered)
M 22:739 127.9.0,.1 123.0.0.1 e O B0 = SA56) [PSE, MK] Seqel2) AKkell® Mne15968 LenelS

From the server messages, we can see that the next packet the client is responsible for
is sending their current version. An example of this packet's data is shown below:

0x00, 0x00, 0x00, Ox2f, Ox1f, Ox8b, Ox08, 0x00, 0x00, 0x00,
0x00, 0x00, 0x00, Oxff, Ox8b, Ox2e, Ox4b, 0x2d, O0x2a, Oxce,
Oxcc, Oxcf, Ox8b, Oxe5, Oxe2, Ox84, Oxb2, @xo6c, 0Ox95, 0xOc,
Oxf5, Ox0c, Ox4d, Oxf4, Ox2c, 0x95, Oxb8, Oxa2, Oxf5, Oxel,
0x92, Ox5c, 0x00, Oxcd, 0x38, Oxd3, Oxd7, 0x28, Ox00, 0x00,
0x00

Even when converted into ASCII, our game version (1.14.9) does not appear in this
data. This is because, like most games, Wesnoth compresses all data by default. In
future chapters, we will examine the compression scheme used so that we can create
packets with custom data. However, in this chapter, we will not need to do this since
this data does not change. You can verify that by joining the same server multiple times
with Wireshark running.

Let's add this packet to our program to send as well:

const unsigned char buff_handshake_p2[] = {
0x00, 0x00, 0x00, Ox2f, Ox1f, Ox8b, Ox08, 0x00, 0x00, 0x00,
0x00, 0x00, 0x00, Oxff, Ox8b, Ox2e, Ox4b, 0x2d, Ox2a, Oxce,
Oxcc, Oxcf, Ox8b, Oxe5, Oxe2, 0x84, Oxb2, @xo6c, 0Ox95, OxOc,
Oxf5, Ox0c, Ox4d, Oxf4, Ox2c, 0x95, Oxb8, Oxa2, Oxf5, Oxel,
0x92, Ox5c, 0x00, Oxcd, 0x38, Oxd3, Oxd7, 0x28, Ox00, 0x00,
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0x00
}s

iResult = send(ConnectSocket, (const char*)buff_handshake_p2,
(int)sizeof(buff_handshake_p2), @);
printf("Bytes Sent: %ld\n", iResult);

iResult = recv(ConnectSocket, recvbuf, recvbuflen, 0);
printf("Bytes received: %d\n", iResult);

With this additional packet, the Wesnoth server will now think that a client is sending
them a game's version before closing the connection:

ayer Joined asing eepted

conneclion closed

Finally, we can add in the name that our client will send. Since we have control over this
field, we can use it to observe the compression scheme in use. With Wireshark running,
connect to a server with two usernames, one short and one long. In the long username,
make sure multiple characters repeat in a row. This will allow us to detect patterns. In
this chapter, we will use the examples of FFFAAAKKKEEE and IEUser. Their related
packets look like:

MR 200 el ®{r i .00 11000 e 3 Liss - B2
ML e e xr " e H.n L w 5 5580 < A5
M Lo U ur.ae ny N 3.0 13700 . w o4 Liet ~ 30440
E NN NLE -] A ArC R N ] o e e PPN 11000 " AR WA Tvee
32 Lom 1220000 01 ®{r AU <3 LN 2.0 133000 e S5 Lo < E0is
ML t P N wra.e xr MM “dunesn . 130 w 103 L - 250

PrAas 0TI RpTed A W re IRBE NITDL TIR Rpted PRV Erad ORI N 4] A Ialerd O BIWES TED NN DYTAL O W0 1AM ITITLE. NP DyTAC CATATAE 1ANE IOTLI OF INEACTACE L3NV (0w

LV L M/ Lonplack

e T Notaiel wralos 4, Sec L2F.CALE, Mits ARP 00 Inberset Frotace. Versdmm &, S A2 04 0t R0 00

oy S Bramde By Sl 05 Bl P TN, beq, M ML B2, v M

135n Contrel Protecel. ST Pertc 330, O Tort 15000, Sec: SO M Trwon

La o
b marn A e ¥ LMIA (W EyTR)
Outs i GODIE 2 SFETIIMGIGOMIOM AT i bl i ol 3i 2% 3 0 heatdni K1 1T ot n e QOB ) AR PARSOINNONONM 1T bowe A4 0§ coligie Y e Jhle 14r adhe oG 150 LA
Lrgthc & [veng¥ £8)
R MBNANNN KA B L LR B MM LACIE Yy M2 ™ P r® L
T ME PN RS Y M 1 n R W Tl S8 W 0
P M M ML oW N W LR o8 S L2 38 AR LY 19 Ao T »
A BB 00 M fadaf o vrmeenr canDes o« 17 0L 05 00 6C 00 20 4C 00 1T B e b 47 <f G
Bk e 2l A ol -~ v‘\h';;:.lf)”i S R ST T RIS <% o B¢ Ge & Moae ez S5 T M
P Y AN A AL PN RS i 0e N Y " e W 3 M N
» W e ¥ B L ) 3

¥ Lessdteaceul N vem P i BT e O sy

The highlighted areas most likely represent the compressed name of the user. Let's try
sending the data from the FFFAAAKKKEEE request, but slightly modifying the bytes for

the name:
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const unsigned char buff_send_name[] = {

0x00, 0x00, 0x00, Ox3a, Ox1f, Ox8b, Ox08, Ox00, Ox00, Ox00,
0x00, 0x00, 0x00, Oxff, Ox8b, Oxce, @xc9, Ox4f, Oxcf, Oxcc,
0x8b, Oxe5, Oxe2, Ox2c, O0x2d, Ox4e, Ox2d, Oxca, Ox4b, Oxcc,
Ox4d, Oxb5, Ox55, Ox72, Ox74, Ox74, Ox74, Ox74, Ox74, Oxf4,
0xf6, Oxfo, Ox76, Ox75, Ox75, Ox55, Oxe2, Ox8a, Oxdoc, Ox87,
Oxaa, Oxed, 0x02, 0x00, Oxal, Oxfc, 0x19, Ox4c, Ox2b, 0Ox00,
0x00, 0x00

s

iResult = send(ConnectSocket, (const char*)buff_send_name,
(int)sizeof(buff_send_name), @);
printf("Bytes Sent: %ld\n", iResult);

If we observe the server, we see the following error:

info zerver: 127.€.2.1 plaver joined usinp acceptec versior 1.24.9: telling them 1
arror centig: ERRCA; “failed to uncompress”

error server: 127.98.6.2 sinple_wnl errcr in received dala: felled Lo uvncompress

This verifies that the packet is being compressed, and even indicates the compression
scheme (simple_wml). We can use this information in future chapters when we want to
create our own packet. For this chapter, we can just modify buff_send_name to contain
the original data:

const unsigned char buff_send_name[] = {

0x00, 0x00, O0x00, Ox3a, Ox1f, Ox8b, Ox08, Ox00, Ox00, Ox00,
0x00, 0x00, 0x00, Oxff, Ox8b, Oxce, @xc9, Ox4f, Oxcf, Oxcc,
0x8b, Oxe5, Oxe2, Ox2c, Ox2d, Ox4e, Ox2d, Oxca, Ox4b, Oxcc,
0x4d, Oxb5, Ox55, 0x72, Ox73, Ox73, Ox73, Ox74, Ox74, Oxf4,
0xf6, Oxfo, Ox76, Ox75, Ox75, Ox55, Oxe2, Ox8a, Oxdo, Ox87,
Oxaa, 0xed, 0x02, 0x00, Oxal, Oxfc, 0x19, Ox4c, Ox2b, Ox00,
0x00, 0x00

s

With this change, our client will now connect to the server using the name
FFFAAAKKKEEE. If you join the lobby with a legitimate client, you will notice that our
client is also connected.
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The full code for this client is available in Appendix A.
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6.3 Reversing
Packets

6.3.1 Target

Our target in this chapter will be Wesnoth 1.14.9.

6.3.2 |dentify

In the previous chapter, we identified the packets used for connecting to a Wesnoth
server. We then wrote a client that would replay these packets. In this chapter, we will
identify the packets used for sending chat messages and reverse their structure. This
will allow us to create our own legitimate packets instead of only replaying packets.

6.3.3 Understand

For clients and servers to communicate over a network, both sides must agree on how
to structure the data in each packet. Since this structure must be reversible for each
side, we can also reverse it. Once the data is reversed, we can modify the data and do
the opposite of the reversing process to create a new packet.

6.3.4 Chat Packets

Similar to reversing an executable, it is helpful to have a context when reversing
packets. With executables, this context is often a string that we have observed inside
the executable. When it comes to packets, this context is some type of data we can
control in the packet.

Typically, you control several pieces of data in a packet. For example, most games
allow you to set your name. Other games will allow you to connect with multiple
versions or certain mods. Both of these pieces would allow you to associate certain
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data with certain packets. However, one of the easiest pieces of data to control is a
game's chat messages. Since Wesnoth allows players to send chat messages, this is the
context we will use for this chapter.

Start Wesnoth and connect to your local server with a user named FFFAAAKKKEEE,
identically to the last chapter. Once connected, start Wireshark to log packets. To help
reverse the game's packets, we want to answer a few questions:

1. Isthere any randomness or time element encoded in the packets?
2. Can we observe patterns of letters in the packets?
3. Can we observe any human-readable characters in the packets?

To answer these questions, we can send the following four chat messages:

4 a
i a
i aaaaa
e hello123
B ¥ X .. 9 . L ™ oW,
! k,v.?_w-.l
- Tiom P — - Pwaw Lo iy
1@ dedeiw 1n7eel 12T.0.0.0 e 126 45383 = 19090 [I1S8, ACK] feasl Mhe1 M
306 127eel 1200 TP 126 45343 » 190%0 1158, ACKT feosld Ackel ¥
R U 13701 2T 60 e 130 AMIeD < 10080 [, ALK Jea-l6l Mgkl
TS 7TA™S) 1wreel 270 T B33 A543 = 10040 [138, AKX loymidld Sude]
FIONE 55 340 CYTEL 00 WOCY (AVEE SATS ), 246 DYTES CAPTSREC LAWME CATS| ON 1ATErmAce \LBVICR YN LODPDNKK, 15 W
Wl / locpteck

Interset Pretecol Verdion 4, ‘re: 13700.1, Bat: 13700
Trassahasbor Contral Fretaeel, fre Tarky 40460, Dyt Purds 15000, Sear 3, Mbr 3, Lem B2
et 184 Oy )

NN ANN YieO NN
MdemMmaiTexma

7 5% 08 8545 Fs S0
M 5

The first two messages are identical and will help us determine if identical messages
result in identical packets. The third message repeats a several times, allowing us to
observe any type of data patterns. Finally, the last message will immediately tell us if it
appears readable in a packet.
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6.3.5 Test Cases

Examining the data of the first two packets (a and a), we can see that their data is
identical. This means that the packets do not contain a timestamp or any other
uniqueness factor:

'S

C v vvuwy

Jata

1 B, Retern 17Leea

3BT ™ 4000
§ 2.498755 127.8.8.1
2 5.01495% 17288

182 bytes)

1724.18.6.1
R R |
137,861
N R |

(4 J TOE AU o 1588 [0, A0x] Segel Ack=1 b
e TR AVERS - 1580 [IS4, M0K] SegERs tok=
e TIR AVERS = 1588 [254, /0<] SegEins Gk
e 130 45R63 = 1500 [950, 404] SAqa293 feka

Frase 9: 126 hytes on wire (100 kitx), “26 hytes capturec (1028 bite) oo interfaca \fevicalif  ooctack, ‘a &
Null/Locpback
Internet Frotoccl versizn 4, Src: 127.€.8.1, Ost: 127.€.0.1

Transsizsicn Control Protoccol, Src Port: 40863, Dot Port: 15802, Soqr 83, Ack:r 1, .en: E2

Dot EOQECE4CLIZLCEECONCCCECOD HELCOII 20200 4P ECCSCIT4LEECD: 1105033230282,
ength: @)

[

JO1E
a2
ge3e
ARAE
ges
R8EE
vere

2007
cO1E
a02¢
203e
2042
f058
206e
207g

A2 76 20 26 45 26
20 21 7f 20
cl ¢ 18

7f go

NES

fE

7¢  &d &S
291 ¢33 41

40 0 7O €6 PO @O v sFor| 1@ e
Sa S8 €b Ec ¢6 24
Qo

P2 )
--Urssst
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This pattern is too long for aaaaa, and its structure of 3-3-3-3 is closest to our player's
name (FFFAAAKKKEEE). We can see that this pattern also occurs in all of our
messages, indicating that one element of this packet must contain our player's name.

Finally, examining the data of the last packet, we cannot observe anything that would
resemble hello123.

Next, let's observe the difference between the packets for the message a and a new
message b to help determine how single characters are handled:

- e B — T = —
1 0. 0000 127.0.0.1 127.00.1 o 126 45363 » 15000 [PSH,
3 9.65334] 127.0.0.1 127.00.1 TP 126 45363 » 15000 [PSH, 4
S 2.9615% 127.0.0.1 127.90.1 TP 128 45363 « 15000 [PSH, 4
7 5.714758 127.0.0.1 127.90.1 TP 133 458€3 » 15000 [FSH, 4
15 183. 02621 127.0.0.1 127.00.1 TP 126 45363 «» 15000 [PSH, 4

Frame 15: 126 bytes on wire (1098 bits), 126 Bytes captured (1098 bits) on interface Device\WPF
Nell/ Loopback
Internet Protacol Version 4, Src: 127.9.9.1, Dst: 127.9.9.1
Trarsmission Control Protocol, Src Port: 4586), Dt Port: 150909, Seq: 1B, Ack: |, Len: K2
v Dats (52 bytes
Data: delf fELCeAdldIeledcafBde 5o 2 BAD2 G959 79450 180042 1)
{Length: §2)

NNV ASENN T 502600300680
H OO OO0 c2cTSataasalom
SR 1R 37 R BF ST M 41 - 4
Bb 68 & 00 00 0 0 W ff B be 4e
Af Bl 5 e2 BA D2 6c 592 M i8
64 95 0 £2 93 92 2a 81 B¢ @2
25 37 W 37 47 A7 AT o o1 6! 57

8 74 b8 65 2¢ OO B2 73 2S ac 48 &0 00 B0

Comparing these two packets side by side, we find that the single-character
modification resulted in 2 of the bytes being changed in the middle of the packet, and
several bytes being changed at the end:
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6008
6010
©e29
0039
#0234
0050
6030
vo /e

217153
0010
0020
@030
0040
6030 5 72 £2 ©3 63 . .
0050 5 37 57 27 . [N777G5C
YIS 7d b Z¢ @0 ) F. oW

This demonstrates that our text is not being mapped one-to-one into a packet, and
additional processing is taking place. With this information, we can close Wesnoth and
stop logging packets in Wireshark. However, make sure to keep Wireshark running so
we can grab packet data as we analyze it further.

6.3.6 Packet Modification

Now, let's see how the server responds if we modify a packet. In the last chapter, we
wrote a client that would connect to the server with the username FFFAAAKKKEEE. We
can expand on this code to send a chat message a after we connect.

In Wireshark, click on the first or second packet (the a messages) and select the data.
Right-click and choose Show Packet Bytes:
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1 9.c0000d 127.9.0.1
3 2.863847 127.0.0.1
5 2.9615%4 12/.9.9.1
7 5.7147%5 127.0.0.1
15 181.825721 127.0.0.1

> Frant 3: 126 bytes o~ wire {1
> Null/Loopbsck

» Inte~net Pratoral Version 4,
» Transmissicn Control Protciol
v DNata [B? hyves)

Conwersaticn Filter
Colonze with Filer
Fo low

Copy

Show Backat Bytes..,
Export Packet Bytes..

Wik Protacn! Prge
Filter Field Reters~ce
Pratacal “refrrences

Dacode As..
Go 1o Linked Packat

Show Linked Packet in New Window

Cul+5nift-C
Corl+ 5 ift-X

Crl+5ift-U

26 39863 » |
psaeass-:
28 39863 » |
33 40863 - |
26 49867 =

interface

Ack: 1, Ler

Datd: 6003Ce4clfIbOSE0000CYUUIETTEDL 04002040 I4TEIC5C2E84D26CY5 129508

[Length: B2]

g8ofafs..

In the window that appears, choose C Array in the Show As section. This will format the
packet's data into an array that can be dropped directly into your code.

M veihart Date dae date - Adepter for bopeck tath: caturs

- a ®

thar sacket _hytec() = ¢

2xd2,
Sxes,
Radz,
axel,
RxaE,
axfl,
Ry,
ox3i,
wesl,
ax2e,
anas,
h

oo,
Sy,
eld,
Sk,
eah,
s,
ese,
qeAz,
e,
Je28,
qoid

Do, Bxde,
e, gaiw,

reze,
exba,
etz
[=T30
Fresdd
Exé?,
Frest,
euib,

Ridm,
Unte,
Ra*,
Uxlia,
Raz?,
gndl,
Hana,
e,

oalr,
cand,
ﬁldr,
ends,
7Y,
exdl,
zhh,
b,
Cahi,
272,

€x32,
Caff,
awAar,
exie,
Qxhe,
exoL,
w25,
LASF,
Qule,
2x14,

20,
b,
ad,
s,
wsh,
e,
T,

insn,
A,

oo,
orle,
remt,
oxbg,
Tz,
Gxde,
e T,
=T
Frehls,
euda,

Fomar £ Que Axmeadiad 23 5

Ceocce e Ko

- Zww o CHMigp

i

Nt

LAl S e e Ao h Send B L A s nsmn bame ol v
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After we have sent the handshake, version, and username packets, we can add the
following code to send the chat message:

const unsigned char packet_bytes[] = {

0x00, 0x00, 0x00, Ox4e, Ox1f, Ox8b, 0x08, 0x00,
0x00, 0x00, 0x00, 0x00, O0x00, Oxff, Ox8b, Oxce,
0x4d, 0x2d, Ox2e, Ox4e, Ox4c, Ox4f, Ox8d, Oxe5,
Oxe2, 0x84, Oxb2, @Oxbc, @x95, 0x12, @x95, Oxb8,
0x38, Ox8b, @Oxf2, @Oxf3, Ox73, @Oxbd, 0x95, Ox72,
Oxf2, 0x93, 0x92, Ox2a, 0x81, Oxbc, Oxe2, Oxd4,
Oxbc, 0x94, Oxd4, 0x22, Ox5b, @Ox25, Ox37, 0x37,
0x37, Ox47, Ox47, 0x47, Oxef, Oxof, Ox6f, Ox57,
0x57, 0x57, 0x25, Oxae, 0x68, Ox7d, Oxb8, 0x66,
0x2e, Ox00, Ox9b, Ox77, Ox70, Ox1l4, Ox48, 0x00,
0x00, 0x00

s

iResult = send(ConnectSocket, (const char*)packet_bytes,
(int)sizeof(packet_bytes), 0);
printf("Bytes Sent: %ld\n", iResult);

Executing this code will send a chat message just as if we were connected:

ised by Lhe remole hoxl
wllisg thes to logw in.

cnrmslicn nus torcably closed L~, e rarote host

was Topped off

In the section above, we saw that the difference between the a and b chat messages
was a change of 2 bytes. Let's change only the 2 bytes above and see how the server
responds:

const unsigned char packet_bytes[] = {

0x00, 0x00, 0x00, Ox4e, Ox1f, Ox8b,
0x00, 0x00, 0x00, 0x00, 0x00, Oxff,
0x4d, 0x2d, Ox2e, Ox4e, Ox4c, Ox4f,
Oxe2, 0x84, Oxb2, @Ox6c, 0x95, 0x92,

0x08,
0x8b,
0x8d,
0x94,

0x00,
Oxce,
Oxe5,
0xb8,
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0x38, Ox8b, @Oxf2, @xf3, Ox73, @Oxod, 0x95, Ox72,
0xf2, 0x93, 0x92, 0x2a, Ox81, Oxbc, Oxe2, 0Oxd4,
Oxbc, 0x94, Oxd4, 0x22, Ox5b, @Ox25, 0x37, 0x37,
0x37, Ox47, Ox47, 0x47, Oxof, @Oxof, Ox6f, Ox57,
0x57, 0x57, 0x25, Oxae, Ox68, Ox7d, @xb8, 0x606,
Ox2e, Ox00, Ox9b, Ox77, Ox70, Ox1l4, 0x48, 0x00,
0x00, 0x00

s

Executing the code with this packet will result in the following error from the server:

3% Lopge

e in ceceived dalas Foaleed Lo uncong

Lagred off

This error message, plus how a single letter change results in multiple modifications to
the bytes in the packet, indicates that at least some part of the packet is compressed.

6.3.7 Compression

Compression is the process of taking input data and reducing its size. One of the most
simplistic compression techniques is combining repeating data. For example, the string
AAAAAAAAAA could become 10A. When decompressed, the decompressor would
know to expand 10A back to AAAAAAAAAA. There are multiple ways to compress
data, with some popular formats being ZIP and RAR. Just like executables are always
distinct from other data (like pictures), different compression formats are distinct from
each other.

Wesnoth is a multi-platform game that supports Windows and Linux. Therefore, we
know that whatever format being used must run on both OS's. On Linux-based
systems, two of the most popular compression formats are gzip and bzip2. We will start
our investigation with these formats.

Windows' default command prompt does not have good support for data operations.
To help us investigate, we will use another terminal emulator called Cmder. We will also
install the gzip package. Both of these can be installed using Chocolatey in Powershell:

choco install cmder -y
choco install gzip -y
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To test out the two compression techniques, create a text file named test.txt. In this file,
add a single line of text. Next, open up Cmder (C:\Tools\Cmder.exe) and navigate to
the directory with this text file. Run the following command to create a gzip'd version

of the file:

gzip test.txt

By default, gzip will remove the original file. Recreate test.txt in the same way so that
you can then create a bzip'd version:

bzip2 test.txt

You should now have two files: test.txt.gz and test.txt.bz2. We next want to examine
what the bytes of these files look like. To do this, we can use a tool called xxd:

xxd test.txt.gz
xxd test.txt.bz2

Your results should look similar to the following:

Fool Cmader

A xxd test.ixt.

20000000 1f8b 7360 aeab 7465
7874 cdc9 957 52e0

20000020: 89dd 20

A xxd test.t)t.bz

20000000: 425a GE3! ) 0 BZhD1AY&SY. .F
20800010: 9251

90000020: ©3cd

Comparing these against one of the packets, you should immediately notice that the
beginning bytes (@x1f8b) jump out in the packet:
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JUUE @92 VP ©9 UV 45 YU YWY /a S5C 29 49
16 7f 00 00 01 7f 00 €6 ©1 (2 C7 3a

30 €b 9V We
201€ 83 ¢5 fa b2
2026 2

2036 IlF 8bh a8 00
LDl . 41 ou €5
UM T3 6d 95 72
LIS 0 25 37 37
ELEEGR 7d b8 66

RTS8 s

This indicates that part of the packet may be compressed with gzip. We can validate
this by attempting to decompress an actual packet. In Wireshark, select a packet, right-
click on the data, and choose Copy -> Value:

TR T14988 127.9.4.1 127.4.5.  Folow "M, MK Segzrag
15 132.926721 127.0.0.1 127.9.8. Copy > A1l Vis e borms
22 356.615233 127.9.8.1 127.9.0. .
oy o - - . - = ; L Bl Ve o S
21 56.620:21  127.4.9.1 127,606 Show Fackat Oytes Cd=Shét=13

- = Sascriatce
26 35A.621422 177.4.4.1 127.3.6. Fapoxt Fac bt Fyles ol =Shift=%

23 356.TE0014 127.90.3.1 127.8.8. - =
Wia Pctacal Fage alue

Fiter Findd Seferarce

;::;;l:;p;::kugtc. on wirs (160F Eits), 125 bytes 0 L , £ Fller
Trterrat Protocal VYersian 4, Secd 127.6.8.1, Date Decode As_ Ctd=5hit-U Copy M acHi
Transnission Cont~ol Protozol, Sre Moct: 43362, D Go % Linked Facket o Hes Davn
Data (82 b’)".tlj i Show Linkad Paciet in Nes Windon s Frodablb Ter
Jata: ©oe000el HEOl0COICENNNTTIacetdiciee vt Hiw Shiwar
[Lengzh: 32) . Faw E rary

. Escaped Stn

We can use xxd again to turn this data into a gzip'd file. To do this, we will first print the
data to the terminal using the command echo. However, instead of only printing, we
will pass this printed text to xxd via the pipe operator (). We can then use the -r switch
to tell xxd to reverse the operation (or create a file from the hex), and the -p switch to
tell xxd to read from whatever is typed in, in this case the echo command. Finally, we
use the redirection operator (>) to save this to a compressed file:

echo "1f8b@8..... "I xxd -r -p - > file.gz

We can then decompress this file using gzip:

gzip -d file.gz
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This will produce a text file named file. Viewing this file, we can see structured data
representing our chat message:

N\ acho "1f8boR2020ama20200ffAbredd2:02ededcdf8deSe284h2E6c 8512950838 AL
r -p > file.gz

r leor

N 2zip -d file.gz

N cat file

:m*"'wwf_ﬁ]
nessage="a’
rcom="lokby ”

sender="FFFALOKKKESE"

6.3.8 Packet Structure

We now know that the majority of the packet contains compressed data, but there is
still one piece of the packet we have not reversed yet. Looking at the packet again, we
can see that the data 0x00 00 00 4e comes before the compressed section:

B AUERS o+ 1500 [Pad, AOx] Segel Ack=1

1 B, BEREED 12061 127.9.6.1 w

M. RaIRAT T T 1.em 137.9.6.1 o TIB ASERS = 1508 [254, £0<] SeqeRi Aokl
5 .680850 120,881 137.9.6.1 {7 IR ASERE = 1588 [254, £0«] Segzihs k=
2 5.214756 122.0.8.1 127.9.6.1 ® 11 ASRGS - 10000 [9SH0, 404] SAq-279 feke

Frose 9: 126 hytex on wire (1080 kitx), “206 hytes capturec (1828 bitc) oo interfaca \fevica b f  oaccack, 2 0
Null/Locpback
Internet Frotoccl versizcn 4, Src: 127.€.8.1, Ost: 127.2.0.1
Tranzsizzicn Contrcl Protoccol, Src Port: 30863, Dot Peort: 15000, Soqr 83, Ack: 1, et 82
~ Jota 182 bytes)
Doto. EOECCICLISLCECCOM CCCECOOH HELCOII 10 2edod 4+ ECCSClZ40TnI0s 1100220282,
[fength: a2)

€1 BC o€ 22 a5 ee 'O

30 ZD 42 BO B2 2C 0O g2 -zl
Tf €€ b9 0L FF 88 €€ 5

€T 33 € 33 ¢ fo w2

RS
LS
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If we convert this @x4E into decimal, we get the value 78. Examining the length of the
data section of the packet, we see that it is 82. From this we can deduce that the first 4
bytes of the packet are responsible for holding the size of the compressed data. With
this, we have all the information we need to create our own packet.

6.3.9 Creating a Packet

Now that we have reversed a packet, we can use the opposite steps to create our own.
In this case, let's create a chat message that says z from our chat message that said a.
Take the file produced from our steps above, and change the message to z:

"

A cat file

[message]
musseape="¢"
rocms"’
sernder="FFFAAMEKKEEE"

[/message]

Next, we are going to gzip this file. We can then use xxd to print out its byte
representation. By using the -i flag, xxd will display this data in a format that we can use
in our code:

]
e
i

A

1
I
un=zigned 1ot
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We can place this data into our code like before:

const unsigned char packet_bytes[] = {

1

0x1f, 0x8b,
Oxb6c, 0x65,
0Oxe5, 0Oxel,
Oxf3, 0x73,
0xd4, 0Oxbc,
0x47, Oxof,
0x66, 0Ox2e,

0x08,
0x00,
0x84,
oxod,
0x94,
Oxof,
0x00,

0x08,
0x8b,
0xb2,
0x95,
0xd4,
Oxof,
Oxf3,

0x16,
Oxce,
oxoc,
0x72,
0x22,
0x57,
0x40,

0x8a,
0x4d,
0x95,
oxf2,
0x5b,
0x57,
Oxda,

0x73,
0x2d,
Oxaa,
0x93,
0x25,
0x57,
Ox7c,

0x60,
0x2e,
0x94,
0x92,
0x37,
0x25,
0x48,

0x00,
Ox4e,
Oxb8,
0x2a,
0x37,
Oxae,
0x00,

0x0b
0x4c,
0x38,
0x81,
0x37,
0x68,
0x00,

0x66,
Ox4f,
0x8b,
Oxbc,
0x47,
Ox7d,
0x00

0x69,
0x8d,
oxf2,
Oxe2,
0x47,
0xb8,

If you examine the chat messages so far and our newly generated message, you may
notice that there is a difference:

02 62 90 22 45 00 GG 7a 5d 20 40 GO

29

01 7f 62 @2 21 7 00 €6 @1 <2 7 fa
20820 A_5 a8 27 f8 A5

aAR30
aARaQ
9850
2060
2070

33 ¢8

All the other chat messages used by the game have 0x@0..ff in between 0x08 and
0x8b. By contrast, our message has what appears to be random data. To fix this, we
can simply replace these bytes with values that we know work from the game:

const unsigned char packet_bytes[] = {

1

0x1f, 0x8b,
0x4d, 0x2d,
0x95, 0xaa,
0xf2, 0x93,
@x5b, 0x25,
0x57, 0x57,
Oxda, 0x7c,

0x08,
0x2e,
0x94,
0x92,
0x37,
0x25,
0x48,

0x00,
Ox4e,
0xb8,
0x2a,
0x37,
Oxae,
0x00,

0x00,
0x4c,
0x38,
0x81,
0x37,
0x68,
0x00,

0x00,
Ox4f,
0x8b,
Oxbc,
0x47,
0x7d,
0x00

0x00,
0x8d,
0xf2,
Oxe?2,
0x47,
0xb8,

0x00,
0Oxe5,
0xf3,
0xd4,
0x47,
0x66,

0x00,
Oxe2,
0x73,
Oxbc,
Oxof,
Ox2e,

Oxff,
0x84,
0xed,
0x94,
Oxof,
0x00,

0x8b,
Oxb2,
0x95,
0xd4,
Oxof,
0xf3,

Oxce,
Oxéc,
0x72,
0x22,
0x57,
0x40,

This also has the effect of shortening the data. Finally, we need to add the length to
the front of the packet. Since it is a single letter, we know that it will be @x4e:
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const unsigned char packet_bytes[] = {

0x00, 0x00, 0x00, Ox4e, Ox1f, Ox8b, 0x08, Ox00, 0x00, 0x00, 0x00, 0x00,
0x00, Oxff, Ox8b, Oxce, Ox4d, 0x2d, Ox2e, Ox4e, Ox4c, Ox4f, Ox8d, Oxe5,
Oxe2, Ox84, Oxb2, @xbc, 0x95, Oxaa, 0x94, Oxb8, 0x38, @0x8b, Oxf2, Oxf3,
0x73, Oxbd, @x95, Ox72, Oxf2, 0x93, 0x92, Ox2a, Ox81, @xbc, Oxe2, Oxd4,
Oxbc, 0x94, Oxd4, 0x22, Ox5b, Ox25, Ox37, 0x37, Ox37, Ox47, Ox47, Ox47,
Ox6f, Oxof, @Oxof, @x57, Ox57, Ox57, Ox25, Oxae, Ox68, @0x7d, Oxb8, 0x606,
Ox2e, Ox00, Oxf3, 0x40, Oxda, Ox7c, 0x48, O0x00, 0x00, 0x00

+s

With these changes, we can build and execute the code. The resulting program will
connect to the server and send the chat message z, proving that we now know the
structure and can create our own packets:

| oo Poapt mescthed oo

Aing accaptel versicn

LSINE accaptec

e lugged o
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6.4 Creating an
External Client

6.4.1 Target

Our target in this chapter will be Wesnoth 1.14.9.

6.4.2 |ldentify

In the previous chapter, we reversed the structure of a Wesnoth chat packet and
identified the steps needed to reverse and create chat packets for the game. In this
chapter, we will expand on this work to create a chat bot, a type of bot that will wait for
and respond to certain commands.

6.4.3 Understand

In the previous chapter, we determined that the process to reverse a packet went like
this:

1. Retrieve the packet's data.
2. Split the data into two sections: size and compressed content.
3. Decompress the second section.

We used that technique on a chat packet and retrieved structured data that looked like:

[message]
message="a"
room="1obby"
sender="FFFAAAKKKEEE"
[/message]
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Once we retrieved this data, we could make modifications and use a similar process to
create a new packet:

1.  Compress the data section.
2. Add the section's length to the front of the data section.
3. Send the packet with the new data.

Since we can write both of the above processes out as a series of concrete steps, we
can create a program to automatically perform them for us. In the retrieval process, we
can analyze the content of each retrieved packet and look for certain characters. If we
identify these characters, we can act on them.

6.4.4 ZLib Installation

The data in the packets was compressed using gzip. While we could write our own
functions to manage gzip'd data, there are external libraries that already provide
functionality to compress and decompress gzip'd data in C++. External libraries
generally contain two parts: header files to include in your code, and library files that
contain the actual code. For this chapter, we will use a library called ZLib. Most of these
libraries require additional installation steps to fully work, including ZLib.

To set up ZLib, first download the Complete package installer from their site under the
zlib for Windows 9x/NT entry. Once installed, it should create a directory at C:\Program
Files (x86)\GnuWin32.

This installation placed several header and library files in this directory. To use these, we
need to include them in our Visual Studio project. Open up Visual Studio and create a
project. Once created, right-click on the project file and choose Properties:
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https://zlib.net/
http://gnuwin32.sourceforge.net/packages/zlib.htm

Marage NuCet Pickajes

Cat vt Shurhip Parjart

Debug

Dependesciet o
Load Entre Deperdency

Resian Solutor

First, we will make sure that our project can find the ZLib include files. In the properties
dialog, choose C/C++ -> Additional Include Directories -> Edit:

»aton Yarace

. ' s ' Addrtora Incude Dincicses WA ZY LW ir I rclede % |AddtonsiindudeDinctaren

rwwd W3]

L AN

Add ticeal Ivchude Biretores
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In the dialog box that appears, choose the New folder icon and browse to C:\Program
Files (x86)\GnuWin32\include:

Additional Include Directories ? .4

> QI 2

C:\Program Files %28x86%29\GnuWin32\include

Evaluated value:

CA\Program Files (x86)\GnuWin32\include
%(AdditionallincludeDirectories)

Inherited values:

[\“] Inherit from parent or project defaults Macros> >

[ OK ‘ Cancel

We can now include zlib.h inside our code, and the build process will be able to locate
the file. However, as we have seen in previous chapters, header files generally only
contain function definitions and do not contain the majority of code. In ZLib, this code
is stored in library files. We will include these library files in a similar manner.

Select Linker -> General and then select Additional Library Directories -> Edit:
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Like we just did, choose the New folder icon. This time, supply the path to the library
folder at C:\Program Files (x86)\GnuWin32\lib:

Additional Library Clrectorias
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Now that we have loaded the library folder, we need to include the actual .lib file. In
Linker -> Input, select Additional Dependencies and add zlib.lib in the dialog that
appears:
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With all this setup done, we can now include ZLib in our code like a regular header:

#include <zlib.h>

However, if we try to build this code, we will get the following build error:
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If we double-click on this error, we are directed to the following code block:

#if 1 /* HAVE_UNISTD_H -- this line is updated by ./configure */
# 1include <sys/types.h> /* for off_t */

# 1include <unistd.h> /* for SEEK_* and off_t */

# 1ifdef WMS

unistd.h is a Unix specific file. To fix this error, we can change the #if 1 to #if
HAVE_UNISTD _H, like so:

if HAVE_UNTSTD W

With these changes, our program will now build. However, if you run the program, you
will encounter a missing DLL error. To fix this, copy over the zlib1.dll file to the running
directory of your application:
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We can now build and run programs that contain ZLib functionality.

6.4.5 Sending Data

Now that we can compress data in our code, we can create a function to send a
Wesnoth-structured packet with whatever data we would like. To create the packet, this
function will need our data and the length of this data. To send the packet, we will
need a socket. With these requirements, we can create our function definition:

void send_data(const unsigned char *data, size_t len, SOCKET s) {

Based on the documentation, the easiest way to use ZLib to produce gzip'd data is to
create a file with the compressed data. We can do this using the gzopen, gzwrite, and
gzclose functions. These are similar to the regular file functions fopen, fwrite, and
fclose. In our case, we will create a single compressed file, packet.gz, and write
whatever data is passed into this file:

gzFile temp_data = gzopen("packet.gz", "wb");
gzwrite(temp_data, data, len);
gzclose(temp_data);

We can test our current implementation via:

const unsigned char version[] = "[test]hello[/test]";
send_data(version, sizeof(version), ConnectSocket);

Running this code will produce a packet.gz file in the same directory that you ran the
program from. If you use gzip to decompress the packet.gz file, you will find that it
contains [test]hello[/test], showing that our code works so far.

Our packet needs to contain the byte representation of this file. To retrieve this, we can
read the file as a binary file:

#define DEFAULT_BUFLEN 512

FILE* temp_file = NULL;
fopen_s(&temp_file, "packet.gz", "rb");
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if (temp_file) {
size_t compress_len = 0;
unsigned char buffer[DEFAULT_BUFLEN] = { @ };
compress_len = fread(buffer, 1, sizeof(buffer), temp_file);
fclose(temp_file);

If you run this code and set a breakpoint after fclose, you will see that the buffer now
contains the byte representation of the compressed file. We can use this to build our
packet. We know that the first 4 bytes (a DWORD) of the packet represent the packet's
size. Since all of the chat packets are small, we only need to write the size to the last
byte of this DWORD. Since buffers start at 0 in C, we reference this position with +3.
We will write the buffer containing the compressed data after that:

unsigned char buff_packet[DEFAULT_BUFLEN] = { @ };
memcpy(buff_packet + 3, &compress_len, sizeof(compress_len));
memcpy(buff_packet + 4, buffer, compress_len);

Next, we will use the code we have seen before to send a packet containing this data:

int iResult = send(s, (const char*)buff_packet, compress_len + 4, @);
printf("Bytes Sent: %ld\n", iResult);

To verify that this method works, we will build off the code we wrote in the previous
chapter. In this code, we sent three packets to connect to the server: an initial
negotiation packet that contained Q's, a packet containing our client's version, and a
packet containing our username.

We can use the same technique that we used to decode chat messages to decode
these packets. For example, the packet containing our version looks like this after
decoding:

[version]
version="1.14.9"
[/version]

Instead of sending the packet's bytes like we were doing, we can use our new function:

const unsigned char version[] = "[version]\nversion=\"1.14.9\"\n[/version]";
send_data(version, sizeof(version), ConnectSocket);
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If you build and run this code, you will see that our bot will connect in the same way,
verifying that our function works. We can build on this approach to send a custom
username:

const unsigned char name[] = "[login]\nusername=\"ChatBot\"\n[/login]";
send_data(nhame, sizeof(name), ConnectSocket);

Finally, we can use the same method to send an initial chat message when we connect:

const unsigned char first_message[] = "[message]\nmessage=\"ChatBot
connected\"\nroom=\"1obby\"\nsender=\"ChatBot\"\n[/message]";
send_data(first_message, sizeof(first_message), ConnectSocket);

This is the same chat message structure that we observed in the previous chapter.

6.4.6 Retrieving Data

We can now send chat messages. For our chatbot to work, we also need to retrieve
messages from the server and parse them for certain text. For this chapter, we will have
our bot respond to any message that contains \wave with a chat message that says
hello back.

At the bottom of the code from Microsoft is a loop that continuously checks for new
packets. We can modify this to send retrieved packets to our own function, and,
depending on the contents, send a chat message:

do {
iResult = recv(ConnectSocket, (char*)recvbuf, recvbuflen, 0);
if (iResult > @)
printf("Bytes received: %d\n", iResult);
else if (iResult == @)
printf("Connection closed\n");
else
printf("recv failed with error: %d\n", WSAGetLastError());

if (parse_data(recvbuf, iResult)) {
const unsigned char message[] = "[message]\nmessage=\"Hello!
\"\nroom=\"1lobby\"\nsender=\"ChatBot\"\n[/message]";
send_data(message, sizeof(message), ConnectSocket);

¥
} while (iResult > 0);
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Our parse_data function will take a data buffer and its length, and return true if \wave
is found.

bool parse_dataCunsigned char *buff, int buff_len) {

Like we described above, this function will do the same steps as the send_data
function, but in the opposite order. First, we will extract the compressed data from the
packet and write it to a file:

unsigned char data[[DEFAULT_BUFLEN] = { @ };
memcpy(data, buff + 4, buff_len - 4);

FILE* temp_file = NULL;
fopen_s(&temp_file, "packet_recv.gz", "wb");

if (temp_file) {
fwrite(data, 1, sizeof(data), temp_file);
fclose(temp_file);

With the compressed data saved, we can use the gzopen and gzread to read the
decompressed data into a variable. We will then write this variable to the terminal
using fwrite:

gzFile temp_data_in = gzopen("packet_recv.gz", "rb");
unsigned char decompressed_data[DEFAULT_BUFLEN] = { 0 };
gzread(temp_data_in, decompressed_data, DEFAULT_BUFLEN);
fwrite(decompressed_data, 1, DEFAULT_BUFLEN, stdout);
gzclose(temp_data_in);

Finally, we will check if the data contains the text \wave using strstr. This function
returns a positive value if the second parameter is included in the first parameter. It
returns O if not. Because of this, we can return the value of the search and use that to
signify to our calling code that the text was found:

return strstr((const char*)decompressed_data, (const char*)”\\wave");

The full source code for this chapter is available in Appendix A for comparison.
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6.5 Proxying TCP
Traffic

6.5.1 Target

Our target in this chapter will be Wesnoth 1.14.9.

6.5.2 Overview

In the previous chapter, we created an external client that would connect to a Wesnoth
server and listen for and respond to specific chat messages. A major downside to this
approach is that we had to reverse the entire authentication process so that our client
could connect to the server. Our goal in this chapter is to create a proxy. This will allow
us to use a regular game client and only intercept and modify the traffic we care about
from the client.

6.5.3 Reason for Proxying

The best way to understand our purpose for creating a proxy is to observe the network
traffic when connecting to a server with two clients on the same host. On your lab
machine, start a Wesnoth server and connect to it with a legitimate copy of the game.
Next, modify the client that we wrote in the previous chapter and remove all the
authentication. Instead, have it simply send a chat message:

freeaddrinfo(result);

if (ConnectSocket == INVALID_SOCKET) {
printf("Unable to connect to server!\n");
WSACleanup();
return 1;
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const unsigned char first_message[] = "[message]\nmessage=\"ChatBot
connected\"\nroom=\"1obby\"\nsender=\"ChatBot\"\n[/message]";
send_data(first_message, sizeof(first_message), ConnectSocket);

Finally, open up Wireshark and start monitoring for traffic on the local adapter, as we
have discussed in previous chapters. When you start the modified external client, you
should see the following error on the server:

SAWesthd.exe
joived using accepted version 1.14.9
has logged on
e of_jane nurber_of _users 1
rect Y
of S 0 nurber_of _users 1

We are familiar with this error from our initial analysis, so we know that it occurs when
we do not provide a valid handshake. Even though both our game and external client
are running on the same machine, they have different sockets and are treated as
completely separate connections by the server:
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Okay, use port
51111

Client 1

Client 2

Okay, use port
51112

If we examine the Wireshark traffic from the game client and our external client, we can
observe this behavior. While the game is busy sending traffic on port 51120, we can
see the TCP handshake of our external client on port 51123:
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If we want to intercept and modify a game's client traffic, we will need to use a different
approach.
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6.5.4 Proxying Traffic

When using TCP, we know that a connection is established between a client and server
after completing a handshake. To intercept and inject our own traffic into this
connection, the easiest approach is to be a man-in-the-middle (MitM) of this
connection.

At this position, we can modify requests from the client before they are sent to the
server, as well as responses from the server before they are sent to the client. This is
commonly known as a proxy, or an agent that simply relays traffic from a source to a
destination. A visualization of this model is shown below:

Hi server, | Hi sewver, |
~vant © want o
sonnect connect

- 1 -

| Sure client

Proxy Proxy
(Servar) (Client)

The key to this model is that our proxy is acting as the server to the client and the client
to the server. This means that the server completes a handshake with our proxy,
allowing us to inject whatever traffic we want. Since we are forwarding legitimate traffic
from the client, we do not need to reverse traffic (such as the authentication
mechanism) because the client will handle that for us.
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A proxy consists of three main sections of code:

1. A socket to listen for client traffic
2. A socket to send traffic to the server
3. Logic to relay traffic from the client to the server and the server to the client

To simplify this chapter, we will create a proxy that will respond to the \wave event,
identical to the external client we wrote in the previous chapter. For these operations,
the Wesnoth client must send data to the server for the server to respond. When using
a proxy for other operations, additional logic will need to be added in to pass server
traffic to the client.

The full code for this chapter is available in Appendix A.

6.5.5 Listening for Client Traffic

To listen for client traffic, we will create a listen socket. Once we receive a connection,
we will establish a connection with the client. To do this, we can build off the Microsoft
server example:

#define DEFAULT_PORT "27015"

WSADATA wsaData;
int iResult;

SOCKET ListenSocket = INVALID_SOCKET;
SOCKET ClientSocket = INVALID_SOCKET;

struct addrinfo* result = NULL,
hints;

iResult = WSAStartup(MAKEWORD(Z2, 2), &wsaData);

ZeroMemory(&hints, sizeof(Chints));
hints.ai_family = AF_INET;
hints.ai_socktype = SOCK_STREAM;
hints.ai_protocol = IPPROTO_TCP;
hints.ai_flags = AI_PASSIVE;

iResult = getaddrinfo(NULL, DEFAULT_PORT, &hints, &result);
ListenSocket = socket(result->ai_family, result->ai_socktype, result-
>ai_protocol);
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iResult = bind(ListenSocket, result->ai_addr, (int)result->ai_addrlen);
freeaddrinfo(result);

iResult = listen(ListenSocket, SOMAXCONN);
ClientSocket = accept(ListenSocket, NULL, NULL);
closesocket(ListenSocket);

This will create a socket on port 27015 that will accept a single connection.

6.5.6 Sending Traffic to Server

For sending traffic to the server, we can build off the code that we already discussed in
the previous chapter:

SOCKET ServerSocket = INVALID_SOCKET;

ZeroMemory(&hints, sizeof(Chints));
hints.ai_family = AF_INET;
hints.ai_socktype = SOCK_STREAM;
hints.ai_protocol = IPPROTO_TCP;

iResult = getaddrinfo("127.0.0.1", "15000", &hints, &result);

ServerSocket = socket(result->ai_family, result->ai_socktype, result-
>ai_protocol);

iResult = connect(ServerSocket, result->ai_addr, (int)result->ai_addrlen);
freeaddrinfo(result);

Like we discussed above, our proxy will forward client packets to the server and server
packets to the client. However, not all client packets will require a response from the
server. For example, in Wesnoth, sending a chat message does not require a response
back. To ensure that our proxy does not get stuck waiting for a server response, we
need to set a timeout on the server socket. This timeout will cause any recv calls to fail
after a set amount of time:

DWORD timeout = 1000;
setsockopt(ServerSocket, SOL_SOCKET, SO_RCVTIMEO, (char*)&timeout,
sizeof(timeout));
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6.5.7 Relaying Traffic

With both of our sockets created, we can now focus on relaying the traffic between the
client and server. Since Wesnoth does not send out server responses unless a client
sends a request, our proxy can be simplified to the following events:

Wait for a request from the client.

Send that request to the server.

Wait for a response from the server.

If a response comes back, send to the client. Otherwise, start waiting for the
next client request.

AW N =

After each event, our program will sleep for a short period to ensure that the traffic
between the client and server does not get desynchronized. First, we will wait for a
request from the client:

#define DEFAULT_BUFLEN 512

int iSendResult;
unsigned char recvbuf[DEFAULT_BUFLEN];
int recvbuflen = DEFAULT_BUFLEN;

do {
iResult = recv((ClientSocket, (char*)recvbuf, recvbuflen, 0);
Sleep(100);

If we retrieve a request, we pass this data to the server:

if (iResult > @) {
printf("Bytes received: %d\n", iResult);

iSendResult = send(ServerSocket, (char*)recvbuf, iResult, 0);
Sleep(100);
printf("Bytes sent: %d\n", iSendResult);

Next, we wait for a response from the server. If a response actually comes back, we
forward this on to the client:

iResult = recv(ServerSocket, (char*)recvbuf, recvbuflen, 0);
Sleep(100);
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if (iResult !'= SOCKET_ERROR) {
iSendResult = send(ClientSocket, (char*)recvbuf, iResult, 0);
Sleep(100);

Finally, we continue the loop while we have a result, or if we have a timeout from the
server:

} while (iResult > @ || WSAGetLastError() == WSAETIMEDOUT);

At this point, our proxy will properly pass traffic from a client to a server. We can verify
this by running the proxy, connecting to it in Wesnoth by setting the server to
localhost:27015, and confirming that we can connect to the actual server running on
localhost:15000.

As a proof-of-concept, we can now add in logic to intercept and modify traffic. First, we
can import our parse_data and send_data functions from our last chapter. Next, we
will modify our main loop to check any client requests and see if they contain the chat
message \wave. If so, we will send an additional packet with a Hello! message:

if (iResult > 0) {
printf("Bytes received: %d\n", iResult);
if (parse_data(recvbuf, iResult)) {
const unsigned char message[] = "[message]\nmessage=\"Hello!
\"\nroom=\"1lobby\"\nsender=\"ChatBot\"\n[/message]";
send_data(message, sizeof(message), ServerSocket);
Sleep(100);

If you connect to the proxy now and send the chat message \wave, you will see that an
additional message appears on the server, indicating that we successfully injected
traffic into the connection:
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7.1 DLL Injector

7.1.1 Target

When writing a DLL injector, it is helpful to have an already working DLL for a particular
target. For this chapter, we will use the memory wallhack we produced in Chapter 5.2.
While our injector will be built for the game Urban Terror, we will be able to easily
modify it for other targets in the future.

7.1.2 Overview

In previous chapters, we used Windows' Applnit functionality to inject DLLs into game
executables. While this approach works well for testing, it has several drawbacks:

*  Applnit_DLLs needs to be updated for each new DLL.

*  Applnit_DLLs are injected into every started process.

»  Secure Boot has to be disabled.

*  Applnit_DLLs will only be injected into processes that load user32.dll.
. DLLs are loaded into the process at a set time, outside of our control.

To get around these drawbacks, we will write an injector, which will manually load our
DLL into the game executable.

7.1.3 Concepts

To load static and dynamic libraries, Windows executables can use the LoadLibraryA
API function. This function takes a single argument, which is a full path to the library to
load.

HMODULE LoadLibraryA(
LPCSTR 1pLibFileName
J;

If we call LoadLibraryA in our injector's code, the DLL will be loaded into our injector's
memory. Instead, we want our injector to force the game to call LoadLibraryA. To do
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this, we will use the CreateRemoteThread API to create a new thread in the game. This
thread will then execute LoadLibraryA inside the game's running process.

However, since the thread is running inside the game's memory, LoadLibraryA will not
be able to find the path of our DLL specified in our injector. To get around this, we
have to write our DLL's path into the game's memory. To ensure that we do not corrupt
any other memory, we will also need to allocate additional memory inside the game
using VirtualAllocEx. The full breakdown of this interaction looks like:

Injecior

VirtualallocEx

WrileProcessMemory -~ C : Thread

CreateRemoteThread ——
' : oadLibraryA{
C:\Path\hack.dll

As we know from previous chapters, we will need a process handle to interact with an
external process. For example, in Chapter 3.2, we used FindWindow and
GetWindowThreadProcessld to retrieve a process identifier. This approach has many
drawbacks and is not recommended beyond quick testing. Instead, we will use
CreateToolhelp32Snapshot.

7.1.4 Process ldentifier

To use WriteProcessMemory, we will need a handle to the Urban Terror process.
Instead of using FindWindow like we did previously, we will use
CreateToolhelp32Snapshot. This APl takes a snapshot of all the currently running
processes on the machine. Each process in this snapshot can then be examined using
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Process32First and Process32Next. Microsoft provides a good example of how to do
this here.

While Microsoft's example iterates all processes and dumps their loaded modules, we
are only interested in finding a single process and retrieving its process identifier.
Therefore, we can simplify their example code:

#include <windows.h>
#include <tlhelp32.h>

int main(int argc, char** argv) {
HANDLE snapshot = 0;
PROCESSENTRY32 pe32 = { 0 };
pe32.dwSize = sizeof(PROCESSENTRY32);
shapshot = CreateToolhelp32Snapshot(TH32CS_SNAPPROCESS, @);
Process32First(snapshot, &pe32);
do {
} while (Process32Next(snapshot, &pe32));

return 0;

Each process entry contains two fields that we care about: szExeFile and
th32ProcessID. The former contains the name of the process, like svchost.exe or
notepad.exe. The latter contains the process identifier of the process that we can pass
to OpenProcess.

The process name of Urban Terror is Quake3-UrT.exe. This can be identified by
viewing the process list in Task Manager while Urban Terror is running. To compare this
value to the value in szExeFile, we can use the function strcmp. This function takes two
strings and returns 0 if they match:

do {
if (wcscmp(pe32.szExeFile, L"Quake3-UrT.exe") == 0) {

}
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7.1.5 Process Handle

When these strings match, we know that pe32.th32ProcessID must contain the
process identifier for the running instance of Urban Terror. We can pass this value to
OpenProcess just like we did in previous chapters:

HANDLE process = OpenProcess(PROCESS_ALL_ACCESS, true, pe32.th32ProcessID);

7.1.6 Allocating Memory

Next, we need to allocate memory inside of Urban Terror to store the full path of our
DLL. To do this, we will use VirtualAllocEx, which is defined as:

LPVOID VirtualAllocEx(
HANDLE hProcess,
LPVOID 1pAddress,
SIZE_T dwSize,
DWORD flAllocationType,
DWORD fl1Protect

);

Going through the arguments, hProcess will be the process handle we obtained from
OpenProcess. I[pAddress will be NULL, since we do not care where the address is
allocated. dwSize will be the length of the path to our DLL. Since we want to allocate
memory and have it be usable, we will choose MEM_COMMIT as the allocation type.
Finally, since we want to write to the allocated memory, we will specify the protection
as PAGE_READWRITE.

VirtualAllocEx will return a void pointer containing the address that our memory is
allocated at. Since we will need this value for our next call to WriteProcessMemory, we
will have to create a variable for it. We will also need to create a variable for the full
path of our DLL. Due to how C++ interprets backslashes, we need to use two \'s for
each single backslash. With all these parameters worked out, we can add the following
code:

const char *dll_path = "C:\\Users\\IEUser\\source\\repos\\wallhack\\Debug\
\wallhack.dll";
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void *1pBaseAddress = VirtualAllocEx(process, NULL, strlen(dll_path) + 1,
MEM_COMMIT, PAGE_READWRITE);

7.1.7 Writing the DLL Name

With our memory now allocated, we can write our DLL name into Urban Terror's
memory using WriteProcessMemory. The base address for writing will be the address
that we retrieved from VirtualAllocEx:

WriteProcessMemory(process, lpBaseAddress, dll_path, strlen(dll_path) + 1,
NULL);

7.1.8 Creating the Thread

With our DLL's path written into the game's memory, we can create a thread to execute
LoadLibraryA to load the DLL into the game. We will use CreateRemoteThread to
create the thread, but first, we need to obtain the address of LoadLibraryA.

LoadLibraryA exists inside kernel32.dll. Windows takes care of loading this DLL into all
processes that need any AP| contained inside kernel32.dll. To obtain the address of
LoadLibraryA, we can use GetProcAddress. This APl requires a handle to the DLL that
contains the function, in this case kernel32.dIl. We can get this handle using
GetModuleHandle:

HMODULE kernel32base = GetModuleHandle(L”kernel32.d11");

Now we can use CreateRemoteThread to load our DLL. CreateRemoteThread's
definition looks like:

HANDLE CreateRemoteThread(

HANDLE hProcess,
LPSECURITY_ATTRIBUTES T1pThreadAttributes,
SIZE_T dwStackSize,
LPTHREAD_START_ROUTINE 1pStartAddress,
LPVOID lpParameter,

DWORD dwCreationFlags,
LPDWORD 1pThreadId

),
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Let's step through each parameter required. The process will be the process handle for
Urban Terror, identical to WriteProcessMemory. The next two parameters we do not
need, so we can pass NULL and O for them. Our start address will be the address of
LoadLibraryA that we retrieve through GetProcAddress. Finally, we need to pass a
single parameter to LoadLibraryA, our DLL path, which we know from our call to
VirtualAllocEx. For the purpose of our injector, we can ignore the last two parameters
as well. With all of this down, our call ends up looking like:

HANDLE thread = CreateRemoteThread(process, NULL, 0,
(LPTHREAD_START_ROUTINE)GetProcAddress(kernel32base, "LoadlLibraryA"),
1pBaseAddress, @, NULL);

We have some additional operations we need to do with our thread, so we will save a
handle to the thread. Before exiting, we want our injector to wait until the thread has
been created and finished executing. We can do this via WaitForSingleObject and
GetExitCodeThread:

WaitForSingleObject(thread, INFINITE);
GetExitCodeThread(thread, &exitCode);

7.1.9 Clean Up

Finally, we can free up the memory we allocated and close the open handles we have
after our DLL has been injected:

VirtualFreeEx(process, lpBaseAddress, @, MEM_RELEASE);
CloseHandle(thread);

CloseHandle(process);

break;

The final break exits the loop that we created to scan through each process.

With all of this done, we can start Urban Terror, enter a game, and then run our injector.
If everything went successfully, players will start appearing through walls, indicating
that our DLL was injected. If it fails, make sure to run the injector with administrator
permissions.

The full code for the injector is available in Appendix A.

371



https://docs.microsoft.com/en-us/windows/win32/api/synchapi/nf-synchapi-waitforsingleobject
https://docs.microsoft.com/en-us/windows/win32/api/processthreadsapi/nf-processthreadsapi-getexitcodethread

7.2 Pattern Scanner

7.2.1 Target

Our targets in this chapter will be Wesnoth 1.14.9 and Wesnoth 1.14.12.

7.2.2 Overview

In Chapter 2.3, we located the sub instruction responsible for subtracting gold from our
player when we recruited a unit. In the 1.14.9 version of the game, we located this
instruction at @x7CCD9E:

.

R ptr

vax Jeord L:LT
wy Jdeurd ptr ss. 2
10y _dwerd prr_ss:labp

If a game's code is not loaded dynamically, addresses for instructions will not change.
As such, we can consistently use them when programming. We used this behavior
across several targets to build code caves, such as in Chapter 3.4.

However, newer versions of Wesnoth have been released, like 1.14.12. This version can
be installed using Chocolatey in the same way we installed version 1.14.9:

choco install wesnoth --version=1.14.12 -y

Most games will continually release additional versions and require updates to continue
playing on multiplayer servers. If we examine @x7CCDIE in Wesnoth 1.14.12, we see
that the sub instruction is no longer there:
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When developers introduce new features or fix bugs in each release, they modify the
game's code. They then compile these changes to produce a new executable for the
game. Since this new executable has different code, the location of all code in the
game will change. This is why the sub instruction is no longer present at @x7CCDOE in
version 1.14.12.

7.23 Opcodes

If we wanted to find the new address of the sub instruction, one approach is to repeat
the exact same method we used in Chapter 2.3. If we do this, we can identify that the
sub instruction in 1.14.12 is located at @x7D177E:
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v ¥

It o

NRY A

SD8E QE FDEEEE 2a eax .dword

However, if we wanted to then upgrade our hack to a newer version, like 1.14.15, we
would have to repeat this process again. This is a time-intensive process, especially for
more complex tasks, like locating a player's base pointer.

Back in Chapter 1.1, we covered operation codes, or opcodes. Each opcode represents

an instruction to execute. x64dbg displays the opcode for each instruction in the
column to the left of the instruction:
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For example, the opcode for the sub instruction we identified is @x2942 04.

Executables do not store their code as assembly instructions. Rather, they store it as
opcodes. The disassembly observed in x64dbg is reconstructed from these opcodes.
We can verify this by opening up wesnoth.exe in a hex editor, a type of program that
displays the hexadecimal bytes of a chosen file. In this chapter, we will use HxD:

choco install hxd

After opening wesnoth.exe, we can search for the opcode identified above via Search
-> Find:

WA - [\..'\I"fk)k’ldl“ FHES (AQUNDALUE 1O VWEDTIULIT 1,19, 18 \WESIHTULNLTEAY |

i File Edit RN View Analysis Tools Window Help

AR Find S Hows (ANSI) v|| hex
) .. Replace... Ctrl+R
¥ - ~ MOD
w| wesnoth.g
Find again F3
Offset (R)  Find again (reversed)  Shift+F3 05 OA OB OC OD OE
00000000 . . . 00 FF FF 00
e (o to... Ctrl+G
00000010 00 00 00
00000020 00 00 D0 00 00 00 00 00
00000030 00 00 00 00 00 00 C 80 00
00000040 OE 1F BA OE 00 B4 09 CD 21 B8 01 4C CD 21 54
00000050 69 73 20 70 72 6F 67 72 61 €D 20 63 61 6E 6E
00000060 74 20 ©2 ©5 20 72 75 ©6E 20 €9 6E 20 44 4F 53
27aTaTaTaTalaFa ~™ | — ~ A -~ ~Qar ™ % o - -~ A 2T ‘ala ‘2l
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In the dialog that appears, we want to search for the hex value of our opcode:
Find X

Text-string Hex-values |nteger number Floating point number

Search for: 294204 v

Search direction
O Al
(@) Forward

() Backward

OK Search all Cancel

Searching should highlight the opcode value:

J030D0OB=E0 10 59 04 24 31 89 85 88 FC F7 FT EE SF 73 Fa L.5108% 17y=TYsO
2o300BeD FF 9 €5 58 FC FYT FF J 092 J0 00 BB 9D 4C FC FF 91 XuUuyyp...<.luy
Jo30op70 FF 01 DO 95 C2 85 70 FC FF F7 0C 45 1c FERRR v.o%A% xiyix:z.)0
cosposeo [f] 20 BD <B FT FF FF 00 74 ED &5 O8 FD FF FF |jewkKayy.cf. .. .00y
JO300BEO 3A 01 00 0C 44 24 04 8D B5 12 FD FF FF 8% °®....RDS.....v7%k
OANORRN N4 24 8% an FF FI 3 A2 F= FF 2R 85 7C Su-tiig¥e.boja |

Looking at the values near the highlighted value, we can see that they represent the
other opcodes near the sub instruction.

7.2.4 Scanning

If we compare the opcodes for the sub instruction between 1.14.9 and 1.14.12, we can
see that they are identical. This is because the opcodes for a particular instruction will
always be the same. Since these opcodes do not change, we can scan for these bytes
to locate the instruction we care about. This is known as pattern scanning.
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Due to how Windows loads PE files into virtual memory, the address for the instruction
differs between the hex editor and x64dbg. Since we want to locate and alter the
running code, we are interested in identifying the latter address.

To accomplish this, we need to read the memory from a running instance of Wesnoth
and then search that memory for a series of bytes. In this chapter, we will write an
external program to demonstrate the concept, but this same behavior can be used
inside a DLL to automatically update offsets.

Since we want to locate a running process and retrieve a process handle, we can start
with the base that we already discussed in Chapter 7.1:

#include <windows.h>
#include <tlhelp32.h>
#finclude <stdio.h>

int main(int argc, char** argv) {
HANDLE snapshot = 0;
PROCESSENTRY32 pe32 = { 0 };

pe32.dwSize = sizeof(PROCESSENTRY32);
shapshot = CreateToolhelp32Snapshot(TH32CS_SNAPPROCESS, @);
Process32First(snapshot, &pe32);

do {
if (wcscmp(pe32.szExeFile, L"wesnoth.exe") == @) {
HANDLE process = OpenProcess(PROCESS_ALL_ACCESS, true,
pe32.th32ProcessID);

CloseHandle(process);
break;

ks
} while (Process32Next(snapshot, &pe32));

return 0;

With the process handle to Wesnoth, our next goal is to read the process's memory
into a buffer that we can scan. However, processes are made up of many modules, or
sections of code. For example, the Wesnoth process has modules for the main game
code (wesnoth.exe), compression code (zlib1.dll), and graphics code (sdl.dll). We can
observe all the modules loaded into the process using x64dbg's Symbol tab:
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Since our sub instruction is in the wesnoth.exe module, we only want to scan this
memory. To do this, we want to identify the base address of the module and its size.
The CreateToolhelp32Snapshot APl also allows us to iterate over a process's modules

using Module32First and Module32Next:

if (wcscmp(pe32.szExeFile, L"wesnoth.exe") == 0) {
HANDLE process = OpenProcess(PROCESS_ALL_ACCESS, true,
pe32.th32ProcessID);

HANDLE module_snapshot = 0;
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MODULEENTRY32 me32;

me32.dwSize = sizeof(MODULEENTRY32);

module_snapshot = CreateToolhelp32Snapshot(TH32CS_SNAPMODULE,
pe32.th32ProcessID);

Module32First(module_snapshot, &me32);

do {
if (wcscmp(me32.szModule, L"wesnoth.exe") == 0) {
break;
}
} while (Module32Next(module_snapshot, &me32));
CloseHandle(process);
break;

At this point, the me32 structure will hold a few members that we care about:
modBaseAddr, the base address of the module, and modBaseSize, the size of the
module. We will use these two members to allocate a buffer and read the module's
memory into the buffer:

unsigned char *buffer = (unsigned char*)calloc(1l, me32.modBaseSize);
DWORD bytes_read = 0;

ReadProcessMemory(process, (void*)me32.modBaseAddr, buffer, me32.modBaseSize,
&bytes_read);

//scanning code

free(buffer);

At this point, our buffer contains the content of the memory from the wesnoth.exe
module base to the end of the module. This memory contains the opcodes for the
game's code. We can now scan over this memory to look for our pattern of bytes.

For each byte in the buffer, we will see if the pattern exists starting at the byte. If not,
we will continue on to the next byte. If all the bytes match, we will print the offset in the
buffer combined with the wesnoth.exe module base:

unsigned char bytes[] = { 0x29, 0x42, 0x04 1},
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for (unsigned int i = 0; i < me32.modBaseSize - sizeof(bytes); i++) {
for (int j = 0; j < sizeof(bytes); j++) {
if (bytes[j] !'= buffer[i + j1) {
break;

}

if (j + 1 == sizeof(bytes)) {
printf("%x\n", i + (DWORD)me32.modBaseAddr);
ks

If we start Wesnoth 1.14.12 and then run our scanner, it will correctly print out the
location of the sub instruction:

gC,

process_sn
module sna|C:\Users\IEUser\source\repos\Patter
SENTRY3Z peTo automatically close the console |

We can use this on any version of Wesnoth to locate the sub instruction we care about.

The full code for this chapter is available in Appendix A for comparison.
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7.3 Memory Scanner

7.3.1 Target

Our target in this chapter will be Wesnoth 1.14.9.

7.3.2 Overview

In previous chapters, we used Cheat Engine to search for memory addresses and
change their values. Cheat Engine is a type of program known as a memory scanner.
Memory scanners allow you to search for and edit memory inside a process.

Our goal in this chapter is to create a memory scanner that will operate on DWORD
values for the game Wesnoth.

EN'Nivizen PrawShall - a

CUSersL TRUSer \sauree’ ropas YESANNArLehUgs LA\NCHAFYSCARNGTE. &Xe Search
wusersh\IEUsersource’\reposs, vScanneribebugs> cat .\res.txt |selact

106165

11E0F2
116364

users\ Ieuser), L POpe ! ¢ g .ANeNaryscanner.exe filrer 54
\Users\IEUser® ~ ) : e ugs> cat J\res, txt

‘N

SNenaryScanner.exe write 55°

7.3.3 Understand

Memory scanners have three main operations:
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1. Search all memory for a certain value.
2. Filter previously identified addresses against a new value.
3. Set a memory address to a certain value.

In the previous chapter, we created a pattern scanner that would search the main
Wesnoth module for a series of bytes. We can use the same technique to search
memory for a value. However, in this case, we will scan all memory from 0x00000000 to
Ox7FFFFFFF. This range of addresses represents all the virtual address space that a 32-

bit Windows executable has access to. When scanning, we will save any address that is
set to a certain value.

To filter these addresses, we will perform the same scan operation described above
with one major difference: instead of scanning from 0x00000000 to Ox7FFFFFFF, we
will only scan saved addresses identified from the previous scan step. Any addresses
that still match a provided value will again be saved. In this way, we can continue to
filter down the list of valid addresses.

Finally, to write to an address, we can use the same WriteProcessMemory technique

identified in Chapter 3.2.

7.3.4 Program Structure

Before we write our program, we need to determine how we will handle the multiple
operations and passing data from one operation to another.

Since we have three distinct operations for our memory scanner to perform, we need
to determine how to handle these cases. One approach is to create a separate
program for each operation and then transfer data between the three programs.
However, this approach would require us to duplicate logic between multiple
programs, such as the logic to open a process handle.

For this chapter, we will use command-line arguments to designate which operation we
want to perform. For example, if we want to search for the value 50, we will call our
program like:

MemoryScanner.exe search 50

Since we need to call our scanner multiple times, we need a way to pass results from
one operation to the next. The easiest way to accomplish this is to use a file. For
example, if we search for a value, the file will be filled with all addresses that match this
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value. When we filter, addresses will be read from this file, and then new addresses are
placed in the file if they still match.

7.3.5 Process Handle

To read and write memory from Wesnoth, we need a process handle. We will use the
same approach we used in the previous chapter to accomplish this:

#include <windows.h>
#include <tlhelp32.h>
#include <stdio.h>

int main(int argc, char** argv) {
HANDLE process_snapshot = 0;
PROCESSENTRY32 pe32 = { 0 };

pe32.dwSize = sizeof(PROCESSENTRY32);

process_snhapshot = CreateToolhelp32Snapshot(TH32CS_SNAPPROCESS, @);
Process32First(process_snapshot, &pe32);

do {
if (wcscmp(pe32.szExeFile, L"wesnoth.exe") == 0) {
HANDLE process = OpenProcess(PROCESS_ALL_ACCESS, true,
pe32.th32ProcessID);

// handle operations

CloseHandle(process);
break;

}
} while (Process32Next(process_snapshot, &pe32));

return 0;

We will pass this process handle to all of our operations.
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7.3.6 Operations

Next, we can add in our operations. To access command-line arguments passed to our
program, we can use the argv argument. argv[0] will always hold our program's name
on the command-line (MemoryScanner.exe), with argv[1] representing the first
argument.

All arguments are passed in as strings. We want our program to search for DWORD
values. To convert from a string to a value that we can use to search for DWORD's, we
will use strtol, or (str)ing (to) (l)ong:

// handle operations
char* p;
long value = strtol(argv[2], &p, 10);

if(strcmp(argv[l], "search") == 0) {
search(process, value);

}
else if(strcmpCargv[1l], "filter") == 0) {
filter(process, value);

}
else if (strcmp(argv[l], "write") == 0) {
write(process, value);

}

With the base in place, we can now write each of these functions.

7.3.7 Search

We will start with our search function:

void search(const HANDLE process, const int passed_val) {

Like we discussed in the previous section, we will store the results of the search in a
text file. Like we did back in Chapter 6.4, we will use fopen_s to create a text file we
can write to:

FILE* temp_file = NULL;
fopen_s(&temp_file, "res.txt", “w");
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As we know, memory does not have a particular structure. For example, the memory
from @x12345678 to @x1234567C could hold the values @x44 0x45 @x41 0x45. If read
as a DWORD, this memory would hold the value 1145389381. However, if each byte is
read as a char, this memory would hold the value DEAD. In memory scanners like
Cheat Engine, you can select the type of data to scan for. In this chapter, we will scan
all memory as if it was a DWORD. This will allow us to search for values that are
numbers, such as gold.

Our search operation will scan all memory from 0x00000000 to @x7FFFFFFF and
compare each 4 bytes to the value passed in the second argument. Previously, we used
ReadProcessMemory to read a single 4-byte DWORD. However,

ReadProcessMemory allows us to read any size of memory into any type of allocated
buffer.

While Wesnoth can use all memory from 0x00000000 to @x7FFFFFFF, it first needs to
request access via several API’s, like VirtualAlloc. If Wesnoth has not requested access
to a certain piece of memory, it will not be able to read or write data to it. We are using
Wesnoth's handle to read memory, so we will need to account for this behavior.

If we try to read all memory from 0x00000000 to @x7FFFFFFF with one
ReadProcessMemory call, the call will fail. This is because ReadProcessMemory's
behavior is to immediately fail and place a NULL value in our buffer if we encounter a
section of memory we do not have access to. As a result, we will need to split our read
requests up into blocks. That way, if we attempt to scan a block that Wesnoth has not
allocated, only that block's read will fail.

We can choose any value for our block size, but there is a trade-off between speed and
accuracy. The larger each block is, the faster the scan process will take, but more areas
of memory may not be read successfully due to part of the block being inaccessible.
For this chapter, we will choose a block size of 2056, or 9x808:

#fdefine size 0x00000808

We will then allocate a buffer that can hold a block-size worth of data:

unsigned char* buffer = (unsigned char*)calloc(1l, size);

Next, we will loop through each block of memory from 0x00000000 to Ox7FFFFFFF
and read that block into the buffer:
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DWORD bytes_read = 0;

for (DWORD i = 0x00000000; i < Ox7/FFFFFFF; i += size) {
ReadProcessMemory(process, (void*)i, buffer, size, &bytes_read);

Finally, we will cast each 4 bytes of our buffer as a DWORD and determine if its value
equals the argument passed. If so, we will write its location to our results file:

for (int j = 0; j < size - 4; j += 4) {
DWORD val = 0;
memcpy(&val, &buffer[j], 4);
if (val == passed_val) {
fprintf(temp_file, "%x\n", i + j);
}

If a read fails, our buffer will contain nothing but 0's and this final step will find nothing.
After we finish with our ReadProcessMemory loop, we will close the file and free the
buffer's memory:

fclose(temp_file);
free(buffer);

Our search function is now finished. If you build this code and search for a gold value
inside Wesnoth, you will see that res.txt now contains a several addresses:

MemoryScanner.exe search 75

7.3.8 Filtering

The next operation we will focus on is filtering. The filtering operation will take a list of
addresses produced by the search operation and check to see if those addresses equal
a new value. If the address does equal the value, it will be saved. If it does not, it will
be deleted:

void filter(const HANDLE process, const int passed_val) {
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We will conduct the filtering operation in two parts:

1. Read each memory address from res.txt and if it matches the new value, save it
to res_fil.txt.
2. Copy res_fil.txt to res.txt and delete res_fil.txt.

The end result will be a new res.txt file that contains only the filtered addresses. This
model will allow us to filter multiple times. First, we will open res.txt for reading (r) and
res_fil.txt for writing (w):

FILE* temp_file = NULL;

FILE* temp_file_filter = NULL;
fopen_s(&temp_file, "res.txt", "r");
fopen_s(&temp_file_filter, "res_fil.txt", “w");

We will then read each address from res.txt line by line and read Wesnoth's memory at
that address. If the value matches our argument, we will write the address to res_fil.txt:

DWORD address = 0;

while (fscanf_s(temp_file, "%x\n", &address) != EOF) {
DWORD val = 0;
DWORD bytes_read = 0;

ReadProcessMemory(process, (void*)address, &val, 4, &bytes_read);
if (val == passed_val) {

fprintf(temp_file_filter, "%x\n", address);
ks

With all the filtered addresses in res_fil.txt, we will then close both res.txt and
res_fil.txt. Then, we will open up these files in the opposite order from above, with
res.txt for writing and res_fil.txt for reading:

fclose(temp_file);
fclose(temp_file_filter);

fopen_s(&temp_file, "res.txt", "w");
fopen_s(&temp_file_filter, "res_fil.txt", “r");

Next, we will loop through each address in res_fil.txt and copy it to res.txt:
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while (fscanf_s(temp_file_filter, "%x\n", &address) != EOF) {
fprintf(temp_file, "%x\n", address);
}

With res.txt now containing our addresses, we will close each file and delete
res_fil.txt:

fclose(temp_file);
fclose(temp_file_filter);

remove(“res_fil.txt");

We can now search for and filter addresses. If you search for your gold in Wesnoth, buy
a unit, and then filter your gold value, you should be left with a single value. If you
open up Cheat Engine and repeat these steps, you can verify that the address you
identified and the address from Cheat Engine match. This shows that our scanner is
properly finding memory addresses.

MemoryScanner.exe filter 54

7.3.9 Writing

The final main operation of a memory scanner is writing values to identified memory
addresses:

void write(const HANDLE process, const int passed_val) {

This operation is identical to the approach we used in Chapter 3.2. For each address in
res.txt, we will use WriteProcessMemory to write the provided argument value to the
address:

FILE* temp_file = NULL;
fopen_s(&temp_file, "res.txt", "r");

DWORD address = 0;
while (fscanf_s(temp_file, "%x\n", &address) != EOF) {
DWORD bytes_written = 0;
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WriteProcessMemory(process, (void*)address, &passed_val, 4,
&bytes_written);
ks

fclose(temp_file);

With this code, we can now write whatever value we want to the previously searched
for and filtered addresses:

MemoryScanner.exe write 555

The full code for this chapter is available in Appendix A for comparison.

388




7.4 Disassembler

7.4.1 Target

Our target in this chapter will be Wesnoth 1.14.9.

7.4.2 Overview

In previous chapters, we used x64dbg to debug and reverse games. When viewing
these games in x64dbg, we are able to see the instructions that the games are
executing. For example, we saw that the following instructions were responsible for
decreasing a player's gold when recruiting a unit in Wesnoth:

JU735sn

From Chapter 7.2, we know that these instructions are all stored as opcodes, which are
byte values. The process of converting these opcodes to instructions is known as
disassembly. In this chapter, we will cover how to create a limited disassembler.

The full source code discussed in this chapter is available in Appendix A.
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7.4.3 Disclaimer

Writing a disassembler is a complex task that takes a large amount of time. Even
supporting a single instruction set in an efficient way takes many weeks of reading
specifications and implementation. The approach covered here should be used as a
starting point, but with the caveat that the approach will not scale. The main goal for
this chapter is to explain how these concepts work. For an example of a feature-
complete disassembler, check out the Capstone Engine.

7.4.4 Instructions

For a CPU to understand and execute each opcode encountered, these opcodes must
have a consistent format. Each opcode must be assigned a specific instruction. For
example, we have seen from previous chapters that the opcode OxE8 always represents
a call instruction. This mapping of opcodes to instructions is known as a processor's
instruction set.

Each CPU can implement a unique instruction set. However, most Windows-based
games are compiled with the expectation that they will be running on 32-bit, Intel-
based processors. These processors typically implement a version of the x86 instruction
set. For Intel processors specifically, this is referred to as IA-32.

The x86 instruction set is complex and has many different operations. These operations
can also be a different length. For example, in the screenshot on the page above, we
see that the mov instruction on the second line (0x7ccd93) is 2 bytes (0x89C2), whereas
the mov instruction on the third line is 6 bytes (0x8985 78FCFFFF). For the CPU to
understand the length of the instruction, this data must be encoded in the bytes in
some way.

7.4.5 Instruction Set Reference

Imagine you want to create a compiler that will take the following C++ code and
produce a binary that can run on an x86-compatible processor:

int x = 2;

This code could be converted into assembly in multiple ways, such as:
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mov [x], 2

or

mov eax, 2
mov [x], eax

We have seen that there are multiple forms of the mov instruction, with different
lengths. As the compiler developer, we need to know which form to use to produce our
binary code.

To solve this problem, companies like Intel release instruction set references. These
contain a full listing of all public instructions and their associated opcodes, along with
other architectural information, such as how to encode the length of the instruction.
The |A-32 reference is available here.

As we build our disassembler, we will use that reference to understand instructions. In
addition, we will use another reference (here) to help figure out unknown opcodes and
which instruction they are associated with.

7.4.6 Dumping a Process's Opcodes

Like in Chapter 7.2, our target in this chapter will be Wesnoth. We will use the same
code from that chapter to locate, attach, and read the game's opcodes into a buffer:

int main(int argc, char** argv) {
HANDLE process_snhapshot = 0;
HANDLE module_snapshot = 0;
PROCESSENTRY32 pe32 = { 0 };
MODULEENTRY32 me32;

DWORD exitCode = 0;

pe32.dwSize
me32.dwSize

sizeof (PROCESSENTRY32);
sizeof (MODULEENTRY32);

process_snhapshot = CreateToolhelp32Snapshot(TH32CS_SNAPPROCESS, @);
Process32First(process_snapshot, &pe32);

do {
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if (wcscmp(pe32.szExeFile, L"wesnoth.exe") == 0) {
module_snapshot =
CreateToolhelp32Snapshot(TH32CS_SNAPMODULE, pe32.th32ProcessID);

HANDLE process = OpenProcess(PROCESS_ALL_ACCESS, true,
pe32.th32ProcessID);

Module32First(module_snapshot, &me32);
do {
if (wcscmp(me32.szModule, L"wesnoth.exe") == 0) {
unsigned char* buffer = (unsigned
char*)calloc(l, me32.modBaseSize);
DWORD bytes_read = 0;

ReadProcessMemory(process,
(void*)me32.modBaseAddr, buffer, me32.modBaseSize, &bytes_read);

// buffer contains the game's opcodes

free(buffer);
break;

ks
} while (Module32Next(module_snapshot, &me32));

CloseHandle(process);
break;

ks
} while (Process32Next(process_snapshot, &pe32));

return 0;

We will validate our disassembler on the same instruction set seen in Section 7.4.2
(starting at the address @x7ccd91). We will also only disassemble 0x5@ bytes’ worth of
instructions. First, we will simply dump all the opcodes:

#define START_ADDRESS 0x7ccd91

unsigned int i = START_ADDRESS - (DWORD)me32.modBaseAddr;
while (i < START_ADDRESS + 0x50 - (DWORD)me32.modBaseAddr) {
printf("%x", buffer[i]);
i++;
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printf("\n");

Our code above needs to offset i in this manner due to how the opcodes are read into
our buffer. Like we saw in Chapter 7.2, the game's main module is loaded at address
0x400000. However, this instruction is stored at position O in our buffer. To gain access
to the opcodes starting at @x7ccd91, we need to determine the distance from
@x7ccd9l to 0x400000 and use that position in our buffer.

When executed, this code will produce the following result:

B At aa thain Desas Dona e - a X

We can see that these opcodes line up with the values observed in x64dbg.

7.4.7 The add Instruction

Starting at the very top, we see that the first opcode is @x@1. Looking at our reference
site here, we see that this is an add instruction:

pf|OF|po|so|o|proc| =t m|xl|x| mnemonic opl ope
00 I L|2DD r/m8 ré
0L T L|2DD r/ml6/32/64 rl6/32/64
02 I 2DD r8 r/m8
na - ARN -1£122/€1 im1C /20 1CA

If we look in section 3.2 of the reference, we can see that this instruction adds a 32-bit
register to a 32-bit register:
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< Ao o It v Vil MU IO W o.
A ADD r/m3é, 132 MR Vald Valid Add 132 tor/m3e.
GEY W+ 01 4 ANN sikd kA MR Vaked N Lalrl +RA 1 s SmkA

We still need to figure out how these registers are encoded, but for now, we can
modify our main loop to print out an add instruction whenever we encounter 0x01.
Since we know that this instruction is 2 bytes, we will increment past the next opcode
when we encounter it as well. We can also add code to print out the current address of
the instruction:

while (i < START_ADDRESS + 0x50 - (DWORD)me32.modBaseAddr) {
printf("%x:\t", i + (DWORD)me32.modBaseAddr);
switch (buffer[i]) {
case Ox1:
printf("ADD ");
i++;
i++;
break;
default:
printf("%x", buffer[i]);
1++;
break;

}

printf("\n");

When running this code, we will now see that the first add instruction is correctly
disassembled:
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7.4.8 Decoding Operands

After @x01, the next opcode is @xD8. We know that this @xD8 is somehow responsible
for encoding the value of eax, ebx. Just like with opcodes, the exact method to
decode this value must exist somewhere in this manual. If we look at the reference
manual’s section 2.1, we see that directly following the opcode is a ModR/M value that
is 1 byte long:

Opcode ModR/M

1-, 2-, or 3-byte 1 byte 1b
opcode (if required) (T

~J

7/ 65 32 0
Reg/
o0 opeste | M
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If we scroll down to table 2-2, we can see how this value is laid out:
Table 2-2. 32-Bit Addressing Forms with the ModR/M Byte

rale) A L DL EL AH CH H EH
r15i] AKX % DY EX 5P EP sl nl
32! EAX ECX EDX | EBX ES9 EEP €5 EDI
mmiir] M MM (MMZ (MBS MM4 [MMS (MM MMT
Ty XMMO XMMD [ D04MZ | X443 XMMA | XMMS | XMME | XMM7
(Ihdedma) feicit [Opeaze) o 1 2 3 4 5 € 7
(hbinary REG™ €00 o 010  |ON 100 100 110 m
Effective Address Mod R/M Value of ModR/M Bytp {in Hexadecimal)
EAX) [ 00 w0 =) 10 18 20 28 30 8
ELX] 001 01 (5] 1 19 21 29 31 39
EDX 010 o 05 12 14 Z2 24 32 A
EBX 011 03 03 13 1B Z3 2B 33 3B
=|[-I", 1 04 oo 14 1C 21 2C 34 3
dsoige 101 o (i8] 15 10 25 20 35 30
[ 110 6 0 16 1E 2% 2t 36 3t
(1] m 0/ s 17 1F 2/ 2F 37 3F
EAX] 1clpa? o0 00 40 43 S0 53 B0 68 70 T8
€Cx|idieps (ia)] 1 49 51 £9 61 69 N 79
€DX] dipa 010 42 4n 52 A 62 (] 72 TA
€BX] depa 011 43 49 53 1) 63 &0 73 bt
b[-- dupl 100 44 4c 54 £C &1 6C 74 7C
c P anE 101 45 40 55 =D 65 60 75 7D
l{ ] 46 4 56 [ (7 6L 76 7€
€Ol sp@ " 47 ar 57 & 67 &r 77 "
EAX]+disp32 10 000 @0 83 an G A0 A3 ED EE
€3 disp32 001 £l 89 a2 L] A A9 El B9
€DX]-dkp32 010 & 24 a2 o4 A Al > BA
FEX]-dkp3? 011 £ & a3 “®e A AR E3 [
—[-)}-dkp32 100 8L 87 a4 o Ad aAC Bt BC
EEFdispi? ™om 8 28] a95 “0 AS Al B> ED
S dispi? a % B 96 SE AB AF E5 BE
EDIj+d 5p32 m 87 el ar SF " AF E7 BF
EAXSASALMMONKMMO 1 0o o ;] DO 03 €0 €5 f0 B
ESOCIAUTMIA MM 001 C1 9 D1 m £1 €9 fl Fa
EDM/DXIDLMME X MM2 010 2 A D2 D& £2 =) F2 F&
ESX/BXISLMMINMM3 o1 3 (B D3 03 £3 E8 F3 FB
ESPISP/AHIMML MM 100 C4 c D4 (i £9 C F4 FC
ESPEPITHIMMSEMMS 101 5 > D5 mw £ ED FS FO
ESVSDHMMEXMME 10 CE CE D6 D= 6 EE FE FE
ECUDISAMMTISMMT m 7 CF D7 e E7 EF F7 FF

Finding the value of @xD8, we see that it is in the eax row and ebx column. Since this
value is stored in a consistent manner, we can write a function to retrieve it:

int decode_operand(unsigned char* buffer, int location) {

return 1;

So far, we have seen that operands are 1 byte long, so we will return a value of 1 to
correctly increment the loop. We can call this function from our main loop:

case 0Ox1:
printf("ADD ");
i++;
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i += decode_operand(buffer, i);
break;

Going back to the table, we can see that we have 8 possible values: eax, ecx, edx,
ebx, esp, ebp, esi, and edi. We can lay these out in an array of character arrays to
reference in our function:

const char modrm_value[8][4] = {

eax",

ecx",

edx",

ebx",
llespll ,

1

If we look at the table, we can see that eax will be the first operand whenever the byte

value ends in O or 8:

EAAKT AL XMMO 11 00 FD C 0o oe EQ E8 FO Fq
ECXOUTMM Y M 001 1 T o7 o9 E T Ll Fy
EDX/DXUDLMMZNXMMZ 210 c2 C D2 OA EZ EA Fz2 A
ESX/BYUBLMMIIXMM3 ol 3 (B 03 (M} E2 EB F3 B
ESPISE/AAMMA XM 100 cd Cl D4 oc E4 EC 4 FC
COPTRITHMMSHMMS 101 5 ch ns oe £S5 £n rs D
ESNSIOHT MBI XMMG 110 b Cl 0b UE ES EE F6 FE
EONDMHNMMZONMT 11 c? C n7z nr 7 €r 7 fr

This pattern continues for the other registers as well. For example, ecx always ends in 1
or 9, and edx in 2 or A. We can see that these values line up with the remainder when

we divide the operand value by 8. Therefore, we can use the modulo operator to
retrieve our first operand from the ModR/M value:

modrm_value[buffer[location] % 8]

To retrieve the second operand, we can use a similar operation. If we look at the
ModR/M structure, we can see that the first value is stored at bits O, 1, and 2:
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Opcode

ModR/M

1-, 2-, or 3-byte 1 byte
opcode

7/

65

(if required)

32 0

Reg/
oo | opeste |

For example, when converted to binary, @xD8 is represented as:

1b
(if r

| — RN

1101 1000

For our first operand, we see that the three 000 bits are associated with the eax row. If
we then shift these bits to the right, we get the following value:

0001 1011
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If we look at the columns on the top of the table, 011 is associated with the ebx
column, in the same way as the first operand. As such, we can use the same approach
once we shift the bits to retrieve the second operand via the modulo operator:

modrm_value[(buffer[location] >> 3) % 8]

With these two pieces, we can implement our function:

if (buffer[location] >= 0xC@ && buffer[location] <= OxFF) {
printf("%s, %s", modrm_value[buffer[location] % 8],
modrm_value[(buffer[location] >> 3) % 8]);
return 1;

¥

Running this code will correctly print the operands for the add operation:

Microsoft Visual Studio Debug Conscle
:
7ccd91: ADD eax, ebx

7.4.9 Other Instructions

Now that we can disassemble the add instruction, we can begin working on other
instructions. First, let's implement the mov instruction at @x7ccd93:

case 0x89:
printf("MOV ");
i++;
i += decode_operand(buffer, i);
break;

Running this, we can verify that our operand decoding is working correctly, as @xC2 (the
operand associated with the second move) correctly decodes to edx, eax:
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ADD eax, ebx

MOV edx, eax

However, the next mov instruction does not decode correctly. Despite being the same
opcode (0x89), it has an operand that we have not seen before, @x85. If we look at the
table, we see that this is associated with [ebp] + displacement, or an offset. If we look
at the x64dbg version, we can see that this offset is -0x388. We know that this value
must be encoded somewhere in the instruction. Since @x89 85 are already accounted
for, this value must be in the Ox78fcffff bytes.

In previous chapters, we talked about endianness, or the order of bytes. We identified
that bytes are stored in a little-endian format. As a result, we need to reverse these
bytes:

FF FF FC 78

This value does not match @x388. This is due to the signed nature of the value. Since
this is a negative value, we need to subtract the maximum value of an integer (OxFF FF
FF FF) to get the correct value:

FF FF FF FF -
FF FF FC 78 =
387

We then need to add 1 to account for the sign change, resulting in the correct value of
-0x388.

Since we now understand how this is working, we can add this to our decode
operation:

else if (buffer[location] >= 0x80 && buffer[location] <= @xBF) {

DWORD displacement = buffer[location + 1] | (buffer[location + 2] << 8) |
(buffer[location + 3] << 16) | (buffer[location + 4] << 24);

printf("[%s+%x], %s", modrm_value[buffer[location] % 8], displacement,
modrm_value[(buffer[location] >> 3) % 8]);

return 5;

}
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Like we saw with the first decoding operation, we can use bit shifting to retrieve each
of the bytes in the displacement. With this included, the third operation now correctly
decodes:

7ccd91: ADD eax, ebx

7ccd93: MOV edx, eax
7ccd95: MOV [ebp+fffffc78

7.4.10 Calls and Jumps

In previous chapters, we covered how the opcode for a call or jmp used the following
formula:

E8/E9 (new_location - original_location + 5)

We can reverse this operation to retrieve the address of a call from an opcode:

case OxES8:

printf("CALL ");

i++;

loc = buffer[i] | (buffer[i+1l] << 8) | (buffer[i+2] << 16) | (buffer[i+3]
<< 24);

printf("%x", loc + (i + (DWORD)me32.modBaseAddr) + 4);

i+= 4,

break;

We add 4 instead of 5 to account for the fact that our parser is past the @xE8 byte.

We also have a short relative jump if equal (je) instruction in our selected example. In
this case, we can observe that the second byte of the opcode contains the amount to
offset by:

7ccda8 74 23  je 7ccdcd
7ccda8 + 23 = 7ccdcd
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We can add this logic to our main loop as well:

case Ox74:
printf("JE ");
printf("%x", i + (DWORD)me32.modBaseAddr + 2 + buffer[i + 1]);
i+= 2;
break;

7.4.11 Final Result

As stated in the disclaimer, this was not a comprehensive disassembler. In the source
shown in Appendix A, the following opcodes are implemented:

« ADD (0x01)

e MOV (0x89, 0x8B)
e SUB (0x29)

o JE (0x74)

o  CALL (0xE8)

e CMP (0x80)
 LEA (0x8D)

With these instructions, we retrieve back the following result:
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7.5 Debugger

7.5.1 Target

Our target for this chapter will be Assault Cube 1.2.0.2.

7.5.2 Overview

In previous chapters, we used x64dbg to debug and reverse games. After attaching
x64dbg to these games, we were able to set breakpoints on game instructions. When
the game executed these instructions, our breakpoints would pop and program
execution would pause. We could then observe the values of all the registers and step
through individual instructions.

In this chapter, we will explore how to create a debugger for Windows utilizing the
Windows API. We will confirm that this debugger is working by using Assault Cube as
an example. In Chapter 5.7, we identified that the mov instruction at 9x0046366C was
only executed when the player was firing. After we create our debugger, we will place a
breakpoint on this instruction and verify that it is only hit when we fire.

7.5.3 Windows Debugger API’s

Windows has a collection of API's that allow for a process to attach to and debug
another process. These are detailed in several short articles available on MSDN. For
our purposes, we mainly care about the following API’s:

»  DebugActiveProcess, which is used to attach to a target process

«  WaitForDebugEvent, which is used to wait for debugging events, as described
in this MSDN article

. ContinueDebugEvent, which is used to continue execution after a debug event
is triggered

When using these API's, we are attaching to a process and waiting for it to trigger one
of several debug events, such as creating a thread or encountering an exception.
However, when debugging a target we do not have the source code to, this will limit us
to only breaking on thread and process creation events.
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To be able to trigger a breakpoint on an address, we will need to use an interrupt

instruction. Interrupt instructions are a special set of software instructions that invoke a

special interrupt handler on the CPU. One of these instructions, int 3, will trigger a

breakpoint when executed. Its opcode is @xCC.

We can utilize this behavior to set a breakpoint on any instruction. Before we attach a

debugger to a process, we will use WriteProcessMemory to write @xCC to the

instruction we wish to break on. We will then listen for debug events like normal. When

we get a breakpoint event, we will restore the instruction to its original form and

continue execution. By doing this, we can set breakpoints on any instruction in targets

that we do not have the source control to.

The full source code for the debugger discussed in this chapter is available in

Appendix A.

7.5.4 Writing the Int 3 Instruction

To write our int 3 instruction into the target, we will use an approach covered in
previous chapters. First, we will iterate over all processes in the system using
CreateToolhelp32Snapshot and locate the Assault Cube process (ac_client.exe).
Then, we will open a handle to the process, and use that handle to write @xCC (the
opcode for int 3) over the instruction at @x0046366C:

HANDLE process_snapshot = NULL;
HANDLE process_handle = NULL;

DWORD pid;
DWORD bytes_written = 0;

BYTE instruction_break = @xcc;
PROCESSENTRY32 pe32 = { 0 };
pe32.dwSize = sizeof(PROCESSENTRY32);

process_snapshot = CreateToolhelp32Snapshot(TH32CS_SNAPPROCESS, 0);
Process32First(process_snapshot, &pe32);

do {
if (wcscmp(pe32.szExeFile, L"ac_client.exe") == 0) {
pid = pe32.th32ProcessID;
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process_handle = OpenProcess(PROCESS_ALL_ACCESS, true,
pe32.th32ProcessID);

WriteProcessMemory(process_handle, (void*)@x0046366C,
&instruction_break, 1, &bytes_written);

}
} while (Process32Next(process_snapshot, &pe32));

Since we will need the process identifier (or pid) of Assault Cube for the
DebugActiveProcess API, we also store the pid for later use.

7.5.5 Main Debugger Loop

Next, we can use an identical model discussed on MSDN to attach to the target and
handle debugger events. The code provided on MSDN enters a permanent loop that
checks for debugging events and then continues execution when encountering an
event.

DEBUG_EVENT debugEvent = { 0 };
DWORD continueStatus = DBG_CONTINUE;

DebugActiveProcess(pid);

for (550 {
continueStatus = DBG_CONTINUE;

if (!WaitForDebugEvent(&debugEvent, INFINITE))
return 0;

switch (debugEvent.dwDebugEventCode) {
case EXCEPTION_DEBUG_EVENT:
switch (debugEvent.u.Exception.ExceptionRecord.ExceptionCode)
{
case EXCEPTION_BREAKPOINT:
continueStatus = DBG_CONTINUE;
break;
default:
continueStatus = DBG_EXCEPTION_NOT_HANDLED;
break;
ks
break;
default:
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continueStatus = DBG_EXCEPTION_NOT_HANDLED;
break;

}

ContinueDebugEvent(debugEvent.dwProcessId, debugEvent.dwThreadld,
continueStatus);

}

CloseHandle(process_handle);

7.5.6 Handling the Breakpoint

With this structure setup, we can now begin handling debugger events. First, let's
verify that our int 3 breakpoint actually worked with a print statement:

case EXCEPTION_BREAKPOINT:
printf("Breakpoint hit");

continueStatus = DBG_CONTINUE;
break;

Make sure Assault Cube is running and run the debugger we have built so far. It should
immediately print out Breakpoint hit. If you then fire, it will print out Breakpoint hit
again before the game crashes. This indicates that our breakpoint was set successfully.

However, crashing the target is not ideal. To fix this, we will need to adjust two things:

1. Only trigger our breakpoint when the instruction is executed and not when we
first run our program.
2. Restore the original instruction after our breakpoint is executed.

When we first attach to a process, a breakpoint exception is triggered. Since we only
want to handle our breakpoint on the instruction, we will ignore this first exception:

bool first_break_has_occurred = false;
case EXCEPTION_BREAKPOINT:
if (first_break_has_occurred) {
//only handle breakpoint events after the first exception

}
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first_break_has_occurred = true;

Next, we can handle the crash that occurs after our breakpoint is triggered. This crash
occurs because we have replaced the original mov opcode (@x8b) with our interrupt.
After executing our interrupt and our handling of the debug event, the game tries to
execute the next opcode, which is not valid. To resolve this, we need to restore the
mov instruction after handling our debug event.

The EIP (extended instruction pointer) register is used to track the current instruction
executing. Each time an instruction is executed, it is changed to reflect the next
instruction address to execute. When we execute our int 3 instruction, it is increased by
1. To restore the mov instruction, we need to first decrease it.

We can do this by opening the thread responsible for triggering the breakpoint and
retrieving the context (registers) of the thread. We can then decrease the EIP register
and set the thread's context to our new values:

HANDLE thread_handle = NULL;
CONTEXT context = { 0 };

thread_handle = OpenThread(THREAD_ALL_ACCESS, true, debugEvent.dwThreadId);
if (thread_handle != NULL) {

context.ContextFlags = CONTEXT_ALL;

GetThreadContext(thread_handle, &context);

context.Eip--;

SetThreadContext(thread_handle, &context);
CloseHandle(thread_handle);

EIP will now point to the original mov instruction address again (0x0046366C).
However, the instruction at this location will still be int 3. To fix this, we can use
WriteProcessMemory to write the original opcode back to the address:

WriteProcessMemory(process_handle, (void*)@x0046366C, &instruction_normal, 1,
&bytes_written);

With this change, Assault Cube will no longer crash when our breakpoint is triggered.
In addition, we can set a breakpoint on the context.Eip-- line of code and verify that
we can view the contents of all registers when our breakpoint is triggered:
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The same approach used to modify EIP can be used to modify other registers as well.
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7.6 Call Logger

7.6.1 Target

Our target in this chapter will be Wesnoth 1.14.9.

7.6.2 Overview

When reversing complex applications like video games, one of the most difficult steps
is establishing a context inside the application. While there are many techniques to
establish a context, one approach is to create a modified debugger that logs all call
instructions executed by the application. Actions can then be executed in the game,
such as clicking a button, and all the related calls can be observed. The logged calls
can then be used to establish a context and begin reversing the target.

Our goal in this chapter is to modify the debugger we created in the previous chapter
to log all call instructions made by the target. The full code for this chapter is available

in Appendix A.
7.6.3 Locating the Main Module

In the previous chapter, we wrote a break instruction to a single location inside Assault
Cube. Our target for this chapter will be Wesnoth. Therefore, we will modify the code

responsible for locating the process's pid to find the Wesnoth process and remove the
code responsible for writing the single breakpoint:

do {
if (wcscmp(pe32.szExeFile, L"wesnoth.exe") == 0) {
pid = pe32.th32ProcessID;

process_handle = OpenProcess(PROCESS_ALL_ACCESS, true,
pe32.th32ProcessID);

ks
} while (Process32Next(process_snapshot, &pe32));
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For this tool, we will only log calls in the main game module and not in external DLLS,
such as user32.dll. To determine the beginning and end address of the main module,
we will first use the EnumProcessModules API to retrieve a list of all loaded modules.
Then, we will use the GetModulelnformation API to retrieve the address space of the
first module, which always represents the main game module. We will execute this
code in the first debug event that occurs in the target (when we attach our debugger
to the process):

HMODULE modules[128] = { @ };
MODULEINFO module_info = { @ };
DWORD bytes_read = 0;

if (!first_break_has_occurred) {
EnumProcessModules(process_handle, modules, sizeof(modules),
&bytes_read);
GetModuleInformation(process_handle, modules[@], &module_info,
sizeof(module_info));

The GetModulelnformation API will fill module_info.SizeOflmage with the size of the
main module, and module_info.lpBaseOfDIl with the base address of the main
module. With this range, we can begin searching for call instructions.

Like we have done previously, we will use ReadProcessMemory to read the instructions
into a buffer. While we would like to read the entire memory of the whole process, this
approach will not work. This is because different memory sections of the process have
different memory protections. If the section does not allow reading, the call to
ReadProcessMemory will fail. If we try to read the entire memory of the process in one
call, we will encounter a section that fails, and then the entire read will fail.

To deal with this, we will instead read the memory in sections. These sections are called
memory pages, and the default memory page size in Windows is 4096 bytes. As such,
we will create a loop to read 4096 bytes of instructions at a time. We will use the
bytes_read parameter to determine how many bytes of the page were actually read:

#define READ_PAGE_SIZE 4096
unsigned char instructions[READ_PAGE_SIZE] = { 0 };
for (DWORD i1 = @; i < module_info.SizeOfImage; i += READ_PAGE_SIZE) {

ReadProcessMemory(process_handle, (LPVOID)((DWORD)module_info.lpBaseOfD11
+ 1), &instructions, READ_PAGE_SIZE, &bytes_read);
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for (DWORD ¢ = @; c < bytes_read; c++) {

}

7.6.4 Locating Calls

Next, we will locate the call instructions in each page of memory. We know that the
opcode for the call instruction is @xe8. While iterating over each instruction, we will
check to see if it is Oxe8:

BYTE instruction_call = 0xe8;

for (DWORD ¢ = @; c < bytes_read; c++) {
if (instructions[c] == instruction_call) {

}

However, not all @xe8's represent call instructions. For example, the opcode for the
add eax, ebp instruction is @x@1 e8. We need to ensure that we do not identify these
random @xe8's as calls. The easiest way to do that is to read the 4 bytes after the call.

As we know from Chapter 2.6, these 4 bytes encode the location of the call. By
retrieving this location, we can check if the calculated location of these bytes is valid. If
not, we can assume that the @xe8 is not a call and use the continue instruction to
escape this check:

DWORD offset = 0;
DWORD call_location = 0;
DWORD call_location_bytes_read = 0;

if (instructions[c] == instruction_call) {
offset = (DWORD)module_info.lpBaseOfDll + i + c;
ReadProcessMemory(process_handle, (LPVOID)(offset + 1), &call_location,
4, &call_location_bytes_read);

call_location += offset + 5;
if (call_location < (DWORD)module_info.lpBaseOfD1l || call_location
>(DWORD)module_info.1pBaseOfD1l1l + module_info.SizeOfImage)
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continue;

Finally, we will write a break instruction (@xcc) to the location. In addition to
WriteProcessMemory, we will use the FlushinstructionCache API to make sure our
changes are done immediately to the target:

BYTE instruction_break = @xcc;

WriteProcessMemory(process_handle, (void*)offset, &instruction_break, 1,
&bytes_written);
FlushInstructionCache(process_handle, (LPVOID)offset, 1);

Writing thousands of break instructions to a process can cause the program to crash. To
avoid this, we will only write 2000 breakpoints:

int breakpoints_set = 0;

if (breakpoints_set < 2000) {
WriteProcessMemory. ..
breakpoints_set++;

7.6.5 Handling Breakpoints

Now that we have written breakpoints to all the calls, we need to handle the
breakpoint events. We will start with the same approach that we used in the previous
chapter:

else {
thread_handle = OpenThread(THREAD_ALL_ACCESS, true,
debugEvent.dwThreadld);
if (thread_handle != NULL) {
context.ContextFlags = CONTEXT_ALL;
GetThreadContext(thread_handle, &context);

context.Eip--;

SetThreadContext(thread_handle, &context);
CloseHandle(thread_handle);
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WriteProcessMemory(process_handle, (void*)context.Eip,
&instruction_call, 1, &bytes_written);
FlushInstructionCache(process_handle, (LPVOID)context.Eip, 1);
}

Like we saw before, this code will decrease EIP and restore the original call instruction.
Then, execution will resume at the call and the program will continue execution
normally. The downside with this approach is that each breakpoint is only hit once. For
our call logger, we want to log each time a call is executed. To achieve this behavior,
we will use single-step mode.

Single-stepping is a special type of debug event that executes a single instruction
before triggering an exception again. To enable single-step mode, we modify the
EFlags of the current thread like so:

context.Eip--;
context.EFlags |= 0x100;

Next, we need to handle the single-step event. We will introduce another case for this:

case EXCEPTION_SINGLE_STEP:

When we receive our exception here, it means that the call has finished executing.
Ultimately, our goal in this event is to restore the break instruction. We can do this via
WriteProcessMemory in an identical way to restoring the call instruction:

thread_handle = OpenThread(THREAD_ALL_ACCESS, true, debugEvent.dwThreadId);
if (thread_handle !'= NULL) {

context.ContextFlags = CONTEXT_ALL;

GetThreadContext(thread_handle, &context);

CloseHandle(thread_handle);

WriteProcessMemory(process_handle, (void*)last_call_location,
&instruction_break, 1, &bytes_written);

FlushInstructionCache(process_handle, (LPVOID)last_call_location, 1);
ks

With this code in place, our breakpoints will be restored after being triggered.
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7.6.6 Adding Logging

Finally, we will add logging to this code so that we can see the triggered breakpoints.
In our debug event, we will store the current location of EIP:

DWORD last_call_location = 0;

last_call_location = context.Eip;

Next, in the single-step event, we will add the logging code. We know at this point that
we have executed the call and we are at the call's location. Now we can use the
following print statement to print the call's address and the location called:

printf("0x%08x: call 0x%08x\n", last_call_location, context.Eip);
last_call_location = 0;

In this chapter, we are only logging the calls as they happen. However, it is possible to
modify this code to also hook ret instructions. This would allow you to build out a
graph showing all calls made by the process and which calls call other calls.
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Appendix A



A.1 Lab VM Setup
Script

Referenced in Chapter 1.4.

Set-WindowsExplorerOptions -EnableShowHiddenFilesFoldersDrives
-EnableShowProtected0SFiles -EnableShowFileExtensions
Enable-RemoteDesktop

cinst cheatengine
cinst x64dbg.portable

A.2 Wesnoth External
Gold Hack

Referenced in Chapter 3.2.
An external memory hack for Wesnoth 1.14.9 that modifies the player's gold.

This code will create a console application that sets the player's gold in Wesnoth 1.14.9
to the value of 555 when run. It makes use of ReadProcessMemory and
WriteProcessMemory to achieve this. The address @x@17EED18 represents the player's
base pointer in Wesnoth.

This program must be run as an administrator.

// FindWindow, GetWindowThreadProcesslId, OpenProcess, ReadProcessMemory, and
WriteProcessMemory are all contained inside windows.h
#include <Windows.h>

int main(int argc, char** argv) {
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/*
To use ReadProcessMemory and WriteProcessMemory, we require a handle
to the Wesnoth process.

To get this handle, we require a process id. The quickest way to get
a process id for a particular
process is to use GetWindowThreadProcessId.

GetWindowThreadProcessId requires a window handle (different than a
process handle). To get this
window handle, we use FindWindow.
*/

// Find our Wesnoth window. Depending on your language settings, this
might be different.

HWND wesnoth_window = FindWindow(NULL, L"The Battle for Wesnoth -
1.14.9");

// Get the process id for the Wesnoth process. GetWindowThreadProcessId
does not return a process id, but

// rather fills a provided variable with its value, hence the &.

DWORD process_id = 0;

GetWindowThreadProcessId(wesnoth_window, &process_id);

// Open our Wesnoth process. PROCESS_ALL_ACCESS means we can both read
and write to the process. However,

// it also means that this program must be executed as an administrator
to work.

HANDLE wesnhoth_process = OpenProcess(PROCESS_ALL_ACCESS, true,
process_id);

// Read the value at 0x@17EED18 and place its value into the variable
gold_value.

DWORD gold_value = 0;

DWORD bytes_read = 0;

ReadProcessMemory(wesnoth_process, (void*)0x@17EED18, &gold_value, 4,
&bytes_read);

// Add 0xA90 to the value read from the last step and then read the value
at that new address. These

// offsets are covered in https://gamehacking.academy/lesson/13

gold_value += 0xA90;

ReadProcessMemory(wesnoth_process, (void*)gold_value, &gold_value, 4,
&bytes_read);
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// Add 4 to the gold_value, which will then be pointing at the player's
current gold address.

// Write the value of new_gold_value (555) into this address

gold_value += 4;

DWORD new_gold_value = 555;

DWORD bytes_written = 0;

WriteProcessMemory(wesnoth_process, (void*)gold_value, &new_gold_value,
4, &bytes_written);

return 0;

A.3 Wesnoth Internal
Gold Hack

Referenced in Chapter 3.3.
An internal memory hack for Wesnoth 1.14.9 that modifies the player's gold.

This is an example of a DLL that needs to be injected into Wesnoth. Once injected, it
creates a thread within the game. This thread waits for a player to hit the “M" key and
then uses a series of pointers to directly set the player's gold value to 999.

This must be injected into the Wesnoth process to work. One way to do this is to use a
DLL injector. Another way is to enable Applnit_DLLs in the registry.

// CreateThread and GetAsyncKeyState are defined within windows.h
#include <Windows.h>

// Our injected thread. Since we want to monitor for the user's key presses,
// we use a while loop to ensure that this thread never exits. Inside the
thread, we

// check if the "M" key is being held down. If so, we directly access the
game's memory

// through the use of pointers. We use these pointers to set our player's
gold value.

void injected_thread() {
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while (true) {
if (GetAsyncKeyState('M')) {
DWORD* player_base = (DWORD*)@x@17EED18;
DWORD* game_base = (DWORD*)(*player_base + 0xA90);
DWORD* gold = (DWORD*)(*game_base + 4);
*gold = 999;
ks

// So our thread doesn't constantly run, we have it pause
execution for a millisecond.

// This allows the processor to schedule other tasks.

Sleep(1);

¥

// When injected, the parent process looks for the DLL's D11Main, similar to
the main function in regular executables.
// There are several events that can occur, the most important one for us
being DLL_PROCESS_ATTACH. This occurs when the
// DLL is fully loaded into the process' memory.
//
// Once loaded, we create a thread. This thread will run in the background of
the game as long as the process remains open.
// The code that this thread will execute is shown above.
BOOL WINAPI D11Main( HINSTANCE hinstDLL, DWORD fdwReason, LPVOID
1pvReserved ) {

if (fdwReason == DLL_PROCESS_ATTACH) {

CreateThread(NULL, @, (LPTHREAD_START_ROUTINE)injected_thread,

NULL, @, NULL);

ks

return true;

A.4 Wesnoth Code
Cave DLL

Referenced in Chapter 3.4.
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A DLL that redirects the Terrain Description function in Wesnoth 1.14.9 to a custom
function that sets the player's gold to 888.

This custom function then recreates the Terrain Description function and returns
execution to the program.

This is done through the use of a code cave. When injected, the DLL modifies the
function that displays the terrain description and changes the code to jump to the code
cave function defined in the DLL. The code cave function then saves the registers, sets
the gold to 888, and restores the original modified instructions before returning to the
original calling code.

This must be injected into the Wesnoth process to work. One way to do this is to use a
DLL injector. Another way is to enable Applnit_DLLs in the registry.

#include <Windows.h>

DWORD* player_base;

DWORD* game_base;

DWORD* gold;

DWORD ret_address = OxCCAF90;

// Our code cave that program execution will jump to. The declspec naked
attribute tells the compiler to not add any function
// headers around the assembled code
__declspec(naked) void codecave() {

// Asm blocks allow you to write pure assembly

// In this case, we use it to save all the registers

__asm {

pushad

¥

// Set the player's gold in the same method discussed in https://
gamehacking.academy/lesson/16

player_base = (DWORD*)@0x@17EED18;

game_base = (DWORD*)(*player_base + 0xA90);

gold = (DWORD*)(*game_base + 4);

*gold = 888;

// Restore the registers and then recreate the original instructions
that we overwrote
// After those, jump back to the instruction after the one we overwrote
_asm {
popad
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mov eax, dword ptr ds:[ecx]
lea esi,dword ptr ds:[esi]
jmp ret_address

¥

// When our DLL is attached, unprotect the memory at the code we wish to
write at
// Then set the first opcode to E9, or jump
// Caculate the location using the formula: new_location -
original_location+5
// Finally, since the original instructions totalled 6 bytes, NOP out the
last remaining byte
BOOL WINAPI D11Main(HINSTANCE hinstDLL, DWORD fdwReason, LPVOID 1pvReserved)
{

DWORD old_protect;

unsigned char* hook_location = (unsigned char*)0x@@CCAF8A;

if (fdwReason == DLL_PROCESS_ATTACH) {
VirtualProtect((void*)hook_location, 6, PAGE_EXECUTE_READWRITE,
&old_protect);
*hook_location = OxE9;
*(DWORD*)(Chook_location + 1) = (DWORD)&codecave -
((DWORD)hook_location + 5);
*(hook_location + 5) = 0x90;

¥

return true;

A.5 Wesnoth
Stathack

Referenced in Chapter 4.1.

A stathack for Wesnoth 1.14.9 that displays the second player's gold whenever the
Terrain Description box is shown.
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This is done through the use of a code cave. When injected, the DLL modifies the
function that displays the terrain description and changes the code to jump to the code
cave function defined in the DLL. The code cave function then saves the registers, gets
the second player's gold, and writes the value into the buffer used by the game to
display the Terrain Description text. It then jumps back to the Terrain Description
method and displays the original description with the gold prepended to it.

This must be injected into the Wesnoth process to work. One way to do this is to use a
DLL injector. Another way is to enable Applnit_DLLs in the registry.

#include <Windows.h>
#include <stdio.h>

DWORD* player_base;
DWORD* game_base;
DWORD* gold;

// Original address called by the game
DWORD ori_call_address = 0x5E9630;

DWORD ret_address = Ox5ED12E;

// Buffer to hold the second player's gold value
char gold_byte_array[4] = { 0 };

// Our code cave that program execution will jump to. The declspec naked
attribute tells the compiler to not add any function
// headers around the assembled code
__declspec(naked) void codecave() {

// Asm blocks allow you to write pure assembly

// In this case, we use it to save all the registers

__asm {

pushad
}

// Get the second player's gold value based off the base pointer
player_base = (DWORD*)0xQ17EED18;

game_base = (DWORD*)(*player_base + 0xA90);

gold = (DWORD*)(*game_base + 0x274);

// Convert the gold value to its ASCII representation
sprintf_s(gold_byte_array, 4, "%d", *gold);

// Restore the registers corrupted by sprintf and save them again
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// Then, load the buffer from edx, and place each byte of the second
player's gold

// value into the buffer

__asm {
popad
pushad
mov eax, dword ptr ds:[edx]
mov bl, gold_byte_array[@]
mov byte ptr ds:[eax], bl
mov bl, gold_byte_array[1]
mov byte ptr ds:[eax + 1], bl
mov bl, gold_byte_array[2]
mov byte ptr ds:[eax + 2], bl

¥

// Restore the registers and then recreate the original instructions
that we overwrote
// After those, jump back to the instruction after the one we overwrote
_asm {
popad
call ori_call_address
jmp ret_address

}

// When our DLL is attached, unprotect the memory at the code we wish to
write at
// Then set the first opcode to E9, or jump
// Calculate the location using the formula: new_location - original_location
+ 5
BOOL WINAPI D11Main(HINSTANCE hinstDLL, DWORD fdwReason, LPVOID 1pvReserved)
{

DWORD old_protect;

unsigned char* hook_location = (unsigned char*)@x5ED129;

if (fdwReason == DLL_PROCESS_ATTACH) {
VirtualProtect((void*)hook_location, 5, PAGE_EXECUTE_READWRITE,
&old_protect);
*hook_location = OxE9;
*(DWORD*)(hook_location + 1) = (DWORD)&codecave -
((DWORD)hook_location + 5);

}

return true;
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A.6 Wesnoth Map
Hack

Referenced in Chapter 4.2.

A map hack for Wesnoth 1.14.9 that reveals the entire map by removing in-game fog-
of-war.

This is done by modifying the game's code responsible for re-setting all tiles to a
hidden state at the start of a player's turn. This code is modified to set all tiles to a
visible state (-1, or @xFFFFFFFF in Wesnoth). To fit in the space of the previous
instructions, this is done through the use of an or dword ptr ds:[esi],0OxFFFFFFFF
instruction (opcode @x830EFF), along with several nop's (0x90).

This must be injected into the Wesnoth process to work. One way to do this is to use a
DLL injector. Another way is to enable Applnit_DLLs in the registry.

#include <Windows.h>

// The new opcodes to write into the game's code
unsigned char new_bytes[8] = { 0x90, 0x90, 0x90, 0x83, OxQE, OxFF, 0x90, 0x90
s

// When our DLL is attached, first unprotect the memory responsible for
resetting the tiles in the game
// Then, write our new opcodes into that memory location
BOOL WINAPI D11Main(HINSTANCE hinstDLL, DWORD fdwReason, LPVOID 1pvReserved)
{

DWORD old_protect;

unsigned char* hook_location = (unsigned char*)@x6CD519;

if (fdwReason == DLL_PROCESS_ATTACH) {
VirtualProtect((void*)hook_location, 8, PAGE_EXECUTE_READWRITE,
&old_protect);
for (int i = 0; i < sizeof(new_bytes); i++) {
*Chook_location + i) = new_bytes[i];

}
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return true;

A.7 Wyrmsun
Macrobot

Referenced in Chapter 4.3.

A hack for Wyrmsun version 5.0.1 that will automatically create worker units out of the
currently selected structure when a player's gold is over 3000.

It accomplishes this by filling the current unit buffer with worker data and then calling
the create unit function in the game.

After injecting this hack, go in game and recruit a worker. Then select a structure as you
collect gold. You will notice workers being queued automatically. Due to the way
Wyrmsun handles recruitment, it is possible to create units out of whatever is selected,
including other units.

This must be injected into the Wyrmsun process to work. One way to do this is to use a
DLL injector. Another way is to enable Applnit_DLLs in the registry.

#include <Windows.h>
HANDLE wyrmsun_base;

DWORD* base;

DWORD* unitbase;

DWORD recruit_unit_ret_address;
DWORD recruit_unit_call_address;
unsigned char unitdatal[0x110];
bool init = false;

DWORD gameloop_ret_address;
DWORD gameloop_call_address;
DWORD *gold_base, *gold;
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// The recruit unit code cave hooks the game's recruit unit function
// It's main job is to copy a valid buffer of data for a worker unit

// instead of having to reverse the structure
__declspec(naked) void recruit_unit_codecave() {
__asm {

}

pushad
mov base, ecx

unitbase = (DWORD*)(*base);
memcpy(unitdata, unitbase, 0x110);
init = true;

_asm {

}

popad

push ecx

mov ecx, esi

call recruit_unit_call_address
jmp recruit_unit_ret_address

// In the main game loop, our code cave will check the current player's gold

// If it is over 3000, and we have a valid worker buffer, call the recruit

unit fun
// with

ction
worker data.

__declspec(naked) void gameloop_codecave() {

—_as

}

gold
gold
gold
gold
gold
gold
gold

if (

m {
pushad

_base = (DWORD*)((DWORD)wyrmsun_base + 0x0061A504);
(DWORD*)(*gold_base + 0x78);

(DWORD*)(*gold + 4);

(DWORD*)(*gold + 8);

(DWORD*)(*gold + 4);

(DWORD*)(*gold);

= (DWORD*)(*gold + 0x14);

init && *gold > 3000) {
memcpy(unitbase, unitdata, 0x110);
__asm {

mov ecx, base

push ecx
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call recruit_unit_call_address

}
}
__asm {
popad
call gameloop_call_address
jmp gameloop_ret_address
}

¥

// When our DLL is attached, unprotect the memory at the code we wish to
write at

// Then set the first opcode to E9, or jump

// Caculate the location using the formula: new_location -
original_location+5

BOOL WINAPI D11Main(HINSTANCE hinstDLL, DWORD fdwReason, LPVOID 1pvReserved)

{
DWORD old_protect;

if (fdwReason == DLL_PROCESS_ATTACH) {
// Since Wyrmsun loads code dynamically, we need to calculate
offsets based of the base address of the main module
wyrmsun_base = GetModuleHandle(L"wyrmsun.exe");

unsigned char* hook_location = (unsigned char*)
((DWORD)wyrmsun_base + 0x223471);

recruit_unit_ret_address = (DWORD)hook_location + 8;

recruit_unit_call_address = (DWORD)wyrmsun_base + Ox2CF7;

VirtualProtect((void*)hook_location, 8, PAGE_EXECUTE_READWRITE,
&old_protect);

*hook_location = OxE9;

*(DWORD*)(Chook_location + 1) = (DWORD)&recruit_unit_codecave -
((DWORD)hook_location + 5);

*(hook_location + 5) = 0x90;

*(hook_location + 6) = 0x90;

*(hook_location + 7) = 0x90;

hook_location = (unsigned char*)((DWORD)wyrmsun_base + ©@x385D34);
gameloop_ret_address = (DWORD)hook_location + 5;
gameloop_call_address = (DWORD)wyrmsun_base + @xDBCA;
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VirtualProtect((void*)hook_location, 5, PAGE_EXECUTE_READWRITE,
&old_protect);
*hook_location = OxE9;
*(DWORD*)(hook_location + 1) = (DWORD)&gameloop_codecave -
((DWORD)hook_location + 5);
ks

return true;

A.8 Urban Terror
Memory Wallhack

Referenced in Chapter 5.2.

A wallhack for Urban Terror 4.3.4 that reveals entities through walls by disabling depth
testing.

This is done by modifying each entity's render flag, which is responsible for
determining how the entity should be rendered. By setting this value to the in-game
value for disabled depth testing (@xD), entities will be drawn whether or not they should
be visible. The code hooked is a mov instruction, which occurs after ebx is loaded with
a valid entity structure.

This must be injected into the Urban Terror process to work. One way to do this is to
use a DLL injector. Another way is to enable ApplInit_DLLs in the registry.

#include <Windows.h>
DWORD ret_address = 0x0052D303;

// Our code cave that program execution will jump to. The declspec naked
attribute tells the compiler to not add any function
// headers around the assembled code
__declspec(naked) void codecave() {
// Asm blocks allow you to write pure assembly
// In this case, we use it to save all the registers
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// Then set the entity's render value at [ebx+4] to disabled depth
testing (0xD)
// Then we restore the registers, recreate the original instruction,
and jump back to the program code
__asm {
pushad
mov dword ptr ds:[ebx+4], @xD
popad
mov dword ptr ds:[@0x102AE98], ebx

jmp ret_address

}

// When our DLL is attached, unprotect the memory at the code we wish to
write at
// Then set the first opcode to E9, or jump
// Caculate the location using the formula: new_location -
original_location+5
// Finadlly, since the original instructions totalled 6 bytes, NOP out the
last remaining byte
BOOL WINAPI D11Main(HINSTANCE hinstDLL, DWORD fdwReason, LPVOID 1pvReserved)
{

DWORD old_protect;

unsigned char* hook_location = (unsigned char*)0x0052D2FD;

if (fdwReason == DLL_PROCESS_ATTACH) {
VirtualProtect((void*)hook_location, 5, PAGE_EXECUTE_READWRITE,
&old_protect);
*hook_location = OxE9;
*(DWORD*)(hook_location + 1) = (DWORD)&codecave -
((DWORD)hook_location + 5);
*(hook_location + 5) = 0x90;
ks

return true;
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A.9 Urban Terror
OpenGL Wallhack

Referenced in Chapter 5.3.

A wallhack for Urban Terror 4.3.4 that reveals entities through walls by hooking the
game's OpenGL function glDrawElements and disabling depth testing for OpenGL.

This is done by locating the glDrawElements function inside the OpenGL library and
creating a code cave at the start of the function. In the code cave, we check the
number of vertices associated with the element. If it is over 500, we call glDepthRange
to clear the depth clipping plane and glDepthFunc to disable depth testing.
Otherwise, we call these same functions to re-enable the depth clipping plane and re-
enable depth testing.

This DLL must be injected into the Urban Terror process to work. One way to do this is
to use a DLL injector. Another way is to enable Applnit_DLLs in the registry.

#include <Windows.h>
HMODULE openGLHandle = NULL;

// Function pointers for two OpenGL functions that we will dynamically
populate

// after injecting our DLL

void (__stdcall *glDepthFunc)(unsigned int) = NULL;

void (__stdcall* glDepthRange)(double, double) = NULL;

unsigned char* hook_location;

DWORD ret_address = 0;
DWORD old_protect;
DWORD count = 0;

// Code cave that runs before glDrawElements is called
__declspec(naked) void codecave() {
// First, we retrieve the count parameter from the original call.
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// Then, we retrieve the value of the count parameter, which specifies
the amount
// of indicies to be rendered
__asm {
pushad
mov eax, dword ptr ds : [esp + 0x10]
mov count, eax
popad
pushad
ks

// If the count is over 500, we clear the depth clipping plane and then
// set the depth function to GL_ALWAYS
if (count > 500) {
(*glDepthRange) (0.0, 0.0);
(*glDepthFunc)(0x207);
}
else {
// Otherwise, restore the depth clipping plane to the game's
default value and then
// set the depth function to GL_LEQUAL
(*glDepthRange) (0.0, 1.0);
(*glDepthFunc)(0x203);

ks
// Findlly, restore the original instruction and jump back
__asm {

popad

mov esi, dword ptr ds : [esi + OxA18]
jmp ret_address

¥

// The injected thread responsible for creating our hooks
void injected_thread() {
while (true) {

// Since OpenGL will be loaded dynamically into the process, our
thread needs to wait

// until it sees that the OpenGL module has been loaded.

if (openGLHandle == NULL) {

openGLHandle = GetModuleHandle(L"opengl32.d11");

}

// Once loaded, we first find the location of the two depth
functions we are using in our
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// code caves above
if (openGLHandle != NULL && glDepthFunc == NULL) {
glDepthFunc = (void(__stdcall*)(unsigned
int))GetProcAddress(openGLHandle, "glDepthFunc");
glDepthRange = (void(__stdcall*)(double,
double))GetProcAddress(openGLHandle, "glDepthRange");

// Then we find the location of glDrawElements and offset
to an instruction that is easy to hook

hook_location = (unsigned
char*)GetProcAddress(openGLHandle, "glDrawElements");

hook_location += 0x16;

// For the hook, we unprotect the memory at the code we
wish to write at

// Then set the first opcode to E9, or jump

// Caculate the location using the formula: new_location -
original_location+5

// And finally, since the first original instructions
totalled 6 bytes, NOP out the last remaining byte

VirtualProtect((void*)hook_location, 5,
PAGE_EXECUTE_READWRITE, &old_protect);

*hook_location = OxE9;

*(DWORD*)(Chook_location + 1) = (DWORD)&codecave -
((DWORD)hook_location + 5);

*(hook_location + 5) = 0x90;

// Since OpenGL is loaded dynamically, we need to
dynamically calculate the return address
ret_address = (DWORD)(Chook_location + 0x6);

}

// So our thread doesn't constantly run, we have it pause
execution for a millisecond.

// This allows the processor to schedule other tasks.

Sleep(1);

¥

// When our DLL is loaded, create a thread in the process to create the hook
// We need to do this as our DLL might be loaded before OpenGL is loaded by
the process

BOOL WINAPI D11Main(HINSTANCE hinstDLL, DWORD fdwReason, LPVOID 1pvReserved)

{
if (fdwReason == DLL_PROCESS_ATTACH) {
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CreateThread(NULL, @, (LPTHREAD_START_ROUTINE)injected_thread,
NULL, @, NULL);
ks

return true;

A.10 Urban Terror
OpenGL Chams

Referenced in Chapter 5.4.

A chams hack for Urban Terror 4.3.4 that both reveals entities through walls and
changes these models to a bright red color. It works by hooking the game's OpenGL
function glDrawElements and disabling depth testing and textures for OpenGL.

This is done by locating the glDrawElements function inside the OpenGL library and
creating a code cave at the start of the function. In the code cave, we check the
number of vertices associated with the element. If it is over 500, we call glDepthRange
to clear the depth clipping plane and glDepthFunc to disable depth testing. We then
disable texture and color arrays and enable color material before setting the color to
red with glColor.

Otherwise, we call these same functions to re-enable the depth clipping plane, re-
enable depth testing, and re-enable textures.

This DLL must be injected into the Urban Terror process to work. One way to do this is
to use a DLL injector. Another way is to enable Applnit_DLLs in the registry.

#include <Windows.h>
#include <vector>

HMODULE openGLHandle = NULL;

// Function pointers for two OpenGL functions that we will dynamically
populate
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// after injecting our DLL
void(__stdcall* glDepthFunc)(unsigned int) = NULL;
void(__stdcall* glDepthRange)(double, double) = NULL;

void(__stdcall* glColor4f)(float, float, float, float) = NULL;
void(__stdcall* glEnable)(unsigned int) = NULL;
void(__stdcall* glDisable)(unsigned int) = NULL;
void(__stdcall* glEnableClientState)(unsigned int) = NULL;
void(__stdcall* glDisableClientState)(unsigned int) = NULL;

unsigned char* hook_location;

DWORD ret_address = 0;
DWORD old_protect;
DWORD count = 0;

// Code cave that runs before glDrawElements is called
__declspec(naked) void codecave() {
// First, we retrieve the count parameter from the original call.
// Then, we retrieve the value of the count parameter, which specifies
the amount
// of indicies to be rendered
__asm {
pushad
mov eax, dword ptr ds : [esp + 0x10]
mov count, eax
popad
pushad
}

// If the count is over 500, we clear the depth clipping plane and then
// set the depth function to GL_ALWAYS
// We then disable color and texture arrays and enable color materials
before setting
// the color to red
if (count > 500) {
(*glDepthRange) (0.0, 0.0);
(*glDepthFunc)(0x207);

(*glDisableClientState)(0x8078);
(*glDisableClientState)(0x8076);
(*glEnable)(0x0@B57);
(*glColor4f)(l1.0f, @.6f, 0.6f, 1.0f);

else {
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// Otherwise, restore the depth clipping plane to the game's
default value and then

// set the depth function to GL_LEQUAL and restore textures

(*glDepthRange) (0.0, 1.0);

(*glDepthFunc)(0x203);

(*glEnableClientState)(0x8078);

(*glEnableClientState)(0x8076);

(*glDisable)(@0x0B57);

(*glColor4f)(l.0f, 1.0f, 1.0f, 1.0f);
3

// Finally, restore the original instruction and jump back
__asm {

popad

mov esi, dword ptr ds : [esi + OxAl8]

jmp ret_address

}

// The injected thread responsible for creating our hooks
void injected_thread() {
while (true) {
// Since OpenGL will be loaded dynamically into the process, our
thread needs to wait
// until it sees that the OpenGL module has been loaded.
if (openGLHandle == NULL) {
openGLHandle = GetModuleHandle(L"opengl32.d11");
}

// Once loaded, we first find the location of the functions we
are using in our
// code caves above
if (openGLHandle != NULL && glDepthFunc == NULL) {
glDepthFunc = (void(__stdcall*)(unsigned
int))GetProcAddress(openGLHandle, "glDepthFunc");
glDepthRange = (void(__stdcall*)(double,
double))GetProcAddress(openGLHandle, "glDepthRange");
glColordf = (void(__stdcall*)(float, float, float,
float))GetProcAddress(openGLHandle, "glColor4f");
glEnable = (void(__stdcall*)(unsigned
int))GetProcAddress(openGLHandle, "glEnable");
glDisable = (void(__stdcall*)(unsigned
int))GetProcAddress(openGLHandle, "glDisable™);
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glEnableClientState = (void(__stdcall*)(unsigned
int))GetProcAddress(openGLHandle, "glEnableClientState™);

glDisableClientState = (void(__stdcall*)(unsigned
int))GetProcAddress(openGLHandle, "glDisableClientState");

// Then we find the location of glDrawElements and offset
to an instruction that is easy to hook

hook_location = (unsigned
char*)GetProcAddress(openGLHandle, "glDrawElements");

hook_location += 0x16;

// For the hook, we unprotect the memory at the code we
wish to write at

// Then set the first opcode to E9, or jump

// Caculate the location using the formula: new_location -
original_location+5

// And finally, since the first original instructions
totalled 6 bytes, NOP out the last remaining byte

VirtualProtect((void*)hook_location, 5,
PAGE_EXECUTE_READWRITE, &old_protect);

*hook_location = OxE9;

*(DWORD*)(hook_location + 1) = (DWORD)&codecave -
((DWORD)hook_location + 5);

*(hook_location + 5) = 0x90;

// Since OpenGL is loaded dynamically, we need to
dynamically calculate the return address
ret_address = (DWORD)(Chook_location + @x6);

¥

// So our thread doesn't constantly run, we have it pause
execution for a millisecond.

// This allows the processor to schedule other tasks.

Sleep(1);

}

// When our DLL is loaded, create a thread in the process to create the hook
// We need to do this as our DLL might be loaded before OpenGL is loaded by
the process
BOOL WINAPI D11Main(HINSTANCE hinstDLL, DWORD fdwReason, LPVOID 1pvReserved)
{

if (fdwReason == DLL_PROCESS_ATTACH) {

CreateThread(NULL, @, (LPTHREAD_START_ROUTINE)injected_thread,

NULL, @, NULL);

436




}

return true;

A.11 Assault Cube
Triggerbot

Referenced in Chapter 5.5.

A triggerbot for Assault Cube 1.2.0.2 that fires the player's weapon whenever the
crosshair goes over another player.

This works by hooking the game's feature that displays nametags when you hover over
a player. Whenever a player is hovered over, our code cave will send a mouse down
event to the game. Otherwise, it will send a mouse up event to stop firing.

This must be injected into the Assault Cube process to work. One way to do this is to
use a DLL injector. Another way is to enable Applnit_DLLs in the registry.

#include <Windows.h>

DWORD ori_call_address
DWORD ori_jump_address

0x4607C0;
0x0040ADAZ ;

INPUT input = { 0 };
DWORD edi_value = 0;

// Our code cave that program execution will jump to. The declspec naked
attribute tells the compiler to not add any function
// headers around the assembled code
__declspec(naked) void codecave() {

// Asm blocks allow you to write pure assembly

// In this case, we use it to call the function we hooked and save all
the registers
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// After we make the call, we move its return value in eax into a
variable
__asm {
call ori_call_address
pushad
mov edi_value, eax

}

// If the result of the call is not zero, then we are looking at a
player
// Create a mouse event to simulate the left mouse button being pressed
down and send it to the game
// Otherwise, raise the mouse button up so we stop firing
if (edi_value '= 0) {
input.type = INPUT_MOUSE;
input.mi.dwFlags = MOUSEEVENTF_LEFTDOWN;
SendInput(l, &input, sizeof(INPUT));
ks
else {
input.type = INPUT_MOUSE;
input.mi.dwFlags = MOUSEEVENTF_LEFTUP;
SendInput(l, &input, sizeof(INPUT));
}

// Restore the registers and jump back to original code
_asm {

popad

jmp ori_jump_address

}

// When our DLL is attached, unprotect the memory at the code we wish to
write at
// Then set the first opcode to E9, or jump
// Caculate the location using the formula: new_location -
original_location+5
BOOL WINAPI D11Main(HINSTANCE hinstDLL, DWORD fdwReason, LPVOID 1pvReserved)
{

DWORD old_protect;

unsigned char* hook_location = (unsigned char*)0x0040AD9D;

if (fdwReason == DLL_PROCESS_ATTACH) {
VirtualProtect((void*)hook_location, 5, PAGE_EXECUTE_READWRITE,
&old_protect);
*hook_location = OxE9;
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*(DWORD*)(hook_location + 1) = (DWORD)&codecave -
((DWORD)hook_location + 5);
ks

return true;

A.12 Assault Cube
Aimbot

Referenced in Chapter 5.6.
An aimbot for Assault Cube 1.2.0.2 that automatically aims at enemy players.

It works by iterating over the enemy list and picking the closest enemy through
Euclidean distance. The yaw and pitch required to aim at that enemy are then
calculated using arctangents.

This must be injected into the Assault Cube process to work. One way to do this is to
use a DLL injector. Another way is to enable Applnit_DLLs in the registry.

#include <Windows.h>
#include <math.h>

// The atan2f function produces a radian. To convert it to degrees, we need
the value of pi
#define M_PI 3.14159265358979323846

// The player structure for every player in the game
struct Player {

char unknownl[4];

float x;

float y;

float z;

char unknown2[0x30];

float yaw;

float pitch;
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char unknown3[0x2fQ];
int dead;

+s

// Our player
Player *player = NULL;

// Function to calculate the euclidean distance between two points
float euclidean_distance(float x, float y) {

return sqrtf((x * x) + (y * y));
}

// This thread contains all of our aimbot code
void injected_thread() {

while (true) {
// First, grab the current position and view angles of our player
DWORD* player_offset = (DWORD*)(@x509B74);
player = (Player*)(*player_offset);

// Then, get the current number of players in the game
int* current_players = (int*)(@x50F500);

// These variables will be used to hold the closest enemy to us
float closest_player = -1.0f;

float closest_yaw = 0.0f;

float closest_pitch = 0.0f;

// Iterate through all active enemies

for (int i = 0; i < *current_players; i++) {
DWORD* enemy_list = (DWORD*)(@x50F4F8);
DWORD* enemy_offset = (DWORD*)(*enemy_list + (i*4));
Player* enemy = (Player*)(*enemy_offset);

// Make sure the enemy is valid and alive
if (player !'= NULL && enemy != NULL && !enemy->dead) {

// Calculate the absolute position of the enemy away
from us to ensure that our future calculations are correct and based

// around the origin

float abspos_x = enemy->x - player->Xx;

float abspos_y = enemy->y - player->y;

float abspos_z = enemy->z - player->z;

// Calculate our distance from the enemy

440




float temp_distance = euclidean_distance(abspos_x,
abspos_y);
// If this is the closest enemy so far, calculate the
yaw and pitch to aim at them
if (closest_player == -1.0f || temp_distance <
closest_player) {
closest_player = temp_distance;

// Calculate the yaw

float azimuth_xy = atan2f(abspos_y, abspos_x);

// Convert to degrees

float yaw = (float)(azimuth_xy * (180.0 /
M_PI));

// Add 90 since the game assumes direct north
is 90 degrees

closest_yaw = yaw + 90;

// Calculate the pitch

// Since Z values are so limited, pick the
larger between x and y to ensure that we

// don't look straight at the air when close to

an enemy
if (abspos_y < @) {
abspos_y *= -1;
ks
if (abspos_y < 5) {
if (abspos_x < @) {
abspos_x *= -1;
}
abspos_y = abspos_x;
ks
float azimuth_z = atan2f(abspos_z, abspos_y);
// Covert the value to degrees
closest_pitch = (float)(azimuth_z * (180.0 /
M_PI));

¥

// When our loop ends, set our yaw and pitch to the closst values
player->yaw = closest_yaw;
player->pitch = closest_pitch;

// So our thread doesn't constantly run, we have it pause
execution for a millisecond.
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// This allows the processor to schedule other tasks.
Sleep(l);

}

// When our DLL is loaded, create a thread in the process that will handle
the aimbot code
BOOL WINAPI D11Main(HINSTANCE hinstDLL, DWORD fdwReason, LPVOID 1pvReserved)
{

if (fdwReason == DLL_PROCESS_ATTACH) {

CreateThread(NULL, @, (LPTHREAD_START_ROUTINE)injected_thread,

NULL, @, NULL);

ks

return true;

A.13 Assault Cube No
Recoil

Referenced in Chapter 5.7.
A hack for Assault Cube 1.2.0.2 that removes all recoil when firing a weapon.

This is done by modifying the game's code responsible for setting the player's recoil.
By changing the final instruction, which changes the value of the player's yaw, to
instead pop a value that is ignored, the player's yaw is never modified.

This must be injected into the Assault Cube process to work. One way to do this is to
use a DLL injector. Another way is to enable Applnit_DLLs in the registry.

#include <Windows.h>

// The new opcodes to write into the game's code
unsigned char new_bytes[3] = { 0xDD, 0xD8, 0x90 };
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// When our DLL is attached, first unprotect the memory responsible for
adding recoil in the game
// Then, write our new opcodes into that memory location
BOOL WINAPI D11Main(HINSTANCE hinstDLL, DWORD fdwReason, LPVOID 1pvReserved)
{

DWORD old_protect;

unsigned char* hook_location = (unsigned char*)@x45BAAD;

if (fdwReason == DLL_PROCESS_ATTACH) {
VirtualProtect((void*)hook_location, 3, PAGE_EXECUTE_READWRITE,
&old_protect);
for (int i = 0; i < sizeof(new_bytes); i++) {
*(hook_location + i) = new_bytes[i];
}
ks

return true;

A.14 Assault Cube
ESP

Referenced in Chapter 5.9.

An ESP for Assault Cube 1.2.0.2 that displays information about enemy players above
their heads.

It works by iterating over the enemy list and calculating the yaw and pitch required to
aim at that enemy using arctangents. This part of the code is taken from the aimbot
code.

The difference between the calculated yaw and pitch and our player's yaw and pitch is
then used to derive the screen coordinates of the enemy. This is done by adding the
difference multiplied by a scaling factor to the middle of the screen.
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This must be injected into the Assault Cube process to work. One way to do this is to
use a DLL injector. Another way is to enable Applnit_DLLs in the registry.

#include <Windows.h>
#include <math.h>

// The atan2f function produces a radian. To convert it to degrees, we need
the value of pi

#define M_PI 3.14159265358979323846

// The maximum amount of players in an Assault Cube

#define MAX_PLAYERS 32

// The player structure for every player in the game
struct Player {
char unknownl[4];
float x;
float y;
float z;
char unknown2[0x30];
float yaw;
float pitch;
char unknown3[@x1DD];
char name[16];

s

// Our player
Player* player = NULL;

DWORD ret_address = 0x0040BES83;
DWORD text_address = 0x419880;

// Our temporary variables for our print text code cave

const char* text = ;
const char* empty_text = "";

DWORD x
DWORD y

0;
0;

// List of calculated ESP values

DWORD x_values[MAX_PLAYERS] = { 0 };
DWORD y_values[MAX_PLAYERS] = { 0 };
char* names[MAX_PLAYERS] = { NULL };

int* current_players;
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// Our code cave responsible for printing text
__declspec(naked) void codecave() {
current_players = (int*)(0x50F500);

// First, recreate the original function we hooked but set the text to
empty
__asm {
mov ecx, empty_text
call text_address
pushad

¥

// Next, loop through all the current players in the game
for (int i = 1; i < *current_players; i++) {
// Store the calculated screen positions in temporary variables
x = x_values[i];
y = y_values[i];
text = names[i];

// Make sure our text is on screen

if (x>2400 11 x <@ 1 y<0Ily>1800) {
_tex_t = llll;

3
X += 200;

// Invoke the print text function to display the text

__asm {
mov ecx, text
push y
push x
call text_address
add esp, 8
ks
}
// Restore the registers and jump back to the original code
__asm {
popad

jmp ret_address

}

// This thread contains all of the code for calculating our ESP screen
positions
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void injected_thread() {
while (true) {

// First, grab the current position and view angles of our player
DWORD* player_offset = (DWORD*)(@x509B74);
player = (Player*)(*player_offset);

// Then, get the current number of players in the game
current_players = (int*)(0x50F500);

// Iterate through all active enemies

for (int i = 1; i < *current_players; i++) {
DWORD* enemy_list = (DWORD*)(@x50F4F8);
DWORD* enemy_offset = (DWORD*)(*enemy_list + (i*4));
Player* enemy = (Player*)(*enemy_offset);

// Make sure the enemy is valid
if (player != NULL && enemy != NULL) {
// Calculate the absolute position of the enemy away

from us to ensure that our future calculations are correct and based

// around the origin

float abspos_x = enemy->x - player->x;
float abspos_y = enemy->y - player->y;
float abspos_z = enemy->z - player->z;

// Calculate the yaw

float azimuth_xy = atan2f(abspos_y, abspos_x);

// Convert to degrees

float yaw = (float)(azimuth_xy * (180.0 / M_PI));
// Add 90 since the game assumes direct north is 90

yaw += 90;

// Calculate the difference between our current yaw

and the calculated yaw to the enemy

float yaw_dif = player->yaw - yaw;

// If we are near the 275 angle boundary, our yaw_dif

will be too large, causing our text to appear incorrectly

// To compensate for that, subtract the yaw_dif from

3060 if it is over 180, since our viewport can never show 180 degrees

if (yaw_dif > 180) {
yow_dif = yaw_dif - 360;
}

if (yaw_dif < -180) {
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yaw_dif = yaw_dif + 360;
}

// Calculate our X value by adding the yaw_dif times

a scaling factor to the center of the screen horizontally (1200)
x_values[i] = (DWORD)(1200 + (yaw_dif * -30));

// Calculate the pitch
// Since Z values are so limited, pick the larger
between x and y to ensure that we
// don't look straight at the air when close to an
enemy
if (abspos_y < @) {
abspos_y *= -1;
ks
if (abspos_y < 5) {
if (abspos_x < @) {
abspos_x *= -1;
}
abspos_y = abspos_x;
ks
float azimuth_z = atan2f(abspos_z, abspos_y);
// Covert the value to degrees
float pitch = (float)(azimuth_z * (180.0 / M_PI));

// Same as above but for pitch
float pitch_dif = player->pitch - pitch;

// Calculate our Y value by adding the pitch_dif
times a scaling factor to the center of the screen vertically (900)
y_values[i] = (DWORD)(900 + ((pitch_dif) * 25));

// Set the name to the enemy name
names[i] = enemy->name;

}

// So our thread doesn't constantly run, we have it pause
execution for a millisecond.

// This allows the processor to schedule other tasks.

Sleep(l);
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// When our DLL is loaded, create a thread in the process that will handle
the aimbot code
// Then, create a code cave for our print text function
BOOL WINAPI D11Main(HINSTANCE hinstDLL, DWORD fdwReason, LPVOID 1pvReserved)
{

DWORD old_protect;

unsigned char* hook_location = (unsigned char*)0x0040BE7E;

if (fdwReason == DLL_PROCESS_ATTACH) {
CreateThread(NULL, @, (LPTHREAD_START_ROUTINE)injected_thread,
NULL, @, NULL);

VirtualProtect((void*)hook_location, 5, PAGE_EXECUTE_READWRITE,
&old_protect);
*hook_location = OxE9;
*(DWORD*)(hook_location + 1) = (DWORD)&codecave -
((DWORD)hook_location + 5);
ks

return true;

A.15 Assault Cube
Multihack

Referenced in Chapter 5.10.

Combined

The initial starting point of the multihack code, in which we combine all the various
source code we had from the previous lessons into one massive file.

#include <Windows.h>
#include <math.h>
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#define M_PI 3.14159265358979323846
#define MAX_PLAYERS 32

HMODULE openGLHandle = NULL;

void(__stdcall* glDepthFunc)(unsigned int) = NULL;
unsigned char* opengl_hook_location;

DWORD opengl_ret_address = 0;

DWORD triggerbot_ori_call_address
DWORD triggerbot_ori_jump_address
INPUT input = { 0 };
DWORD edi_value = 0;

0x4607C0;
0x0040ADAZ ;

// The player structure for every player in the game
struct Player {
char unknownl[4];
float x;
float y;
float z;
char unknown2[0x30];
float yaw;
float pitch;
char unknown3[@x1DD];
char name[16];
char unknown4[0x103];
int dead;

+s

// Our player
Player* player = NULL;

DWORD esp_ret_address = Ox0040BE8&3;
DWORD text_address = 0x419880;

// Our temporary variables for our print text code cave

const char* text = ;
const char* empty_text = "";

DWORD x
DWORD y

0;
0;

// List of calculated ESP values

DWORD x_values[MAX_PLAYERS] = { 0 };
DWORD y_values[MAX_PLAYERS] = { @ };
char* names[MAX_PLAYERS] = { NULL };
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int* current_players;
DWORD old_protect;

// Function to calculate the euclidean distance between two points
float euclidean_distance(float x, float y) {

return sqrtf((x * x) + (y * y));
ks

// Code cave responsible for disabling depth testing on models
__declspec(naked) void opengl_codecave() {
__asm {
pushad
ks

(*glDepthFunc)(0x207);

// Restore the original instruction and jump back
__asm {

popad

mov esi, dword ptr ds : [esi + OxAl8]

jmp opengl_ret_address

}

// The injected thread responsible for creating our hooks for OpenGL
void opengl_thread() {
while (true) {

// Since OpenGL will be loaded dynamically into the process, our
thread needs to wait

// until it sees that the OpenGL module has been loaded.

if (openGLHandle == NULL) {

openGLHandle = GetModuleHandle(L"opengl32.d11");

¥

if (openGLHandle != NULL && glDepthFunc == NULL) {
glDepthFunc = (void(__stdcall*)(unsigned
int))GetProcAddress(openGLHandle, "glDepthFunc");

// Then we find the location of glDrawElements and offset
to an instruction that is easy to hook

opengl_hook_location = (unsigned
char*)GetProcAddress(openGLHandle, "glDrawElements");

opengl_hook_location += 0x16;
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// For the hook, we unprotect the memory at the code we
wish to write at

// Then set the first opcode to E9, or jump

// Caculate the location using the formula: new_location -
original_location+5

// And finally, since the first original instructions
totalled 6 bytes, NOP out the last remaining byte

VirtualProtect((void*)opengl_hook_location, 5,
PAGE_EXECUTE_READWRITE, &old_protect);

*opengl_hook_location = OxE9;

*(DWORD*)(opengl_hook_location + 1) =
(DWORD)&opengl_codecave - ((DWORD)opengl_hook_location + 5);

*(opengl_hook_location + 5) = 0x90;

// Since OpenGL is loaded dynamically, we need to
dynamically calculate the return address
opengl_ret_address = (DWORD)(opengl_hook_location + 0x6);
3
else {
break;

}

// So our thread doesn't constantly run, we have it pause
execution for a millisecond.

// This allows the processor to schedule other tasks.

Sleep(1);

¥

// Our triggerbot code cave
__declspec(naked) void triggerbot_codecave() {
// Asm blocks allow you to write pure assembly
// In this case, we use it to call the function we hooked and save all
the registers
// After we make the call, we move its return value in eax into a
variable
__asm {
call triggerbot_ori_call_address
pushad
mov edi_value, eax

}

// If the result of the call is not zero, then we are looking at a
player
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// Create a mouse event to simulate the left mouse button being pressed
down and send it to the game
// Otherwise, raise the mouse button up so we stop firing
if (edi_value '= @) {
input.type = INPUT_MOUSE;
input.mi.dwFlags = MOUSEEVENTF_LEFTDOWN;
SendInput(l, &input, sizeof(INPUT));
}
else {
input.type = INPUT_MOUSE;
input.mi.dwFlags = MOUSEEVENTF_LEFTUP;
SendInput(l, &input, sizeof(INPUT));
}

// Restore the registers and jump back to original code
_asm {

popad

jmp triggerbot_ori_jump_address

¥

// Our code cave responsible for printing text
__declspec(naked) void esp_codecave() {
current_players = (int*)(0x50F500);

// First, recreate the original function we hooked but set the text to
empty
__asm {
mov ecx, empty_text
call text_address
pushad

¥

// Next, loop through all the current players in the game
for (int i = 1; i < *current_players; i++) {
// Store the calculated screen positions in temporary variables
x = x_values[i];
y = y_values[i];
text = names[i];

// Make sure our text is on screen
if (x >2400 |1 x <@ 1ly<0 1l y> 1800) {
text = "";

¥
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// Invoke the print text function to display the text

__asm {
mov ecx, text
push y
push x
call text_address
add esp, 8
}
ks
// Restore the registers and jump back to the original code
__asm {
popad

jmp esp_ret_address

}

// This thread contains all of our aimbot and ESP code
void aimbot_thread() {

while (true) {
// First, grab the current position and view angles of our player
DWORD* player_offset = (DWORD*)(@x509B74);
player = (Player*)(*player_offset);

// Then, get the current number of players in the game
int* current_players = (int*)(@x50F500);

// These variables will be used to hold the closest enemy to us
float closest_player = -1.0f;

float closest_yaw = 0.0f;

float closest_pitch = 0.0f;

// Iterate through all active enemies

for (int i = @; i < *current_players; i++) {
DWORD* enemy_list = (DWORD*)(@x50F4F8);
DWORD* enemy_offset = (DWORD*)(*enemy_list + (i * 4));
Player* enemy = (Player*)(*enemy_offset);

// Make sure the enemy is valid and alive
if (player != NULL && enemy != NULL) {

// Calculate the absolute position of the enemy away
from us to ensure that our future calculations are correct and based
// around the origin
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float abspos_x = enemy->x - player->x;
float abspos_y = enemy->y - player->y;
float abspos_z = enemy->z - player->z;

// Calculate our distance from the enemy

float temp_distance = euclidean_distance(abspos_x,
abspos_y);

// If this is the closest enemy so far, calculate the
yaw and pitch to aim at them

float azimuth_xy = atan2f(abspos_y, abspos_x);
float yaw = (float)(azimuth_xy * (180.0 / M_PI));
yaw += 90;

// Calculate the difference between our current yaw
and the calculated yaw to the enemy
float yaw_dif = player->yaw - yaw;

// If we are near the 275 angle boundary, our yaw_dif
will be too large, causing our text to appear incorrectly
// To compensate for that, subtract the yaw_dif from
300 if it is over 180, since our viewport can never show 180 degrees
if (yaw_dif > 180) {
yow_dif = yaw_dif - 360;
ks

180) {
yoaw_dif + 360;

if (yaw_dif <
yaw_dif

¥

// Calculate our X value by adding the yaw_dif times
a scaling factor to the center of the screen horizontally (1200)
x_values[i] = (DWORD)(1200 + (yaw_dif * -30));

// Calculate the pitch
// Since Z values are so limited, pick the larger
between x and y to ensure that we
// don't look straight at the air when close to an
enemy
if (abspos_y < @) {
abspos_y *= -1;
ks
if (abspos_y < 5) {
if (abspos_x < @) {
abspos_x *= -1;
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ks

abspos_y = abspos_x;
ks
float azimuth_z = atan2f(abspos_z, abspos_y);
float pitch = (float)(azimuth_z * (180.0 / M_PI));
// Same as above but for pitch
float pitch_dif = player->pitch - pitch;

// Calculate our Y value by adding the pitch_dif
times a scaling factor to the center of the screen vertically (900)
y_values[i] = (DWORD)(900 + ((pitch_dif) * 25));

// Set the name to the enemy name
names[i] = enemy->name;

if ((closest_player == -1.0f || temp_distance <
closest_player) && !enemy->dead) {
closest_player = temp_distance;
closest_yaw = yaw;
closest_pitch = pitch;

¥

// When our loop ends, set our yaw and pitch to the closst values
player->yaw = closest_yaw;
player->pitch = closest_pitch;

// So our thread doesn't constantly run, we have it pause
execution for a millisecond.

// This allows the processor to schedule other tasks.

Sleep(l);

}

// When our DLL is loaded, create a thread in the process to create the hook
// We need to do this as our DLL might be loaded before OpenGL is loaded by
the process
// Also create the aimbot and ESP thread and hook the locations for the
triggerbot and printing text
BOOL WINAPI D11Main(HINSTANCE hinstDLL, DWORD fdwReason, LPVOID 1pvReserved)
{
unsigned char* triggerbot_hook_location = (unsigned char*)@x0040AD9D;
unsigned char* esp_hook_location = (unsigned char*)0x0040BE7E;

455




if (fdwReason == DLL_PROCESS_ATTACH) {
CreateThread(NULL, @, (LPTHREAD_START_ROUTINE)opengl_thread,
NULL, @, NULL);
CreateThread(NULL, @, (LPTHREAD_START_ROUTINE)aimbot_thread,
NULL, @, NULL);

VirtualProtect((void*)triggerbot_hook_location, 5,
PAGE_EXECUTE_READWRITE, &old_protect);

*triggerbot_hook_location = OxE9;

*(DWORD*)(triggerbot_hook_location + 1) =
(DWORD)&triggerbot_codecave - ((DWORD)triggerbot_hook_location + 5);

VirtualProtect((void*)esp_hook_location, 5,
PAGE_EXECUTE_READWRITE, &old_protect);

*esp_hook_location = OxE9;

*(DWORD*)(esp_hook_location + 1) = (DWORD)&esp_codecave -
((DWORD)esp_hook_location + 5);

}

return true;

First Refactor

Our first refactor of the multihack code, in which we break out the triggerbot
functionality to its own class.

Header/Triggerbot.h

#pragma once
#include <Windows.h>

class Triggerbot {

private:
INPUT input = { 0 };
public:
Triggerbot();
void execute(int isLookingAtEnemy);
s
Source/Triggerbot.cpp
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#include <Windows.h>
#include "Triggerbot.h"

Triggerbot::Triggerbot() {
input = { 0 };
ks

// If isLookingAtEnemy is not zero, then we are looking at a player
// Create a mouse event to simulate the left mouse button being pressed down
and send it to the game
// Otherwise, raise the mouse button up so we stop firing
void Triggerbot::execute(int isLookingAtEnemy) {
if (isLookingAtEnemy != @) {

input.type = INPUT_MOUSE;

input.mi.dwFlags = MOUSEEVENTF_LEFTDOWN;

SendInput(l, &input, sizeof(INPUT));

ks

else {
input.type = INPUT_MOUSE;
input.mi.dwFlags = MOUSEEVENTF_LEFTUP;
SendInput(l, &input, sizeof(INPUT));

}

Source/main.cpp

#include <Windows.h>
#include <math.h>

#include "Triggerbot.h"

#define M_PI 3.14159265358979323846
#define MAX_PLAYERS 32

// Our triggerbot class
Triggerbot *triggerbot;

HMODULE openGLHandle = NULL;

void(__stdcall* glDepthFunc)(unsigned int) = NULL;
unsigned char* opengl_hook_location;

DWORD opengl_ret_address = 0;

DWORD triggerbot_ori_call_address = 0x4607(C0;
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DWORD triggerbot_ori_jump_address = 0x0040ADAZ;
DWORD edi_value = 0;

// The player structure for every player in the game
struct Player {
char unknownl[4];
float x;
float y;
float z;
char unknown2[0x30];
float yaw;
float pitch;
char unknown3[@x1DD];
char name[16];
char unknown4[0x103];
int dead;

s

// Our player
Player* player = NULL;

DWORD esp_ret_address = 0x0040BES3;
DWORD text_address = 0x419880;

// Our temporary variables for our print text code cave

const char* text = ;
const char* empty_text = "";

DWORD X
DWORD y

0,
0

// List of calculated ESP values

DWORD x_values[MAX_PLAYERS] = { 0 };
DWORD y_values[MAX_PLAYERS] = { @ };
char* names[MAX_PLAYERS] = { NULL };

int* current_players;

DWORD old_protect;

// Function to calculate the euclidean distance between two points
float euclidean_distance(float x, float y) {

return sqrtf((x * x) + (y * y));
}
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// Our glDrawElements code cave responsible for our wallhack
__declspec(naked) void opengl_codecave() {
__asm {
pushad

3
(*glDepthFunc)(0x207);

// Finally, restore the original instruction and jump back
__asm {

popad

mov esi, dword ptr ds : [esi + OxA18]

jmp opengl_ret_address

}

// The injected thread responsible for creating our OpenGL hooks
void opengl_thread() {
while (true) {
// Since OpenGL will be loaded dynamically into the process, our
thread needs to wait
// until it sees that the OpenGL module has been loaded.
if (openGLHandle == NULL) {
openGLHandle = GetModuleHandle(L"opengl32.dl1");
}

if (openGLHandle != NULL && glDepthFunc == NULL) {
glDepthFunc = (void(__stdcall*)(unsigned
int))GetProcAddress(openGLHandle, "glDepthFunc™);

// Then we find the location of glDrawElements and offset
to an instruction that is easy to hook

opengl_hook_location = (unsigned
char*)GetProcAddress(openGLHandle, "glDrawElements");

opengl_hook_location += 0x16;

// For the hook, we unprotect the memory at the code we
wish to write at

// Then set the first opcode to E9, or jump

// Caculate the location using the formula: new_location -
original_location+5

// And finally, since the first original instructions
totalled 6 bytes, NOP out the last remaining byte

VirtualProtect((void*)opengl_hook_location, 5,
PAGE_EXECUTE_READWRITE, &old_protect);
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*opengl_hook_location = OxE9;

*(DWORD*)(opengl_hook_location + 1) =
(DWORD)&opengl_codecave - ((DWORD)opengl_hook_location + 5);

*(opengl_hook_location + 5) = 0x90;

// Since OpenGL is loaded dynamically, we need to
dynamically calculate the return address
opengl_ret_address = (DWORD)(opengl_hook_location + 0x6);
ks
else {
break;

}

// So our thread doesn't constantly run, we have it pause
execution for a millisecond.

// This allows the processor to schedule other tasks.

Sleep(l);

}

// Our triggerbot code cave
__declspec(naked) void triggerbot_codecave() {
// Restore the original call and get the value of edi, which holds
whether we are looking at a player
__asm {
call triggerbot_ori_call_address
pushad
mov edi_value, eax

¥

// Pass this information off to the triggerbot instance to determine
what to do
triggerbot->execute(edi_value);

// Restore the registers and jump back to original code
_asm {

popad

jmp triggerbot_ori_jump_address

}

// Our code cave responsible for printing text
__declspec(naked) void esp_codecave() {
current_players = (int*)(0x50F500);
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// First, recreate the original function we hooked but set the text to
empty
__asm {
mov ecx, empty_text
call text_address
pushad
}

// Next, loop through all the current players in the game
for (int i = 1; 1 < *current_players; i++) {
// Store the calculated screen positions in temporary variables
x = x_values[i];
y = y_values[i];
text = names[i];

// Make sure our text is on screen
if (x>2400 1]l x <@ Il y<0 Ily>1800) {
text = "";

}

// Invoke the print text function to display the text
__asm {

mov ecx, text

push y

push x

call text_address

add esp, 8

¥

// Restore the registers and jump back to the original code
__asm {

popad

jmp esp_ret_address

}

// This thread contains all of our aimbot and ESP code
void aimbot_thread() {

while (true) {
// First, grab the current position and view angles of our player
DWORD* player_offset = (DWORD*)(@x509B74);
player = (Player*)(*player_offset);
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// Then, get the current number of players in the game
int* current_players = (int*)(0@x50F500);

// These variables will be used to hold the closest enemy to us
float closest_player = -1.0f;

float closest_yaw = 0.0f;

float closest_pitch = 0.0f;

// Iterate through all active enemies

for (int i = @; 1 < *current_players; i++) {
DWORD* enemy_list = (DWORD*)(@x50F4F8);
DWORD* enemy_offset = (DWORD*)(*enemy_list + (i * 4));
Player* enemy = (Player*)(*enemy_offset);

// Make sure the enemy is valid and alive
if (player != NULL && enemy != NULL) {

// Calculate the absolute position of the enemy away

from us to ensure that our future calculations are correct and based

abspos_y);

// around the origin

float abspos_x = enemy->x - player->x;
float abspos_y = enemy->y - player->y;
float abspos_z = enemy->z - player->z;

// Calculate our distance from the enemy
float temp_distance = euclidean_distance(abspos_x,

// If this is the closest enemy so far, calculate the

yaw and pitch to aim at them

float azimuth_xy = atan2f(abspos_y, abspos_x);
float yaw = (float)(azimuth_xy * (180.0 / M_PI));
yaw += 90;

// Calculate the difference between our current yaw

and the calculated yaw to the enemy

float yaw_dif = player->yaw - yaw;

// If we are near the 275 angle boundary, our yaw_dif

will be too large, causing our text to appear incorrectly

// To compensate for that, subtract the yaw_dif from

360 if it is over 180, since our viewport can never show 180 degrees

if (yaw_dif > 180) {
yow_dif = yaw_dif - 360;
ks
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if (yaw_dif < -180) {
yow_dif = yaw_dif + 360;
}

// Calculate our X value by adding the yaw_dif times

a scaling factor to the center of the screen horizontally (1200)
x_values[i] = (DWORD)(1200 + (yaw_dif * -30));

// Calculate the pitch
// Since Z values are so limited, pick the larger
between x and y to ensure that we
// don't look straight at the air when close to an
enemy
if (abspos_y < @) {
abspos_y *= -1;
}
if (abspos_y < 5) {
if (abspos_x < @) {
abspos_x *= -1;
ks
abspos_y = abspos_x;
}
float azimuth_z = atan2f(abspos_z, abspos_y);
float pitch = (float)(azimuth_z * (180.0 / M_PI));
// Same as above but for pitch
float pitch_dif = player->pitch - pitch;

// Calculate our Y value by adding the pitch_dif
times a scaling factor to the center of the screen vertically (900)
y_values[i] = (DWORD)(900 + ((pitch_dif) * 25));

// Set the name to the enemy name
names[i] = enemy->name;

if ((closest_player == -1.0f || temp_distance <
closest_player) && !enemy->dead) {
closest_player = temp_distance;
closest_yaw = yaw;
closest_pitch = pitch;

}

// When our loop ends, set our yaw and pitch to the closst values
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player->yaw = closest_yaw;
player->pitch = closest_pitch;

// So our thread doesn't constantly run, we have it pause
execution for a millisecond.

// This allows the processor to schedule other tasks.

Sleep(1);

}

// When our DLL is loaded, create a thread in the process to create the hook
// We need to do this as our DLL might be loaded before OpenGL is loaded by
the process
// Also create the aimbot and ESP thread and hook the locations for the
triggerbot and printing text
BOOL WINAPI D11Main(HINSTANCE hinstDLL, DWORD fdwReason, LPVOID 1pvReserved)
{
unsigned char* triggerbot_hook_location = (unsigned char*)0x0040AD9D;
unsigned char* esp_hook_location = (unsigned char*)0x0040BE7E;

if (fdwReason == DLL_PROCESS_ATTACH) {
// Create our triggerbot
triggerbot = new Triggerbot();

CreateThread(NULL, @, (LPTHREAD_START_ROUTINE)opengl_thread,
NULL, @, NULL);

CreateThread(NULL, @, (LPTHREAD_START_ROUTINE)aimbot_thread,
NULL, @, NULL);

VirtualProtect((void*)triggerbot_hook_location, 5,
PAGE_EXECUTE_READWRITE, &old_protect);

*triggerbot_hook_location = OxE9;

*(DWORD*)(triggerbot_hook_location + 1) =
(DWORD)&triggerbot_codecave - ((DWORD)triggerbot_hook_location + 5);

VirtualProtect((void*)esp_hook_location, 5,
PAGE_EXECUTE_READWRITE, &old_protect);
*esp_hook_location = OxE9;
*(DWORD*)(esp_hook_location + 1) = (DWORD)&esp_codecave -
((DWORD)esp_hook_location + 5);
}
else if (fdwReason == DLL_PROCESS_DETACH) {
delete triggerbot;

¥
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return true;

Refactor Finished

The complete code for the multihack after the refactor is finished.
Header/Triggerbot.h - Unchanged from First Refactor

Header/constants.h

#pragma once
#include <Windows.h>

DWORD triggerbot_ori_call_address
DWORD triggerbot_ori_jump_address

0x4607C0;
0x0040ADAZ ;

DWORD esp_ret_address = Ox0040BE8&3;
DWORD text_address = 0x419880;

[{all

const char* empty_text = ;

Header/PlayerGeometry.h

#pragma once
#include <Windows.h>

#define M_PI 3.14159265358979323846
#define MAX_PLAYERS 32

// The player structure for every player in the game
struct Player {

char unknownl[4];

float x;

float y;

float z;

char unknown2[0x30] ;

float yaw;

float pitch;

char unknown3[0x1DD];
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char name[16];
char unknown4[0x103];
int dead;

s

class PlayerGeometry {

private:
DWORD player_offset_address;
DWORD enemy_list_address;
DWORD current_players_address;

float closest_yaw;
float closest_pitch;

Player* player;

float euclidean_distance(float, float);
public:

DWORD x_values[MAX_PLAYERS] = { 0 };

DWORD y_values[MAX_PLAYERS] = { @ };

char* names[MAX_PLAYERS] = { NULL };

int* current_players;

PlayerGeometry(DWORD, DWORD, DWORD);
void update();
void set_player_view();

s

Source/Triggerbot.cpp - Unchanged from First Refactor

Source/PlayerGeometry.cpp

#include <Windows.h>
#include <math.h>

#include "PlayerGeometry.h"

PlayerGeometry: :PlayerGeometry(DWORD p_address, DWORD e_address, DWORD
cp_address) {

player_offset_address = p_address;

enemy_list_address = e_address;

current_players_address = cp_address;
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// Function to calculate the euclidean distance between two points

float PlayerGeometry::euclidean_distance(float x, float y) {
return sqrtf((x * x) + (y * y));

}

void PlayerGeometry: :update() {
// First, grab the current position and view angles of our player
DWORD* player_offset = (DWORD*)(player_offset_address);
player = (Player*)(*player_offset);

// Then, get the current number of players in the game
current_players = (int*)(0x50F500);

float closest_player = -1.0f;
closest_yaw = 0.0f;
closest_pitch = 0.0f;

// Iterate through all active enemies

for (int i = @; 1 < *current_players; i++) {
DWORD* enemy_list = (DWORD*)(@x50F4F8);
DWORD* enemy_offset = (DWORD*)(*enemy_list + (i * 4));
Player* enemy = (Player*)(*enemy_offset);

// Make sure the enemy is valid and alive
if (player != NULL && enemy != NULL) {

// Calculate the absolute position of the enemy away from

us to ensure that our future calculations are correct and based
// around the origin
float abspos_x = enemy->x - player->Xx;
float abspos_y = enemy->y - player->y;
float abspos_z = enemy->z - player->z;

// Calculate our distance from the enemy
float temp_distance = euclidean_distance(abspos_x,
abspos_y);

// If this is the closest enemy so far, calculate the yaw

and pitch to aim at them

float azimuth_xy = atan2f(abspos_y, abspos_x);
float yaw = (float)(azimuth_xy * (180.0 / M_PI));
yaw += 90;

// Calculate the difference between our current yaw and the

calculated yaw to the enemy
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float yaw_dif = player->yaw - yaw;

// If we are near the 275 angle boundary, our yaw_dif will
be too large, causing our text to appear incorrectly
// To compensate for that, subtract the yaw_dif from 360 if
it is over 180, since our viewport can never show 180 degrees
if (yaw_dif > 180) {
yow_dif = yaw_dif - 360;
ks

if (yaw_dif < -180) {
yow_dif = yaw_dif + 360;
}

// Calculate our X value by adding the yaw_dif times a
scaling factor to the center of the screen horizontally (1200)
x_values[i] = (DWORD)(1200 + (yaw_dif * -30));

// Calculate the pitch
// Since Z values are so limited, pick the larger between x
and y to ensure that we

// don't look straight at the air when close to an enemy
if (abspos_y < @) {

abspos_y *= -1;
}
if (Cabspos_y < 5) {

if (abspos_x < @) {

abspos_x *= -1;

}

abspos_y = abspos_x;
}
float azimuth_z = atan2f(abspos_z, abspos_y);
float pitch = (float)(azimuth_z * (180.0 / M_PI));
// Same as above but for pitch
float pitch_dif = player->pitch - pitch;

// Calculate our Y value by adding the pitch_dif times a
scaling factor to the center of the screen vertically (900)
y_values[i] = (DWORD)(900 + ((pitch_dif) * 25));

// Set the name to the enemy name
names[i] = enemy->name;

if ((closest_player == -1.0f || temp_distance <
closest_player) && !enemy->dead) {
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closest_player = temp_distance;
closest_yaw = yaw;
closest_pitch = pitch;

}

void PlayerGeometry::set_player_view() {
player->yaw = closest_yaw;
player->pitch = closest_pitch;

Source/main.cpp

#include <Windows.h>

#include "constants.h"
#include "Triggerbot.h"
#include "PlayerGeometry.h"

Triggerbot *triggerbot;
PlayerGeometry *playerGeometry;

HMODULE openGLHandle = NULL;
void(__stdcall* glDepthFunc)(unsigned int) = NULL;
DWORD opengl_ret_address = 0;

DWORD edi_value = 0;

// Our temporary variables for our print text code cave

const char* text = ;

DWORD x;
DWORD y;

DWORD old_protect;

// Code cave responsible for disabling depth testing on
__declspec(naked) void opengl_codecave() {
__asm {
pushad

}

models
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(*glDepthFunc)(0x207);

// Finally, restore the original instruction and jump back
__asm {

popad

mov esi, dword ptr ds : [esi + OxA18]

jmp opengl_ret_address

}

// Code cave responsible for our triggerbot
__declspec(naked) void triggerbot_codecave() {
// Asm blocks allow you to write pure assembly
// In this case, we use it to call the function we hooked and save all
the registers
// After we make the call, we move its return value in eax into a
variable
__asm {
call triggerbot_ori_call_address
pushad
mov edi_value, eax

}

triggerbot->execute(edi_value);

// Restore the registers and jump back to original code
_asm {

popad

jmp triggerbot_ori_jump_address

}

// Our code cave responsible for printing text
__declspec(naked) void text_codecave() {
// First, recreate the original function we hooked but set the text to
empty
__asm {
mov ecx, empty_text
call text_address
pushad

¥

// Next, loop through all the current players in the game
for (int i = 1; i < *playerGeometry->current_players; i++) {
// Store the calculated screen positions in temporary variables

470




x = playerGeometry->x_values[i];
y = playerGeometry->y_values[i];
text = playerGeometry->names[i];

// Make sure our text is on screen
if (x >2400 11 x <@ 11ly<01ly> 1800) {

text = "";
}
// Invoke the print text function to display the text
__asm {
mov ecx, text
push y
push x
call text_address
add esp, 8
}
ks
// Restore the registers and jump back to the original code
__asm {
popad

jmp esp_ret_address

}

// This thread contains all of our aimbot, ESP, and OpenGL hooking code
void injected_thread() {

while (true) {
if (openGLHandle == NULL) {
openGLHandle = GetModuleHandle(L"opengl32.d11");
ks

if (openGLHandle != NULL && glDepthFunc == NULL) {
glDepthFunc = (void(__stdcall*)(unsigned
int))GetProcAddress(openGLHandle, "glDepthFunc");

// Then we find the location of glDrawElements and offset
to an instruction that is easy to hook

unsigned char *opengl_hook_location = (unsigned
char*)GetProcAddress(openGLHandle, "glDrawElements");

opengl_hook_location += 0x16;
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// For the hook, we unprotect the memory at the code we
wish to write at

// Then set the first opcode to E9, or jump

// Caculate the location using the formula: new_location -
original_location+5

// And finally, since the first original instructions
totalled 6 bytes, NOP out the last remaining byte

VirtualProtect((void*)opengl_hook_location, 5,
PAGE_EXECUTE_READWRITE, &old_protect);

*opengl_hook_location = OxE9;

*(DWORD*)(opengl_hook_location + 1) =
(DWORD)&opengl_codecave - ((DWORD)opengl_hook_location + 5);

*(opengl_hook_location + 5) = 0x90;

// Since OpenGL is loaded dynamically, we need to
dynamically calculate the return address
opengl_ret_address = (DWORD)(opengl_hook_location + 0x6);

}

playerGeometry->update();
playerGeometry->set_player_view();

// So our thread doesn't constantly run, we have it pause
execution for a millisecond.

// This allows the processor to schedule other tasks.

Sleep(l);

}

// When our DLL is loaded, create a thread in the process to create the hook
// We need to do this as our DLL might be loaded before OpenGL is loaded by
the process
// Also create the aimbot and ESP thread and hook the locations for the
triggerbot and printing text
BOOL WINAPI D11Main(HINSTANCE hinstDLL, DWORD fdwReason, LPVOID 1pvReserved)
{
unsigned char* triggerbot_hook_location = (unsigned char*)0x0040AD9D;
unsigned char* text_hook_location = (unsigned char*)0x0040BE7E;

if (fdwReason == DLL_PROCESS_ATTACH) {
triggerbot = new Triggerbot();
playerGeometry = new PlayerGeometry(@x509B74, Ox50F4F8,
0x50F500) ;
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CreateThread(NULL, @, (LPTHREAD_START_ROUTINE)injected_thread,
NULL, @, NULL);

VirtualProtect((void*)triggerbot_hook_location, 5,
PAGE_EXECUTE_READWRITE, &old_protect);

*triggerbot_hook_location = OxE9;

*(DWORD*)(triggerbot_hook_location + 1) =
(DWORD)&triggerbot_codecave - ((DWORD)triggerbot_hook_location + 5);

VirtualProtect((void*)text_hook_location, 5,
PAGE_EXECUTE_READWRITE, &old_protect);
*text_hook_location = OxE9;
*(DWORD*)(text_hook_location + 1) = (DWORD)&text_codecave -
((DWORD)text_hook_location + 5);
ks
else if (fdwReason == DLL_PROCESS_DETACH) {
delete triggerbot;
delete playerGeometry;

}

return true;

Finished

A multihack for Assault Cube 1.2.0.2 that contains the following features:

e Wallhack
. ESP
e Aimbot

»  Triggerbot

It also has an interactive menu that allows these features to be toggled on and off. Use
the up and down arrows to change the selection, and the left and right arrows to
toggle the features.

This must be injected into the Assault Cube process to work. One way to do this is to
use a DLL injector. Another way is to enable ApplInit_DLLs in the registry.

Header/PlayerGeometry.h - Unchanged from “Refactor Finished”

Header/Triggerbot.h - Unchanged from “Refactor Finished”
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Header/constants.h - Unchanged from “Refactor Finished”

Header/Menu.h

#pragma once

#define WALLHACK @
#define ESP 1
#define AIMBOT 2
#define TRIGGERBOT 3

#define MAX_ITEMS 4

class Menu {
private:

const char on_text[5] = { @xc, 0x30, '0', 'N', 0 };

const char off_text[6] = { Oxc, 0x33, '0', '"F', '"F', 0 };
public:

int cursor_position;

const char* items[MAX_ITEMS] = { "Wallhack", "ESP", "Aimbot",
"Triggerbot" };
bool item_enabled[MAX_ITEMS] = { false };

const char* cursor = ">";

Menu(Q);
void handle_input();
const char* get_state(int);

+s

Source/Triggerbot.cpp - Unchanged from “Refactor Finished”
Source/PlayerGeometry.cpp - Unchanged from “Refactor Finished”

Source/Menu.cpp

#include <Windows.h>
#include "Menu.h"
Menu: :Menu() {

cursor_position = 0;

}
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void Menu::handle_input() {

if (GetAsyncKeyState(VK_DOWN) & 1) {
cursor_position++;
ks
else if (GetAsyncKeyState(VK_UP) & 1) {
cursor_position--;
ks
else if ((GetAsyncKeyState(VK_LEFT) & 1) || (GetAsyncKeyState(VK_RIGHT)
& 1)) {

item_enabled[cursor_position] = !item_enabled[cursor_position];

}

if (cursor_position < @) {
cursor_position = 3;
}
else if (cursor_position > 3) {
cursor_position = 0;
}
ks

const char* Menu::get_state(int item) {
return item_enabled[item] ? on_text : off_text;

}

Source/main.cpp

#include <Windows.h>

#include "constants.h"
#include "Triggerbot.h"
#include "PlayerGeometry.h"
#include "Menu.h"

Triggerbot *triggerbot;
PlayerGeometry *playerGeometry;
Menu *menu;

HMODULE openGLHandle = NULL;
void(__stdcall* glDepthFunc)(unsigned int) = NULL;
DWORD opengl_ret_address = 0;

DWORD edi_value = 0;
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DWORD old_protect;

// Code cave responsible for disabling depth testing on models
__declspec(naked) void opengl_codecave() {
__asm {
pushad

¥

if (menu->item_enabled[WALLHACK]) {
(*glDepthFunc)(0x207);

ks
// Findlly, restore the original instruction and jump back
__asm {

popad

mov esi, dword ptr ds : [esi + OxA18]
jmp opengl_ret_address

¥

// Our triggerbot code cave
__declspec(naked) void triggerbot_codecave() {
// Asm blocks allow you to write pure assembly
// In this case, we use it to call the function we hooked and save all
the registers
// After we make the call, we move its return value in eax into a
variable
__asm {
call triggerbot_ori_call_address
pushad
mov edi_value, eax

}

if (menu->item_enabled[TRIGGERBOT]) {
triggerbot->execute(edi_value);

}

// Restore the registers and jump back to original code
_asm {

popad

jmp triggerbot_ori_jump_address
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// A helper function for printing text
void print_text(DWORD x, DWORD y, const char* text) {
if (x >2400 11 x <@ 1l y<01ly>1800) {
text = "";

}
X += 200;

__asm {
mov ecx, text
push y
push x
call text_address
add esp, 8

}

// Our code cave responsible for printing text
__declspec(naked) void text_codecave() {
// First, recreate the original function we hooked but set the text to
empty
__asm {
mov ecx, empty_text
call text_address
pushad

¥

for (int i = 0; i < MAX_ITEMS; i++) {
print_text(50, 250 + (100 * i), menu->items[i]);
print_text(500, 250 + (100 * i), menu->get_state(i));
3

print_text(10, 250 + (100 * menu->cursor_position), menu->cursor);

if (menu->item_enabled[ESP]) {
// Next, loop through all the current players in the game
for (int i = 1; i < *playerGeometry->current_players; i++) {
print_text(playerGeometry->x_values[i], playerGeometry-
>y_values[i], playerGeometry->names[i]);

ks
}
// Restore the registers and jump back to the original code
__asm {

popad

jmp esp_ret_address
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¥

// This thread contains all of our aimbot, ESP, and OpenGL hooking code
void injected_thread() {

while (true) {
if (openGLHandle == NULL) {
openGLHandle = GetModuleHandle(L"opengl32.dl1");

}

if (openGLHandle != NULL && glDepthFunc == NULL) {
glDepthFunc = (void(__stdcall*)(unsigned
int))GetProcAddress(openGLHandle, "glDepthFunc™);

// Then we find the location of glDrawElements and offset
to an instruction that is easy to hook

unsigned char *opengl_hook_location = (unsigned
char*)GetProcAddress(openGLHandle, "glDrawElements");

opengl_hook_location += 0x16;

// For the hook, we unprotect the memory at the code we
wish to write at

// Then set the first opcode to E9, or jump

// Caculate the location using the formula: new_location -
original_location+5

// And finally, since the first original instructions
totalled 6 bytes, NOP out the last remaining byte

VirtualProtect((void*)opengl_hook_location, 5,
PAGE_EXECUTE_READWRITE, &old_protect);

*opengl_hook_location = OxE9;

*(DWORD*)(opengl_hook_location + 1) =
(DWORD)&opengl_codecave - ((DWORD)opengl_hook_location + 5);

*(opengl_hook_location + 5) = 0x90;

// Since OpenGL is loaded dynamically, we need to

dynamically calculate the return address
opengl_ret_address = (DWORD)(opengl_hook_location + 0x6);

}

menu->handle_input();
playerGeometry->update();

if (menu->item_enabled[AIMBOT]) {
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playerGeometry->set_player_view();

¥

// So our thread doesn't constantly run, we have it pause
execution for a millisecond.

// This allows the processor to schedule other tasks.

Sleep(1);

}

// When our DLL is loaded, create a thread in the process to create the hook
// We need to do this as our DLL might be loaded before OpenGL is loaded by
the process
// Also create the aimbot and ESP thread and hook the locations for the
triggerbot and printing text
BOOL WINAPI D11Main(HINSTANCE hinstDLL, DWORD fdwReason, LPVOID 1pvReserved)
{
unsigned char* triggerbot_hook_location = (unsigned char*)0x0040AD9D;
unsigned char* text_hook_location = (unsigned char*)0x0040BE7E;

if (fdwReason == DLL_PROCESS_ATTACH) {
triggerbot = new Triggerbot();
playerGeometry = new PlayerGeometry(@Ox509B74, Ox50F4F8,
Ox50F500);
menu = new Menu();

CreateThread(NULL, @, (LPTHREAD_START_ROUTINE)injected_thread,
NULL, @, NULL);

VirtualProtect((void*)triggerbot_hook_location, 5,
PAGE_EXECUTE_READWRITE, &old_protect);

*triggerbot_hook_location = OxE9;

*(DWORD*)(triggerbot_hook_location + 1) =
(DWORD)&triggerbot_codecave - ((DWORD)triggerbot_hook_location + 5);

VirtualProtect((void*)text_hook_location, 5,
PAGE_EXECUTE_READWRITE, &old_protect);
*text_hook_location = OxE9;
*(DWORD*)(text_hook_location + 1) = (DWORD)&text_codecave -
((DWORD)text_hook_location + 5);
}
else if (fdwReason == DLL_PROCESS_DETACH) {
delete triggerbot;
delete playerGeometry;
delete menu;
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}

return true;

A.16 Wesnoth
Multiplayer Bot

Referenced in Chapter 6.2.

An example client that will connect to a local Wesnoth 1.14.9 server with the username
FFFAAAKKKEEE.

The majority of the code is based on the Winsock example provided by Microsoft:
https://docs.microsoft.com/en-us/windows/win32/winsock/complete-client-code

#include <winsock?2.h>
#include <ws2tcpip.h>
#include <stdio.h>

#pragma comment(lib, "Ws2_32.1ib")
#define DEFAULT_BUFLEN 512

int main(int argc, char** argv) {
WSADATA wsaData;
SOCKET ConnectSocket = INVALID_SOCKET;
struct addrinfo* result = NULL,
* ptr = NULL,
hints;
char recvbuf[[DEFAULT_BUFLEN];
int iResult;
int recvbuflen = DEFAULT_BUFLEN;

// The handshake initiation request
const unsigned char buff_handshake_pl[] = {
0x00, 0x00, 0x00, 0x00
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s

// Contains the version 1.14.9

const unsigned char buff_handshake_p2[] = {
0x00, 0x00, 0x00, Ox2f, Ox1f, Ox8b, 0x08, 0x00, O0x00, 0x00,
0x00, 0x00, 0x00, Oxff, Ox8b, Ox2e, Ox4b, Ox2d, Ox2a, Oxce,
Oxcc, Oxcf, Ox8b, Oxe5, Oxe2, Ox84, Oxb2, @xo6c, 0Ox95, OxOc,
Oxf5, Ox0c, Ox4d, Oxf4, Ox2c, 0x95, Oxb8, Oxa2, Oxf5, Oxel,
0x92, Ox5c, 0x00, Oxcd, 0x38, Oxd3, Oxd7, 0x28, Ox00, 0x00,
0x00

s

// Contains the username FFFAAAKKKEEE

const unsigned char buff_send_name[] = {
0x00, 0x00, 0x00, 0x3a, Ox1f, Ox8b, Ox08, Ox00, Ox00, 0x00,
0x00, 0x00, 0x00, Oxff, Ox8b, Oxce, 0xc9, Ox4f, Oxcf, Oxcc,
0x8b, Oxe5, Oxe2, Ox2c, 0x2d, Ox4e, Ox2d, Oxca, Ox4b, Oxcc,
0x4d, Oxb5, Ox55, Ox72, 0x73, Ox73, Ox73, Ox74, Ox74, Oxf4,
0xf6, Oxfo, Ox76, Ox75, Ox75, Ox55, Oxe2, Ox8a, Oxdo, 0x87,
Oxaa, 0xed, 0x02, 0x00, Oxal, Oxfc, 0x19, Ox4c, Ox2b, 0x00,
0x00, 0x00

s

iResult = WSAStartup(MAKEWORD(Z2, 2), &wsaData);
if (iResult '= @) {
printf("WSAStartup failed: %d\n", iResult);
return 1;

}

ZeroMemory(&hints, sizeofChints));
hints.ai_family = AF_INET;
hints.ai_socktype = SOCK_STREAM;
hints.ai_protocol = IPPROTO_TCP;

iResult = getaddrinfo("127.0.0.1", "15000", &hints, &result);
if (iResult !'= 0) {
printf("getaddrinfo failed: %d\n", iResult);

WSACleanup(Q);
return 1;

ks

ptr = result;

ConnectSocket = socket(ptr->ai_family, ptr->ai_socktype, ptr-
>ai_protocol);
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if (ConnectSocket == INVALID_SOCKET) {
printf("Error at socket(): %ld\n", WSAGetLastError());
freeaddrinfo(result);
WSACleanup(Q);
return 1;

}

iResult = connect(ConnectSocket, ptr->ai_addr, (int)ptr->ai_addrlen);
if (iResult == SOCKET_ERROR) {

closesocket(ConnectSocket);

ConnectSocket = INVALID_SOCKET;

}

freeaddrinfo(result);

if (ConnectSocket == INVALID_SOCKET) {
printf("Unable to connect to server!\n");
WSACleanup();
return 1;

}

iResult = send(ConnectSocket, (const char*)buff_handshake_p1,
(int)sizeof(buff_handshake_pl), 0);
printf("Bytes Sent: %ld\n", iResult);

iResult = recv(ConnectSocket, recvbuf, recvbuflen, 0);
printf("Bytes received: %d\n", iResult);

iResult = send(ConnectSocket, (const char*)buff_handshake_p2,
(int)sizeof(buff_handshake_p2), 0);
printf("Bytes Sent: %ld\n", iResult);

iResult = recv(ConnectSocket, recvbuf, recvbuflen, 0);
printf("Bytes received: %d\n", iResult);

iResult = send(ConnectSocket, (const char*)buff_send_name,
(int)sizeof(buff_send_name), @);
printf("Bytes Sent: %ld\n", iResult);

do {
iResult = recv(ConnectSocket, recvbuf, recvbuflen, 0);
if (iResult > @)
printf("Bytes received: %d\n", iResult);
else if (iResult == 0)
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printf("Connection closed\n");
else
printf("recv failed with error: %d\n", WSAGetLastError());
} while (iResult > 0);

closesocket(ConnectSocket);
WSACleanup(Q);

return 0;

A.17 Wesnoth
ChatBot

Referenced in Chapter 6.4.

An example chatbot that will connect to a local Wesnoth 1.14.9 server with the
username ChatBot and respond to the \wave command.

The majority of the code is based on the Winsock example provided by Microsoft:
https://docs.microsoft.com/en-us/windows/win32/winsock/complete-client-code

#finclude <stdio.h>
#include <winsock?2.h>
#include <ws2tcpip.h>

#pragma comment(lib, "Ws2_32.1ib")

#include <zlib.h>

#define DEFAULT_BUFLEN 512

void send_data(const unsigned char *data, size_t len, SOCKET s) {
gzFile temp_data = gzopen("packet.gz", "wb");

gzwrite(temp_data, data, len);
gzclose(temp_data);
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FILE* temp_file = NULL;
fopen_s(&temp_file, "packet.gz", "rb");

if (temp_file) {
size_t compress_len = 0;
unsigned char buffer[DEFAULT_BUFLEN] = { @ };
compress_len = fread(buffer, 1, sizeof(buffer), temp_file);
fclose(temp_file);

unsigned char buff_packet[DEFAULT_BUFLEN] = { @ };
memcpy(buff_packet + 3, &compress_len, sizeof(compress_len));
memcpy(buff_packet + 4, buffer, compress_len);

int iResult = send(s, (const char*)buff_packet, compress_len + 4,
printf("Bytes Sent: %ld\n", iResult);

}

bool parse_dataCunsigned char *buff, int buff_len) {
unsigned char data[DEFAULT_BUFLEN] = { @ };
memcpy(data, buff + 4, buff_len - 4);

FILE* temp_file = NULL;
fopen_s(&temp_file, "packet_recv.gz", "wb");

if (temp_file) {
fwrite(data, 1, sizeof(data), temp_file);
fclose(temp_file);

ks

gzFile temp_data_in = gzopen("packet_recv.gz", "rb");
unsigned char decompressed_data[DEFAULT_BUFLEN] = { 0 };
gzread(temp_data_in, decompressed_data, DEFAULT_BUFLEN);
fwrite(decompressed_data, 1, DEFAULT_BUFLEN, stdout);
gzclose(temp_data_in);

return strstr((const char*)decompressed_data, (const char*)"\\wave");

int main(int argc, char** argv) {
WSADATA wsaData;
SOCKET ConnectSocket = INVALID_SOCKET;
struct addrinfo* result = NULL,
* ptr = NULL,

0;
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hints;
unsigned char recvbuf[DEFAULT_BUFLEN];
int iResult;
int recvbuflen = DEFAULT_BUFLEN;

// The handshake initiation request
const unsigned char buff_handshake_pl[] = {
0x00, 0x00, 0x00, 0x00

+s

iResult = WSAStartup(MAKEWORD(2, 2), &wsaData);
if (iResult !'= 0) {
printf("WSAStartup failed: %d\n", iResult);
return 1;

}

ZeroMemory(&hints, sizeof(Chints));
hints.ai_family = AF_INET;
hints.ai_socktype = SOCK_STREAM;
hints.ai_protocol = IPPROTO_TCP;

iResult = getaddrinfo("127.0.0.1", "15000", &hints, &result);
if (iResult != @) {
printf("getaddrinfo failed: %d\n", iResult);

WSACleanup();
return 1;

ks

ptr = result;

ConnectSocket = socket(ptr->ai_family, ptr->ai_socktype, ptr-
>ai_protocol);

if (ConnectSocket == INVALID_SOCKET) {
printf("Error at socket(): %ld\n", WSAGetLastError());
freeaddrinfo(result);
WSACleanup();
return 1;

}

iResult = connect(ConnectSocket, ptr->ai_addr, (int)ptr->ai_addrlen);
if (iResult == SOCKET_ERROR) {

closesocket(ConnectSocket);

ConnectSocket = INVALID_SOCKET;

485




freeaddrinfo(result);

if (ConnectSocket == INVALID_SOCKET) {
printf("Unable to connect to server!\n");
WSACleanup(Q);
return 1;

}

iResult = send(ConnectSocket, (const char*)buff_handshake_p1,
(int)sizeof(buff_handshake_pl), @);
printf("Bytes Sent: %ld\n", iResult);

iResult = recv(ConnectSocket, (char*)recvbuf, recvbuflen, 0);
printf("Bytes received: %d\n", iResult);

const unsigned char version[] = "[version]\nversion=\"1.14.9\"\n[/
version]";
send_data(version, sizeof(version), ConnectSocket);

iResult = recv(ConnectSocket, (char*)recvbuf, recvbuflen, 0);
printf("Bytes received: %d\n", iResult);

const unsigned char name[] = "[login]\nusername=\"ChatBot\"\n[/login]";
send_data(name, sizeof(name), ConnectSocket);

const unsigned char first_message[] = "[message]\nmessage=\"ChatBot
connected\"\nroom=\"1lobby\"\nsender=\"ChatBot\"\n[/message]";
send_data(first_message, sizeof(first_message), ConnectSocket);

do {
iResult = recv(ConnectSocket, (char*)recvbuf, recvbuflen, 0);
if (iResult > @)
printf("Bytes received: %d\n", iResult);
else if (iResult == 0)
printf("Connection closed\n");
else
printf("recv failed with error: %d\n", WSAGetLastError());

if (parse_data(recvbuf, iResult)) {
const unsigned char message[] = "[message]\nmessage=\"Hello!
\"\nroom=\"1lobby\"\nsender=\"ChatBot\"\n[/message]";
send_data(message, sizeof(message), ConnectSocket);

}
} while (iResult > 0);
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closesocket(ConnectSocket);
WSACleanup(Q);

return 0;

A.18 Wesnoth Proxy

Referenced in Chapter 6.5.

An example proxy for Wesnoth 1.14.9 that allows interception and modification of
traffic from a Wesnoth game client to a Wesnoth server. In this case, any time the proxy
sees the chat message \wave, it will send an additional chat message saying Hello!.

The majority of the code is based on the Winsock example provided by Microsoft:
https://docs.microsoft.com/en-us/windows/win32/winsock/complete-client-code and
https://docs.microsoft.com/en-us/windows/win32/winsock/complete-server-code

#include <winsock?2.h>
#include <ws2tcpip.h>
#include <stdio.h>

#pragma comment (lib, "Ws2_32.1ib")

#define DEFAULT_BUFLEN 512
#define DEFAULT_PORT "27015"

#include <zlib.h>

void send_data(const unsigned char* data, size_t len, SOCKET s) {
gzFile temp_data = gzopen("packet.gz", "wb");
gzwrite(temp_data, data, len);
gzclose(temp_data);

FILE* temp_file = NULL;
fopen_s(&temp_file, "packet.gz", "rb");

if (temp_file) {
size_t compress_len = 0;
unsigned char buffer[DEFAULT_BUFLEN] = { @ };

487



https://docs.microsoft.com/en-us/windows/win32/winsock/complete-client-code
https://docs.microsoft.com/en-us/windows/win32/winsock/complete-server-code

¥

compress_len = fread(buffer, 1, sizeof(buffer), temp_file);
fclose(temp_file);

unsigned char buff_packet[DEFAULT_BUFLEN] = { 0 };
memcpy(buff_packet + 3, &compress_len, sizeof(compress_len));
memcpy(buff_packet + 4, buffer, compress_len);

int iResult = send(s, (const char*)buff_packet, compress_len + 4,
printf("Bytes Sent: %ld\n", iResult);

bool parse_dataCunsigned char* buff, int buff_len) {

int

unsigned char data[DEFAULT_BUFLEN] = { @ };
memcpy(data, buff + 4, buff_len - 4);

FILE* temp_file = NULL;
fopen_s(&temp_file, "packet_recv.gz", "wb");

if (temp_file) {
fwrite(data, 1, sizeof(data), temp_file);
fclose(temp_file);

ks

gzFile temp_data_in = gzopen("packet_recv.gz", "rb");
unsigned char decompressed_data[DEFAULT_BUFLEN] = { 0 };
gzread(temp_data_in, decompressed_data, DEFAULT_BUFLEN);
fwrite(decompressed_data, 1, DEFAULT_BUFLEN, stdout);
gzclose(temp_data_in);

return strstr((const char*)decompressed_data, (const char*)"\\wave");

main(void)

WSADATA wsaData;
int iResult;

SOCKET ListenSocket
SOCKET ClientSocket
SOCKET ServerSocket

INVALID_SOCKET;
INVALID_SOCKET;
INVALID_SOCKET;

struct addrinfo* result = NULL,
hints;

0);
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int iSendResult;
unsigned char recvbuf[DEFAULT_BUFLEN];
int recvbuflen = DEFAULT_BUFLEN;

DWORD timeout = 1000;

// Client Socket
iResult = WSAStartup(MAKEWORD(2, 2), &wsaData);

ZeroMemory(&hints, sizeof(Chints));
hints.ai_family = AF_INET;
hints.ai_socktype = SOCK_STREAM;
hints.ai_protocol = IPPROTO_TCP;
hints.ai_flags = AI_PASSIVE;

iResult = getaddrinfo(NULL, DEFAULT_PORT, &hints, &result);

ListenSocket = socket(result->ai_family, result->ai_socktype, result-
>ai_protocol);

iResult = bind(ListenSocket, result->ai_addr, (int)result->ai_addrlen);

freeaddrinfo(result);

iResult = listen(ListenSocket, SOMAXCONN);
ClientSocket = accept(ListenSocket, NULL, NULL);
closesocket(ListenSocket);

// Server Socket
ZeroMemory(&hints, sizeofChints));
hints.ai_family = AF_INET;
hints.ai_socktype = SOCK_STREAM;
hints.ai_protocol = IPPROTO_TCP;

iResult = getaddrinfo("127.0.0.1", "15000", &hints, &result);

ServerSocket = socket(result->ai_family, result->ai_socktype, result-
>ai_protocol);

iResult = connect(ServerSocket, result->ai_addr, (int)result-
>adi_addrlen);

freeaddrinfo(result);

setsockopt(ServerSocket, SOL_SOCKET, SO_RCVTIMEO, (char*)&timeout,
sizeof(timeout));

do {
iResult = recv(ClientSocket, (char*)recvbuf, recvbuflen, @);
Sleep(100);
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if (iResult > @) {
printf("Bytes received: %d\n", iResult);
if (parse_data(recvbuf, iResult)) {
const unsigned char message[] = "[message]\nmessage=\"Hello!
\"\nroom=\"1obby\"\nsender=\"ChatBot\"\n[/message]";
send_data(message, sizeof(message), ServerSocket);
Sleep(100);
}

iSendResult = send(ServerSocket, (char*)recvbuf, iResult, 0);
Sleep(100);
printf("Bytes sent: %d\n", iSendResult);
iResult = recv(ServerSocket, (char*)recvbuf, recvbuflen, 0);
Sleep(100);
if (iResult != SOCKET_ERROR) {
iSendResult = send(ClientSocket, (char*)recvbuf, iResult, 0);
Sleep(100);
ks
ks
else if (iResult == @)
printf("Connection closing...\n");
else
printf("recv failed with error: %d\n", WSAGetLastError());

} while (iResult > @ || WSAGetLastError() == WSAETIMEDOUT);
iResult = shutdown(ClientSocket, SD_SEND);
closesocket(ClientSocket);

closesocket(ServerSocket);

WSACleanup();

return 0;
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A.19 DLL Injector

Referenced in Chapter 7.1.
A DLL injector that loads the specified DLL into Urban Terror.

To load static and dynamic libraries, Windows executables can use the LoadLibraryA
API function. This function takes a single argument, which is a full path to the library to
load.

HMODULE LoadLibraryA(
LPCSTR 1pLibFileName

);

If we call LoadLibraryA in our injector's code, the DLL will be loaded into our injector's
memory. Instead, we want our injector to force the game to call LoadLibraryA. To do
this, we will use the CreateRemoteThread API to create a new thread in the game.
This thread will then execute LoadLibraryA inside the game's running process.

However, since the thread is running inside the game's memory, LoadLibraryA will not
be able to find the path of our DLL specified in our injector. To get around this, we
have to write our DLL's path into the game's memory. To ensure that we do not corrupt
any other memory, we will also need to allocate additional memory inside the game
using VirtualAllocEx.

#include <windows.h>
#include <tlhelp32.h>

// The full path to the DLL to be injected.
const char *dll_path = "C:\\Users\\IEUser\\source\\repos\\wallhack\\Debug\
\wallhack.d11";
int main(int argc, char** argv) {
HANDLE snapshot = 0;
PROCESSENTRY32 pe32 = { 0 };
DWORD exitCode = 0;

pe32.dwSize = sizeof(PROCESSENTRY32);
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// The snapshot code is a reduced version of the example code provided
by Microsoft at

// https://docs.microsoft.com/en-us/windows/win32/toolhelp/taking-a-
snapshot-and-viewing-processes

shapshot = CreateToolhelp32Snapshot(TH32CS_SNAPPROCESS, @);

Process32First(snapshot, &pe32);

do {
// We only want to operate on the Urban Terror process
if (wcscmp(pe32.szExeFile, L"Quake3-UrT.exe") == 0) {
// First, we need to get a process handle to use for the
following calls
HANDLE process = OpenProcess(PROCESS_ALL_ACCESS, true,
pe32.th32ProcessID);

// So we don't corrupt any memory, allocate additional
memory to hold our DLL path

void *1pBaseAddress = VirtualAllocEx(process, NULL,
strlen(dll_path) + 1, MEM_COMMIT, PAGE_READWRITE);

// Write our DLL path into the memory we just allocated
inside the game

WriteProcessMemory(process, lpBaseAddress, dll_path,
strlen(dll_path) + 1, NULL);

// Create a remote thread inside the game that will execute
LoadLibraryA

// To this LoadlLibraryA call, we will pass the full path of
our DLL that we wrote into the game

HMODULE kernel32base = GetModuleHandle(L"kernel32.d11");

HANDLE thread = CreateRemoteThread(process, NULL, O,
(LPTHREAD_START_ROUTINE)GetProcAddress(kernel32base, "LoadlLibraryA"),
1pBaseAddress, @, NULL);

// To make sure that our DLL is injected, we can use the
following two calls to block program execution

WaitForSingleObject(thread, INFINITE);

GetExitCodeThread(thread, &exitCode);

// Finadlly free the memory and clean up the process handles
VirtualFreeEx(process, lpBaseAddress, @, MEM_RELEASE);
CloseHandle(thread);

CloseHandle(process);

break;

492




}
} while (Process32Next(snapshot, &pe32));

return 0;

A.20 Pattern Scanner

Referenced in Chapter 7.2.

A pattern scanner that will search a running Wesnoth process for the bytes 0x29 42
04. These bytes are the opcode for the sub instruction that is responsible for
subtracting gold from a player when recruiting a unit.

The scanner works by using CreateToolhelp32Snapshot to find the Wesnoth process
and the main Wesnoth module. Once located, a buffer is created and the module's
memory is read into that buffer. The module's memory mainly contains opcodes for
instruction. Once loaded, we loop through all the bytes in the buffer and search for our
pattern. Once found, we print the offset.

#include <windows.h>
#include <tlhelp32.h>
#include <stdio.h>

// Our opcode pattern to scan for inside the process
unsigned char bytes[] = { 0x29, 0x42, 0x04 1},

int main(int argc, char** argv) {
HANDLE process_shapshot = 0;
HANDLE module_snapshot = 0;
PROCESSENTRY32 pe32 = { 0 };
MODULEENTRY32 me32;

DWORD exitCode = 0;

pe32.dwSize
me32.dwSize

sizeof (PROCESSENTRY32);
sizeof (MODULEENTRY32);

// The snapshot code is a reduced version of the example code provided
by Microsoft at
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// https://docs.microsoft.com/en-us/windows/win32/toolhelp/taking-a-
snhapshot-and-viewing-processes

process_snapshot = CreateToolhelp32Snapshot(TH32CS_SNAPPROCESS, @);

Process32First(process_snapshot, &pe32);

do {
// Only scan for patterns inside the Wesnoth process
if (wcscmp(pe32.szExeFile, L"wesnoth.exe") == @) {
module_snapshot =
CreateToolhelp32Snapshot(TH32CS_SNAPMODULE, pe32.th32ProcessID);

// Retrieve a process handle so that we can read the game's
memory

HANDLE process = OpenProcess(PROCESS_ALL_ACCESS, true,
pe32.th32ProcessID);

Module32First(module_snapshot, &me32);
do {
// Wesnoth is made up of many modules. For our
example, we only want to scan the main executable module's code
if (wcscmp(me32.szModule, L"wesnoth.exe") == 0) {
// Due to the size of the code, dynamically
create a buffer after determining the size
unsigned char *buffer = (unsigned
char*)calloc(l, me32.modBaseSize);
DWORD bytes_read = 0;

// Read the entire code block into our buffer
ReadProcessMemory(process,
(void*)me32.modBaseAddr, buffer, me32.modBaseSize, &bytes_read);

// For each byte in the game's code, check to
see if the pattern of bytes starts at the byte
for (unsigned int i = @; i < me32.modBaseSize -
sizeof(bytes); i++) {
for (int j = 0; j < sizeof(bytes); j++) {
// If so, continue to check if all
the bytes match. If one does not, exit the loop
if (bytes[j] !'= buffer[i + j1) {
break;

¥

// If we are at the end of the
loop, the bytes must all match
if (j + 1 == sizeof(bytes)) {
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printf("%x\n", i +
(DWORD)me32.modBaseAddr);

¥

free(buffer);
break;

}

} while (Module32Next(module_snapshot, &me32));

CloseHandle(process);
break;

ks
} while (Process32Next(process_snapshot, &pe32));

return 0;

A.21 Memory
Scanner

Referenced in Chapter 7.3.

A memory scanner for Wesnoth that allows you to search, filter, and edit memory inside
the process. This code can be adapted to any target and is intended to show how tools
like Cheat Engine work.

The scanner has three main operations:

. search
. filter
o write

The search operation will scan all memory from 0x00000000 to @x7FFFFFFF and use
ReadProcessMemory to determine if the address holds a certain value. Because
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ReadProcessMemory fails if a process doesn't have access to an address, the memory
is scanned in blocks. Any values that match are saved to res.txt.

The filter operation iterates over all addresses in res.txt to determine if they match the
provided value. If so, they are saved to res_fil.txt. At the end, res_fil.txt is copied over
to res.txt.

The write operation uses WriteProcessMemory to write a passed value to all addresses
in res.txt

CreateToolhelp32Snapshot is used to find the Wesnoth process, and OpenProcess is
used to retrieve a handle.

#include <windows.h>
#include <tlhelp32.h>
#finclude <stdio.h>

#define size 0x00000808

// The search function scans all memory from 0x00000000 to Ox7FFFFFFF for the
passed value
void search(const HANDLE process, const int passed_val) {

FILE* temp_file = NULL;

fopen_s(&temp_file, "res.txt", "w");

unsigned char* buffer = (unsigned char*)calloc(1l, size);
DWORD bytes_read = 0;

for (DWORD i = 0x00000000; i < Ox7FFFFFFF; i += size) {
ReadProcessMemory(process, (void*)i, buffer, size, &bytes_read);

for (int j = 0; j < size - 4; j += 4) {
DWORD val = 0;
memcpy(&val, &buffer[j]l, 4);
if (val == passed_val) {
fprintf(temp_file, "%x\n", i + j);
ks

}
fclose(temp_file);

free(buffer);
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// The filter function takes a 1list of addresses in res.txt and checks to see
// if they match the provided value. If so, they are written to res_fil.txt
// After the initial pass, filter writes all the addresses in res_fil.txt to
res.txt

void filter(const HANDLE process, const int passed_val) {

¥

FILE* temp_file = NULL;

FILE* temp_file_filter = NULL;
fopen_s(&temp_file, "res.txt", "r");
fopen_s(&temp_file_filter, "res_fil.txt", "w");

DWORD address = 0;

while (fscanf_s(temp_file, "%x\n", &address) != EOF) {
DWORD val = 0;
DWORD bytes_read = 0;

ReadProcessMemory(process, (void*)address, &val, 4, &bytes_read);
if (val == passed_val) {
fprintf(temp_file_filter, "%x\n", address);
ks
}

fclose(temp_file);
fclose(temp_file_filter);

fopen_s(&temp_file, "res.txt", "w");

fopen_s(&temp_file_filter, "res_fil.txt", "r");

while (fscanf_s(temp_file_filter, "%x\n", &address) != EOF) {
fprintf(temp_file, "%x\n", address);

}

fclose(temp_file);
fclose(temp_file_filter);

remove("res_fil.txt");

// The write function writes a value to every address in res.txt
void write(const HANDLE process, const int passed_val) {

FILE* temp_file = NULL;
fopen_s(&temp_file, "res.txt", "r");

DWORD address = 0;
while (fscanf_s(temp_file, "%x\n", &address) != EOF) {
DWORD bytes_written = 0;
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WriteProcessMemory(process, (void*)address, &passed_val, 4,
&bytes_written);
ks

fclose(temp_file);
}

// The main function is retrieving a process handle to Wesnoth, parsing the
program's arguments and passing
// execution to the proper operation
int main(int argc, char** argv) {
HANDLE process_snhapshot = 0;
PROCESSENTRY32 pe32 = { 0 };

pe32.dwSize = sizeof(PROCESSENTRY32);

// The snapshot code is a reduced version of the example code provided
by Microsoft at

// https://docs.microsoft.com/en-us/windows/win32/toolhelp/taking-a-
shapshot-and-viewing-processes

process_snhapshot = CreateToolhelp32Snapshot(TH32CS_SNAPPROCESS, @);

Process32First(process_snapshot, &pe32);

do {
// Only retrieve a process handle for Wesnoth
if (wcscmp(pe32.szExeFile, L"wesnoth.exe") == 0) {
// Retrieve a process handle so that we can read and write
the game's memory
HANDLE process = OpenProcess(PROCESS_ALL_ACCESS, true,
pe32.th32ProcessID);

// Convert the second parameter to a DWORD-1ike value
char* p;
long value = strtol(argv[2], &p, 10);

// Depending on the first argument, pass execution to the
search, filter, or write operations
if(strcmp(argv[l], "search") == 0) {
search(process, value);
}
else if(strcmpCargv[l], "filter") == 0) {
filter(process, value);

}
else if (strcmp(argv[l], "write") == 0) {
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write(process, value);

¥

// Close the process handle
CloseHandle(process);
break;

ks
} while (Process32Next(process_snapshot, &pe32));

return 0;

A.22 Disassembler

Referenced in Chapter 7.4.

A limited disassembler that will search for a running Wesnoth process and then
disassemble @x50 bytes starting at @x7ccd91. These instructions are responsible for
subtracting gold from a player when recruiting a unit.

The disassembler works by using CreateToolhelp32Snapshot to find the Wesnoth
process and the main Wesnoth module. Once it is located, a buffer is created and the
module's memory is read into that buffer. The module's memory mainly contains
opcodes for instruction. Once they are loaded, we loop through all the bytes in the
buffer and disassemble them based on the reference provided by Intel here.

#include <windows.h>
#include <tlhelp32.h>
#include <stdio.h>

#define START_ADDRESS @x7ccd9l

// The 8 possible operand values
const char modrm_value[8][4] = {

"ecx",
"edx",
"ebx",
"esp"”,
"ebp",

esi",
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https://software.intel.com/content/www/us/en/develop/download/intel-64-and-ia-32-architectures-sdm-combined-volumes-1-2a-2b-2c-2d-3a-3b-3c-3d-and-4.html

"ed-i."

s

// Table 2-2 in the reference document describes how to retrieve the operands
from a ModR/M value
int decode_operand(unsigned char* buffer, int location) {
if (buffer[location] >= 0x(C@ && buffer[location] <= OxFF) {
printf("%s, %s", modrm_value[buffer[location] % 8],
modrm_value[(buffer[location] >> 3) % 8]);
return 1;
}
else if (buffer[location] >= 0x80@ && buffer[location] <= @OxBF) {
DWORD displacement = buffer[location + 1] | (buffer[location + 2]
<< 8) | (buffer[location + 3] << 16) | (buffer[location + 4] << 24);
printf("[%s+%x], %s", modrm_value[buffer[location] % 8],
displacement, modrm_value[(buffer[location] >> 3) % 8]);
return 5;
ks
else if (buffer[location] >= 0x40 && buffer[location] <= Ox7F) {
printf("[%s+%x], %s", modrm_value[buffer[location] % 8],
buffer[location+1], modrm_value[(buffer[location] >> 3) % 8]);
return 2;

¥

return 1;

¥

int main(int argc, char** argv) {
HANDLE process_snapshot = 0;
HANDLE module_snapshot = 0;
PROCESSENTRY32 pe32 = { 0 };
MODULEENTRY32 me32;

DWORD exitCode = 0;

pe32.dwSize
me32.dwSize

sizeof (PROCESSENTRY32);
sizeof (MODULEENTRY32);

// The snapshot code is a reduced version of the example code provided
by Microsoft at

// https://docs.microsoft.com/en-us/windows/win32/toolhelp/taking-a-
shapshot-and-viewing-processes

process_shapshot = CreateToolhelp32Snapshot(TH32CS_SNAPPROCESS, @);

Process32First(process_snapshot, &pe32);
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do {
// Only disassmble the Wesnoth process
if (wcscmp(pe32.szExeFile, L"wesnoth.exe") == 0) {
module_snapshot =
CreateToolhelp32Snapshot(TH32CS_SNAPMODULE, pe32.th32ProcessID);

// Retrieve a process handle so that we can read the game's
memory

HANDLE process = OpenProcess(PROCESS_ALL_ACCESS, true,
pe32.th32ProcessID);

Module32First(module_snapshot, &me32);
do {
// Weshoth is made up of many modules. For our
example, we only want to scan the main executable module's code
if (wcscmp(me32.szModule, L"wesnoth.exe") == 0) {
// Due to the size of the code, dynamically
create a buffer after determining the size
unsigned char* buffer = (unsigned
char*)calloc(1l, me32.modBaseSize);
DWORD bytes_read = 0;

// Read the entire code block into our buffer
ReadProcessMemory(process,
(void*)me32.modBaseAddr, buffer, me32.modBaseSize, &bytes_read);

DWORD loc = 0;
unsigned int i = START_ADDRESS -
(DWORD)me32 .modBaseAddr;

// For each byte in the game's code, attempt to
disassmble it
while (i < START_ADDRESS + 0x50 -
(DWORD)me32 .modBaseAddr) {
printf("%x:\t", i +
(DWORD)me32 .modBaseAddr);
switch (buffer[i]) {
case Ox1:
printf("ADD ");
1++;
i += decode_operand(buffer, i);
break;
case 0x29:
printf("SUB ");
i++;
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i += decode_operand(buffer, i);
break;
case Ox74:
printf("JE ");
printf("%x", i +
(DWORD)me32.modBaseAddr + 2 + buffer[i + 1]);
i+= 2;
break;
case 0x80:
printf("CMP ");
i++;
i += decode_operand(buffer, i);
break;
case 0x8D:
printf("LEA ");
i++;
i += decode_operand(buffer, i);
break;
case Ox8B:
case 0x89:
printf("MOV ");
i++;
i += decode_operand(buffer, i);
break;
case OxES8:
printf("CALL ");
i++;
loc = buffer[i] | (buffer[i+1] <<
8) | (buffer[i+2] << 16) | (buffer[i+3] << 24);
printf("%x", loc + (i +
(DWORD)me32 .modBaseAddr) + 4);

i += 4;
break;
default:
printf("%x", buffer[i]);
i++;
break;
}
printf("\n");
}
free(buffer);
break;
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} while (Module32Next(module_snapshot, &me32));

CloseHandle(process);
break;

ks
} while (Process32Next(process_snapshot, &pe32));

return 0;

A.23 Debugger

Referenced in Chapter 7.5.

An example of a Windows debugger that will attach to a running Assault Cube 1.2.0.2
process, change a specific instruction to an int 3 instruction (0xCC), and then restore
the original instruction when the breakpoint is hit. The instruction modified only
executes when the player is firing, allowing us to verify that the debugger is working as
intended.

#include <windows.h>
#include <tlhelp32.h>
#include <stdio.h>

int main(int argc, char** argv) {
HANDLE process_snapshot = NULL;
HANDLE thread_handle = NULL;
HANDLE process_handle = NULL;

PROCESSENTRY32 pe32 = { 0 };

DWORD pid;

DWORD continueStatus = DBG_CONTINUE;
DWORD bytes_written = 0;

BYTE instruction_break = @xcc;
BYTE instruction_normal = 0x8b;

DEBUG_EVENT debugEvent = { 0 };
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CONTEXT context = { 0 };
bool first_break_has_occurred = false;
pe32.dwSize = sizeof(PROCESSENTRY32);

// Iterate through all active processes and find the Assault Cube process
process_snapshot = CreateToolhelp32Snapshot(TH32CS_SNAPPROCESS, @);
Process32First(process_shapshot, &pe32);

do {
if (wcscmp(pe32.szExeFile, L"ac_client.exe") == 0) {
// Save the pid and write the int 3 instruction to 0x0046366C
pid = pe32.th32ProcessID;

process_handle = OpenProcess(PROCESS_ALL_ACCESS, true,
pe32.th32ProcessID);

WriteProcessMemory(process_handle, (void*)@x0046366C,
&instruction_break, 1, &bytes_written);

}
} while (Process32Next(process_snapshot, &pe32));

// Attach the debugger and enter the main debug loop
DebugActiveProcess(pid);

for (550 {
continueStatus = DBG_CONTINUE;

if (!WaitForDebugEvent(&debugEvent, INFINITE))
return 0;

switch (debugEvent.dwDebugEventCode) {
case EXCEPTION_DEBUG_EVENT:
switch (debugEvent.u.Exception.ExceptionRecord.ExceptionCode)
{
case EXCEPTION_BREAKPOINT:
printf("Breakpoint hit");

// Our main breakpoint code
// This will first be hit when attaching, so ignore the first
time we enter this condition
if (first_break_has_occurred) {
// If we break, open a handle to the thread that
triggered the event and revert back eip to the previous instruction

504




thread_handle = OpenThread(THREAD_ALL_ACCESS, true,

debugEvent.dwThreadld);
if (thread_handle != NULL) {
context.ContextFlags = CONTEXT_ALL;
GetThreadContext(thread_handle, &context);

context.Eip--;

SetThreadContext(thread_handle, &context);
CloseHandle(thread_handle);

// Then, write back the previous mov instruction so

our breakpoint does not trigger again
WriteProcessMemory(process_handle, (void*)0x0046366C,

&instruction_normal, 1, &bytes_written);
ks
}

first_break_has_occurred = true;
continueStatus = DBG_CONTINUE;
break;
default:
continueStatus = DBG_EXCEPTION_NOT_HANDLED;

break;

}

break;
default:
continueStatus = DBG_EXCEPTION_NOT_HANDLED;

break;

}

ContinueDebugEvent(debugEvent.dwProcessId, debugEvent.dwThreadld,
continueStatus);

}

CloseHandle(process_handle);

return 0;
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A.24 Call Logger

Referenced in Chapter 7.6.

An example of a modified Windows debugger that will attach to a running Wesnoth

process, locate all call instructions, and change them to an int 3 instruction. When the
breakpoint is hit, the location will be logged and the instruction will be restored. Then,

after the instruction is executed, an int 3 instruction will be rewritten to the location.

#include <windows.h>
#include <tlhelp32.h>
#include <stdio.h>
#include <Psapi.h>

#define READ_PAGE_SIZE 4096

int main(int argc, char** argv) {
HANDLE process_snhapshot = NULL;
HANDLE thread_handle = NULL;
HANDLE process_handle = NULL;

PROCESSENTRY32 pe32 = { 0 };

DWORD pid;
DWORD continueStatus = DBG_CONTINUE;
DWORD bytes_written = 0;

BYTE instruction_break = 0@xcc;
BYTE instruction_call = 0xe8;

DEBUG_EVENT debugEvent = { 0 };
CONTEXT context = { 0 };
bool first_break_has_occurred = false;

HMODULE modules[128] = {

}s
MODULEINFO module_info 1)

0
{0}
DWORD bytes_read = 0;

DWORD offset = 0;

DWORD call_location = 0;
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DWORD call_location_bytes_read = 0;
DWORD last_call_location = 0;

unsigned char instructions[READ_PAGE_SIZE] = { 0 };
int breakpoints_set = 0;
pe32.dwSize = sizeof(PROCESSENTRY32);

// Iterate through all active processes and find the Wesnoth process
process_snapshot = CreateToolhelp32Snapshot(TH32CS_SNAPPROCESS, @);
Process32First(process_shapshot, &pe32);

do {
if (wcscmp(pe32.szExeFile, L"wesnoth.exe") == 0) {
// Save the pid and open a handle to the process
pid = pe32.th32ProcessID;

process_handle = OpenProcess(PROCESS_ALL_ACCESS, true,
pe32.th32ProcessID);

ks
} while (Process32Next(process_snapshot, &pe32));

// Attach the debugger and enter the main debug loop
DebugActiveProcess(pid);

for (55D {
continueStatus = DBG_CONTINUE;

if (!WaitForDebugEvent(&debugEvent, INFINITE))
return 0;

switch (debugEvent.dwDebugEventCode) {
case EXCEPTION_DEBUG_EVENT:
switch (debugEvent.u.Exception.ExceptionRecord.ExceptionCode)
{
case EXCEPTION_BREAKPOINT:
// On the initial attachment breakpoint, replace all calls
with breakpoints
if (!first_break_has_occurred) {
thread_handle = OpenThread(THREAD_ALL_ACCESS, true,
debugEvent.dwThreadId);

printf("Attaching breakpoints\n");
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// In this code, we will only log all calls in the main
game module and not DLLs
// To locate the address space of this module, retrieve
all the modules and then get the first
// module's address space
EnumProcessModules(process_handle, modules,
sizeof(modules), &bytes_read);
GetModuleInformation(process_handle, modules[@],
&module_info, sizeof(module_info));
// Next, loop through each section of memory and locate
the opcode for calls (@xe8)
for (DWORD i = @; i < module_info.SizeOfImage; i +=
READ_PAGE_SIZE) {
// ReadProcessMemory will fail if the memory
permissions are not correct for the page
// To prevent a single failure from skipping all
memory, read a single page of memory at a time
ReadProcessMemory(process_handle, (LPVOID)
((DWORD)module_info.1lpBaseOfD1ll + i), &instructions, READ_PAGE_SIZE,
&bytes_read);
for (DWORD ¢ = @; ¢ < bytes_read; c++) {
// If we detect an 0xe8, determine if it is a
call instruction
// We do this by first reading the next four
bytes after the 0xe8
// We then use these bytes to calculate the call
location
// If this location is outside the address space
of the main module, we ignore the opcode
if (instructions[c] == instruction_call) {
offset = (DWORD)module_info.lpBaseOfD11l + i +
c;
ReadProcessMemory(process_handle, (LPVOID)
(offset + 1), &call_location, 4, &call_location_bytes_read);
call_location += offset + 5;
if (call_location <
(DWORD)module_info.1pBaseOfD11l |l call_location
>(DWORD)module_info.1pBaseOfD11l + module_info.SizeOfImage)
continue;

// If the call location is valid, write a
break instruction (@xcc) at the address

// In this case, 0x0040e3d8 and 0x0040e3ea
are two commonly called addresses that contain low-level code
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// To prevent them from clogging up the logs,
we don't log these locations
// In addition, having thousands of
breakpoints can cause the executing program to crash
// Therefore, we limit the amount of
breakpoints to less than 2000
if (offset != 0x0040e3d8 && offset !=
0x0040e3ea && breakpoints_set < 2000) {
WriteProcessMemory(process_handle,
(void*)offset, &instruction_break, 1, &bytes_written);
FlushInstructionCache(process_handle,
(LPVOID)offset, 1);
breakpoints_set++;

}

printf("Done attaching breakpoints\n");
}
else {
// If we break, open a handle to the thread that
triggered the event and revert back eip to the previous instruction
// Next, we will set single-step mode so that we can
restore our breakpoint
// After, we will write back the call instruction and
continue execution of the program
thread_handle = OpenThread(THREAD_ALL_ACCESS, true,
debugEvent.dwThreadld);
if (thread_handle != NULL) {
context.ContextFlags = CONTEXT_ALL;
GetThreadContext(thread_handle, &context);

context.Eip--;
context.EFlags |= 0x100;

SetThreadContext(thread_handle, &context);
CloseHandle(thread_handle);

WriteProcessMemory(process_handle,
(void*)context.Eip, &instruction_call, 1, &bytes_written);

FlushInstructionCache(process_handle,
(LPVOID)context.Eip, 1);

last_call_location = context.Eip;

509




}

first_break_has_occurred = true;
continueStatus = DBG_CONTINUE;
break;
case EXCEPTION_SINGLE_STEP:
// This code will executed after we enter single-step mode in
the breakpoint statement above
// Single-step mode executes a single instruction and then
triggers this debug event
// Therefore, after we execute the call we broke on above,
restore the break instruction so that our breakpoints don't
// only fire a single time
thread_handle = OpenThread(THREAD_ALL_ACCESS, true,
debugEvent.dwThreadId);
if (thread_handle !'= NULL) {
context.ContextFlags = CONTEXT_ALL;
GetThreadContext(thread_handle, &context);
CloseHandle(thread_handle);

WriteProcessMemory(process_handle,
(void*)last_call_location, &instruction_break, 1, &bytes_written);

FlushInstructionCache(process_handle,
(LPVOID)1last_call_location, 1);

printf("0x%08x: call 0x%08x\n", last_call_location,
context.Eip);
last_call_location = 0;

}

continueStatus
break;

default:
continueStatus
break;

DBG_CONTINUE;

DBG_EXCEPTION_NOT_HANDLED;

+
break;
default:
continueStatus = DBG_EXCEPTION_NOT_HANDLED;
break;

}

ContinueDebugEvent(debugEvent.dwProcessId, debugEvent.dwThreadld,
continueStatus);
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}

CloseHandle(process_handle);

return 0;
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